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# Overview

### Abstract

The purpose of this report is to address the new regulations and to better understand the manufacturing process within ABC Beverage. We will examine all factors involved in the production process and will attempt to identify the factors that will help us properly predict the PH levels as well us understand the influence of the various factors on the overall process.

### Data used

This report is using the historical data collected from approximately 2572 samples which should be sufficient for the analysis.

### Brief overview of the process

We will first cleanup the data, by filling in or imputing the missing data, use various transformation methods in order to normalize the data to address issues such as outlier data points and other normalization related issues.

Next we will run various models in order to identify the factors that are important to reaching out goal and once we have those we will use various models in order to estimate the PH levels and come up with a best suiting method that we feel will be best to predict the data we are looking for.

We will include documented R code within the report so that it is easy to follow our research. Should you have any questions regarding the process or the code, feel free to reach out to our department.

# Data Exploration

We will get started by loading our historical data into a data frame and loading the necessary libraries.

library(missForest)  
library(corrgram)  
library(caret)  
library(psych)  
library(knitr)  
  
dfBevMod <- read.csv("https://github.com/ChristopheHunt/CUNY-DATA624/raw/master/data/StudentData.csv", header = TRUE)  
dfBevPred <- read.csv("https://raw.githubusercontent.com/ChristopheHunt/CUNY-DATA624/master/data/StudentEvaluation-%20TO%20PREDICT.csv", header =TRUE)

We will examine the training dataset we want to see how many predictor variables we are dealing with and if we are missing any data. We see several variables with missing data,

dim(dfBevMod)

## [1] 2571 33

It appears we have a total of 32 predictor variables and a target variable. Next we will check for any missing data.

colSums(is.na(dfBevMod))

## Brand.Code Carb.Volume Fill.Ounces PC.Volume   
## 0 10 38 39   
## Carb.Pressure Carb.Temp PSC PSC.Fill   
## 27 26 33 23   
## PSC.CO2 Mnf.Flow Carb.Pressure1 Fill.Pressure   
## 39 2 32 22   
## Hyd.Pressure1 Hyd.Pressure2 Hyd.Pressure3 Hyd.Pressure4   
## 11 15 15 30   
## Filler.Level Filler.Speed Temperature Usage.cont   
## 20 57 14 5   
## Carb.Flow Density MFR Balling   
## 2 1 212 1   
## Pressure.Vacuum PH Oxygen.Filler Bowl.Setpoint   
## 0 4 12 2   
## Pressure.Setpoint Air.Pressurer Alch.Rel Carb.Rel   
## 12 0 9 10   
## Balling.Lvl   
## 1

We see many variables with NA’s – notably “MFR” has 212. Still, roughly 8% NA is workable, so we’ll choose to use imputation process to fill in the missing data.

Also, it appears that we have one categorical variable: Brand.Code

### Barchart

#Visualizing the single categorical variable  
barchart(dfBevMod[,1], col="Gold")
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It appears that brand “B” occurs most frequently, followed by “D”

### Continuous and Discrete variables

Next we will review all the variables we are working with in order to better understand the data they are presenting us. We can see the mean, variation and other metrics within the following table for a quick detailed reference.

library(psych)  
library(knitr)  
table.desc <- describe(dfBevMod[,-1])  
table.prep <- as.matrix(table.desc)  
table.round <- round((table.prep), 2)  
kable(table.round)

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | vars | n | mean | sd | median | trimmed | mad | min | max | range | skew | kurtosis | se |
| Carb.Volume | 1 | 2561 | 5.37 | 0.11 | 5.35 | 5.37 | 0.11 | 5.04 | 5.70 | 0.66 | 0.39 | -0.47 | 0.00 |
| Fill.Ounces | 2 | 2533 | 23.97 | 0.09 | 23.97 | 23.98 | 0.08 | 23.63 | 24.32 | 0.69 | -0.02 | 0.86 | 0.00 |
| PC.Volume | 3 | 2532 | 0.28 | 0.06 | 0.27 | 0.27 | 0.05 | 0.08 | 0.48 | 0.40 | 0.34 | 0.67 | 0.00 |
| Carb.Pressure | 4 | 2544 | 68.19 | 3.54 | 68.20 | 68.12 | 3.56 | 57.00 | 79.40 | 22.40 | 0.18 | -0.01 | 0.07 |
| Carb.Temp | 5 | 2545 | 141.09 | 4.04 | 140.80 | 140.99 | 3.85 | 128.60 | 154.00 | 25.40 | 0.25 | 0.24 | 0.08 |
| PSC | 6 | 2538 | 0.08 | 0.05 | 0.08 | 0.08 | 0.05 | 0.00 | 0.27 | 0.27 | 0.85 | 0.65 | 0.00 |
| PSC.Fill | 7 | 2548 | 0.20 | 0.12 | 0.18 | 0.18 | 0.12 | 0.00 | 0.62 | 0.62 | 0.93 | 0.77 | 0.00 |
| PSC.CO2 | 8 | 2532 | 0.06 | 0.04 | 0.04 | 0.05 | 0.03 | 0.00 | 0.24 | 0.24 | 1.73 | 3.73 | 0.00 |
| Mnf.Flow | 9 | 2569 | 24.57 | 119.48 | 65.20 | 21.07 | 169.02 | -100.20 | 229.40 | 329.60 | 0.00 | -1.87 | 2.36 |
| Carb.Pressure1 | 10 | 2539 | 122.59 | 4.74 | 123.20 | 122.54 | 4.45 | 105.60 | 140.20 | 34.60 | 0.05 | 0.14 | 0.09 |
| Fill.Pressure | 11 | 2549 | 47.92 | 3.18 | 46.40 | 47.71 | 2.37 | 34.60 | 60.40 | 25.80 | 0.55 | 1.41 | 0.06 |
| Hyd.Pressure1 | 12 | 2560 | 12.44 | 12.43 | 11.40 | 10.84 | 16.90 | -0.80 | 58.00 | 58.80 | 0.78 | -0.14 | 0.25 |
| Hyd.Pressure2 | 13 | 2556 | 20.96 | 16.39 | 28.60 | 21.05 | 13.34 | 0.00 | 59.40 | 59.40 | -0.30 | -1.56 | 0.32 |
| Hyd.Pressure3 | 14 | 2556 | 20.46 | 15.98 | 27.60 | 20.51 | 13.94 | -1.20 | 50.00 | 51.20 | -0.32 | -1.57 | 0.32 |
| Hyd.Pressure4 | 15 | 2541 | 96.29 | 13.12 | 96.00 | 95.45 | 11.86 | 52.00 | 142.00 | 90.00 | 0.55 | 0.63 | 0.26 |
| Filler.Level | 16 | 2551 | 109.25 | 15.70 | 118.40 | 111.04 | 9.19 | 55.80 | 161.20 | 105.40 | -0.85 | 0.05 | 0.31 |
| Filler.Speed | 17 | 2514 | 3687.20 | 770.82 | 3982.00 | 3919.99 | 47.44 | 998.00 | 4030.00 | 3032.00 | -2.87 | 6.71 | 15.37 |
| Temperature | 18 | 2557 | 65.97 | 1.38 | 65.60 | 65.80 | 0.89 | 63.60 | 76.20 | 12.60 | 2.39 | 10.16 | 0.03 |
| Usage.cont | 19 | 2566 | 20.99 | 2.98 | 21.79 | 21.25 | 3.19 | 12.08 | 25.90 | 13.82 | -0.54 | -1.02 | 0.06 |
| Carb.Flow | 20 | 2569 | 2468.35 | 1073.70 | 3028.00 | 2601.14 | 326.17 | 26.00 | 5104.00 | 5078.00 | -0.99 | -0.58 | 21.18 |
| Density | 21 | 2570 | 1.17 | 0.38 | 0.98 | 1.15 | 0.15 | 0.24 | 1.92 | 1.68 | 0.53 | -1.20 | 0.01 |
| MFR | 22 | 2359 | 704.05 | 73.90 | 724.00 | 718.16 | 15.42 | 31.40 | 868.60 | 837.20 | -5.09 | 30.46 | 1.52 |
| Balling | 23 | 2570 | 2.20 | 0.93 | 1.65 | 2.13 | 0.37 | -0.17 | 4.01 | 4.18 | 0.59 | -1.39 | 0.02 |
| Pressure.Vacuum | 24 | 2571 | -5.22 | 0.57 | -5.40 | -5.25 | 0.59 | -6.60 | -3.60 | 3.00 | 0.53 | -0.03 | 0.01 |
| PH | 25 | 2567 | 8.55 | 0.17 | 8.54 | 8.55 | 0.18 | 7.88 | 9.36 | 1.48 | -0.29 | 0.06 | 0.00 |
| Oxygen.Filler | 26 | 2559 | 0.05 | 0.05 | 0.03 | 0.04 | 0.02 | 0.00 | 0.40 | 0.40 | 2.66 | 11.09 | 0.00 |
| Bowl.Setpoint | 27 | 2569 | 109.33 | 15.30 | 120.00 | 111.35 | 0.00 | 70.00 | 140.00 | 70.00 | -0.97 | -0.06 | 0.30 |
| Pressure.Setpoint | 28 | 2559 | 47.62 | 2.04 | 46.00 | 47.60 | 0.00 | 44.00 | 52.00 | 8.00 | 0.20 | -1.60 | 0.04 |
| Air.Pressurer | 29 | 2571 | 142.83 | 1.21 | 142.60 | 142.58 | 0.59 | 140.80 | 148.20 | 7.40 | 2.25 | 4.73 | 0.02 |
| Alch.Rel | 30 | 2562 | 6.90 | 0.51 | 6.56 | 6.84 | 0.06 | 5.28 | 8.62 | 3.34 | 0.88 | -0.85 | 0.01 |
| Carb.Rel | 31 | 2561 | 5.44 | 0.13 | 5.40 | 5.43 | 0.12 | 4.96 | 6.06 | 1.10 | 0.50 | -0.29 | 0.00 |
| Balling.Lvl | 32 | 2570 | 2.05 | 0.87 | 1.48 | 1.98 | 0.21 | 0.00 | 3.66 | 3.66 | 0.59 | -1.49 | 0.02 |

### Nominal Variable Histogram

Next we will visually view each one of the factors, its easier to visually navigate through a large number of variables. We are interested to see how data is distributed for each one of the variables. Please refer to above table for more specific information.

dfBevModH <- dfBevMod[2:ncol(dfBevMod)] #removing factor var  
par(mfrow = c(3,5), cex = .5)  
for(i in colnames(dfBevModH)){  
hist(dfBevModH[,i], xlab = names(dfBevMod[i]),  
 main = names(dfBevModH[i]), col="grey", ylab="")  
}

![](data:image/png;base64,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)![](data:image/png;base64,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)![](data:image/png;base64,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)

We can see that Mnf.Flow and Hyd.Pressure 1,2,3 each have many values below 0 – possibly null-type entered values. Several variables are strongly skewed – some of which appear to have outliers.

Next we want to explore differences by Brand

BrandA <- dfBevMod[dfBevMod$Brand.Code == "A",]  
BAM <- colMeans(BrandA[,2:ncol(BrandA)], na.rm = TRUE)  
BrandB <- dfBevMod[dfBevMod$Brand.Code == "B",]  
BBM <- colMeans(BrandB[,2:ncol(BrandB)], na.rm = TRUE)  
BrandC <- dfBevMod[dfBevMod$Brand.Code == "C",]  
BCM <- colMeans(BrandC[,2:ncol(BrandC)], na.rm = TRUE)  
BrandD <- dfBevMod[dfBevMod$Brand.Code == "D",]  
BDM <- colMeans(BrandD[,2:ncol(BrandD)], na.rm = TRUE)  
BrandE <- dfBevMod[dfBevMod$Brand.Code == "",]  
BEM <- colMeans(BrandE[,2:ncol(BrandE)], na.rm = TRUE)  
  
combBrand <- cbind(BAM, BBM, BCM, BDM, BEM)  
combBrand

## BAM BBM BCM BDM  
## Carb.Volume 5.42568828 5.31248514 5.30019802 5.51044190  
## Fill.Ounces 23.98210526 23.97748705 23.98486667 23.95658456  
## PC.Volume 0.26877855 0.28239989 0.29019778 0.26174013  
## Carb.Pressure 69.28041237 67.19804719 66.92476821 70.69817579  
## Carb.Temp 141.22876712 141.11078431 141.05364238 141.13013115  
## PSC 0.07761672 0.08635948 0.08976821 0.08056579  
## PSC.Fill 0.19835052 0.19371847 0.21026490 0.19104918  
## PSC.CO2 0.05551724 0.05709360 0.06214765 0.05276316  
## Mnf.Flow 39.71467577 20.46176233 23.28092105 25.74666667  
## Carb.Pressure1 122.81862069 122.47500000 122.19401993 122.72363636  
## Fill.Pressure 48.22123288 48.17010561 48.22866667 46.96124795  
## Hyd.Pressure1 12.90238908 12.52469636 12.32828947 12.39671053  
## Hyd.Pressure2 21.15821918 21.10510949 19.16250000 21.97331137  
## Hyd.Pressure3 20.97465753 20.19253852 19.04671053 21.59011532  
## Hyd.Pressure4 101.28368794 100.05858421 102.54000000 83.45276873  
## Filler.Level 108.62671233 107.96156352 111.60198020 110.42262295  
## Filler.Speed 3582.07719298 3730.61943987 3673.66216216 3688.97674419  
## Temperature 66.06323024 65.89083536 66.71655629 65.46209150  
## Usage.cont 21.14034247 20.96623482 21.03657895 21.00653659  
## Carb.Flow 2387.35395189 2532.70056497 2311.53947368 2437.18048780  
## Density 1.57105802 0.90843296 0.92217105 1.68250407  
## MFR 704.98365759 705.63864818 704.02826087 703.97628319  
## Balling 3.19896928 1.51114216 1.63171053 3.48558699  
## Pressure.Vacuum -5.23890785 -5.15431800 -5.31052632 -5.26016260  
## PH 8.49740614 8.56678543 8.41368421 8.60250407  
## Oxygen.Filler 0.04147423 0.04783906 0.05160930 0.04495863  
## Bowl.Setpoint 109.11340206 107.76432607 111.61842105 110.88780488  
## Pressure.Setpoint 47.76219931 47.94269572 48.03367003 46.64600326  
## Air.Pressurer 142.73583618 142.95948345 142.76644737 142.69300813  
## Alch.Rel 7.13486301 6.55051095 6.56488449 7.69352846  
## Carb.Rel 5.51773973 5.36215385 5.35242525 5.60725203  
## Balling.Lvl 3.07706485 1.40611784 1.52059211 3.23206504  
## BEM  
## Carb.Volume 5.29086111  
## Fill.Ounces 23.99712644  
## PC.Volume 0.28882759  
## Carb.Pressure 66.26050420  
## Carb.Temp 140.51794872  
## PSC 0.09037607  
## PSC.Fill 0.18931034  
## PSC.CO2 0.05593220  
## Mnf.Flow 27.15333333  
## Carb.Pressure1 123.46050420  
## Fill.Pressure 48.78290598  
## Hyd.Pressure1 10.89000000  
## Hyd.Pressure2 18.43666667  
## Hyd.Pressure3 19.78666667  
## Hyd.Pressure4 95.98275862  
## Filler.Level 112.15084746  
## Filler.Speed 3517.82905983  
## Temperature 67.22689076  
## Usage.cont 20.72933333  
## Carb.Flow 2557.43333333  
## Density 0.96866667  
## MFR 685.10280374  
## Balling 1.67083333  
## Pressure.Vacuum -5.33333333  
## PH 8.48883333  
## Oxygen.Filler 0.04730084  
## Bowl.Setpoint 112.16666667  
## Pressure.Setpoint 47.79831933  
## Air.Pressurer 142.67166667  
## Alch.Rel 6.64151261  
## Carb.Rel 5.34423729  
## Balling.Lvl 1.46873950

Notable differences exist among brands by Hyd.Pressure4, Density, Balling, and Balling.Lvl

### Density Plot

Next we will use density plots to better understand the data and look for any abnormalities.

par(mfrow = c(3,5), cex = .5)  
for (i in colnames(dfBevModH)) {  
 smoothScatter(dfBevModH[,i], main = names(dfBevModH[i]), ylab = "",   
 xlab = "", colramp = colorRampPalette(c("white", "red")))  
 }
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The odd data in Mnf.Flow appears to be related to similarly zero-out data in Hyd.Pressure1, Hyd.Press2, and Hyd.Pressure3. Several other variables have dichotomous patterns in data behavior, including “Carb.Pressure1”, “Filler.Level”, “Usage.cont”, “Carb.Flow”, and “Oxygen.Filler”. This leaves two options; we can alter these gaps by possibly inputing new values in, or we can use algorithms that can easily handle quick pattern shifts, such as forests and MARS.

### BoxPlots

Next we want to take a look at any outliers within our variables. Boxplots provide a quick and effective way of view the data and look for any skew or outliers

par(mfrow = c(3,5), cex = .5)  
for(i in colnames(dfBevModH)){  
boxplot(dfBevModH[,i], xlab = names(dfBevModH[i]),  
 main = names(dfBevModH[i]), col="grey", ylab="")  
}
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Again, several variables with large skews and outliers are present we will need to use transformation techniques later on to handle this issue.

### Principle Component Analysis

Since we are dealing with 32 predictor variables and not all of them can be relevant to our study, we will need a way to filter through the variables to reduce the number of variables we are working with. This can be done with PCA

PCA <- function(X) {  
 Xpca <- prcomp(na.omit(X), center = T, scale. = T)   
 M <- as.matrix(na.omit(X)); R <- as.matrix(Xpca$rotation); score <- M %\*% R  
 print(list("Importance of Components" = summary(Xpca)$importance[ ,1:5],   
 "Rotation (Variable Loadings)" = Xpca$rotation[ ,1:5],  
 "Correlation between X and PC" = cor(na.omit(X), score)[ ,1:5]))  
 par(mfrow=c(2,3))  
 barplot(Xpca$sdev^2, ylab = "Component Variance")  
 barplot(cor(cbind(X)), ylab = "Correlations")  
 barplot(Xpca$rotation, ylab = "Loadings")   
 biplot(Xpca); barplot(M); barplot(score)  
}  
PCA(dfBevModH)

## $`Importance of Components`  
## PC1 PC2 PC3 PC4 PC5  
## Standard deviation 2.540088 2.449148 1.477634 1.47603 1.310421  
## Proportion of Variance 0.201630 0.187450 0.068230 0.06808 0.053660  
## Cumulative Proportion 0.201630 0.389070 0.457310 0.52539 0.579050  
##   
## $`Rotation (Variable Loadings)`  
## PC1 PC2 PC3 PC4  
## Carb.Volume -0.320871550 0.126525924 -0.063988169 0.0689976465  
## Fill.Ounces 0.033313610 -0.010524814 0.073850141 0.2358285280  
## PC.Volume 0.072479708 -0.108552900 -0.069562774 -0.3956296184  
## Carb.Pressure -0.208006297 0.060068377 -0.068128144 0.1465200114  
## Carb.Temp -0.033305138 -0.006187462 -0.040764654 0.1184540029  
## PSC 0.034729843 -0.007932387 0.007672846 0.0166335686  
## PSC.Fill 0.005088232 -0.025583769 -0.008017467 0.0803836356  
## PSC.CO2 0.029539988 0.013537129 -0.010869845 0.1017169746  
## Mnf.Flow 0.080644367 0.358177152 0.044915507 0.0252965168  
## Carb.Pressure1 0.037910196 0.212302734 0.028684308 0.1765112631  
## Fill.Pressure 0.162738779 0.217724987 -0.208305845 0.0873750286  
## Hyd.Pressure1 0.040714287 0.156202166 0.028117601 -0.4998183585  
## Hyd.Pressure2 0.057453860 0.313403614 0.076107892 -0.3208825682  
## Hyd.Pressure3 0.071682634 0.348252038 0.032135037 -0.2278539437  
## Hyd.Pressure4 0.268513018 -0.023674824 -0.168038357 -0.0027778884  
## Filler.Level -0.098309141 -0.276213319 0.109275148 -0.2476992005  
## Filler.Speed -0.036355308 0.001197480 0.619301867 0.0628275426  
## Temperature 0.105282829 -0.066203240 -0.105105120 0.0321416038  
## Usage.cont 0.053341657 0.248028048 0.106147980 0.1153232541  
## Carb.Flow -0.019747290 -0.192400631 -0.190052445 0.0123151046  
## Density -0.355713158 0.107013359 -0.067887877 -0.0009745302  
## MFR -0.040893045 -0.001083672 0.620594464 0.0666977237  
## Balling -0.354342525 0.141148693 -0.040775757 -0.0141207975  
## Pressure.Vacuum -0.046505652 -0.268137181 0.018936117 0.2043414157  
## PH -0.115017697 -0.166446153 -0.043839565 -0.1546589220  
## Oxygen.Filler -0.017291886 -0.210617922 -0.096839733 -0.0417513911  
## Bowl.Setpoint -0.103923455 -0.273585690 0.086519475 -0.2471199864  
## Pressure.Setpoint 0.181047509 0.208820308 -0.105820469 0.0562644751  
## Air.Pressurer 0.031569404 -0.035033996 -0.071242723 0.2609739989  
## Alch.Rel -0.364650212 0.099430202 -0.076928665 -0.0194895814  
## Carb.Rel -0.352557712 0.079691885 -0.073882285 -0.0418290381  
## Balling.Lvl -0.361905544 0.108856318 -0.069790925 0.0073156499  
## PC5  
## Carb.Volume -0.1289819052  
## Fill.Ounces -0.1229858345  
## PC.Volume 0.1598460185  
## Carb.Pressure 0.5485412373  
## Carb.Temp 0.6879491706  
## PSC -0.0797130932  
## PSC.Fill -0.1062661776  
## PSC.CO2 -0.0212550379  
## Mnf.Flow -0.0159976226  
## Carb.Pressure1 -0.0290714575  
## Fill.Pressure 0.0003314597  
## Hyd.Pressure1 0.0951143049  
## Hyd.Pressure2 0.0947102915  
## Hyd.Pressure3 0.0851266883  
## Hyd.Pressure4 -0.0064600449  
## Filler.Level -0.0659270082  
## Filler.Speed 0.1239047672  
## Temperature 0.1020654842  
## Usage.cont -0.1185660052  
## Carb.Flow 0.1730300450  
## Density -0.0203213313  
## MFR 0.1118598210  
## Balling -0.0496622835  
## Pressure.Vacuum -0.0377417295  
## PH 0.0428191812  
## Oxygen.Filler 0.0913810644  
## Bowl.Setpoint -0.0734787536  
## Pressure.Setpoint 0.0479371223  
## Air.Pressurer 0.0998622820  
## Alch.Rel -0.0372397655  
## Carb.Rel -0.0243017040  
## Balling.Lvl -0.0570128001  
##   
## $`Correlation between X and PC`  
## PC1 PC2 PC3 PC4  
## Carb.Volume 0.002672235 0.111348522 0.063613298 -0.011847085  
## Fill.Ounces 0.040529153 0.087715367 0.097669459 0.059771410  
## PC.Volume -0.180340769 -0.271489773 -0.199880836 -0.115598261  
## Carb.Pressure -0.066204190 0.025722112 0.036530429 0.061413374  
## Carb.Temp -0.069518362 -0.039493236 -0.003344882 0.074340078  
## PSC 0.040662924 0.037176123 0.018514307 0.006021336  
## PSC.Fill -0.021548310 -0.028862504 -0.023591759 0.007699516  
## PSC.CO2 0.035580707 0.022245482 0.003727000 0.020391565  
## Mnf.Flow 0.723291814 0.693451292 0.295235376 -0.147391760  
## Carb.Pressure1 0.375637900 0.371884050 0.168815533 0.006765179  
## Fill.Pressure 0.498230248 0.300422256 -0.075514622 -0.207326749  
## Hyd.Pressure1 0.275073293 0.247417853 0.076691158 -0.437731705  
## Hyd.Pressure2 0.487809573 0.485370725 0.238650794 -0.300196428  
## Hyd.Pressure3 0.580859072 0.545232467 0.225502363 -0.280195784  
## Hyd.Pressure4 0.296714868 0.029386412 -0.206499978 -0.204162315  
## Filler.Level -0.389979312 -0.217909690 0.031229026 -0.134337700  
## Filler.Speed -0.470607794 0.059325780 0.832380594 0.798933852  
## Temperature -0.032400811 -0.131025575 -0.131935567 0.013501453  
## Usage.cont 0.515662927 0.567466858 0.306198713 -0.105542769  
## Carb.Flow -0.728865476 -0.966223188 -0.604417233 0.368469211  
## Density -0.117230400 -0.008474646 0.016244812 0.022657754  
## MFR -0.455045229 0.066334864 0.812095962 0.771973495  
## Balling -0.017953566 0.121197295 0.097470770 -0.026074148  
## Pressure.Vacuum -0.457986670 -0.407097197 -0.119183474 0.240746451  
## PH -0.345239874 -0.323918002 -0.164411012 -0.017197343  
## Oxygen.Filler -0.424027239 -0.467026196 -0.247762941 0.093078019  
## Bowl.Setpoint -0.373730212 -0.214155886 0.007211244 -0.163635722  
## Pressure.Setpoint 0.411830072 0.282182390 0.035998404 -0.095125936  
## Air.Pressurer -0.075890499 -0.120293496 -0.078403739 0.157033933  
## Alch.Rel -0.102425243 0.006988524 0.003604029 -0.018809036  
## Carb.Rel -0.108413466 0.008531971 0.019415972 -0.047949293  
## Balling.Lvl -0.060110506 0.060109493 0.043885246 -0.025858266  
## PC5  
## Carb.Volume -0.093658221  
## Fill.Ounces -0.100673596  
## PC.Volume 0.233542757  
## Carb.Pressure 0.011754537  
## Carb.Temp 0.072779034  
## PSC -0.036486635  
## PSC.Fill 0.008941563  
## PSC.CO2 -0.014123789  
## Mnf.Flow -0.460810554  
## Carb.Pressure1 -0.260300884  
## Fill.Pressure -0.238063463  
## Hyd.Pressure1 -0.154832629  
## Hyd.Pressure2 -0.275314801  
## Hyd.Pressure3 -0.323771761  
## Hyd.Pressure4 -0.090604320  
## Filler.Level 0.028038837  
## Filler.Speed 0.247282208  
## Temperature 0.103770602  
## Usage.cont -0.454543589  
## Carb.Flow 0.950568080  
## Density 0.034322442  
## MFR 0.224469906  
## Balling -0.084814051  
## Pressure.Vacuum 0.277242437  
## PH 0.211975600  
## Oxygen.Filler 0.354347799  
## Bowl.Setpoint 0.012366381  
## Pressure.Setpoint -0.169959804  
## Air.Pressurer 0.125926876  
## Alch.Rel 0.005207278  
## Carb.Rel -0.012596007  
## Balling.Lvl -0.050934875
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# Data Transformation

Since Brand Code is a categorical variable, we will have to transform it to a binary so that models can use the data.

#df\_imputed$Brand.Code = NULL  
dfBevMod$Brand.Code[dfBevMod$Brand.Code == ""] <- NA  
dfBevMod$Brand.Code <- droplevels(dfBevMod$Brand.Code)  
  
dfBevPred$Brand.Code[dfBevPred$Brand.Code == ""] <- NA  
dfBevPred$Brand.Code <- droplevels(dfBevPred$Brand.Code)  
  
#Recode categorical factor  
dfBevMod$A <- ifelse(dfBevMod$Brand.Code == "A", 1, 0)  
dfBevMod$B <- ifelse(dfBevMod$Brand.Code == "B", 1, 0)  
dfBevMod$C <- ifelse(dfBevMod$Brand.Code == "C", 1, 0)  
dfBevMod$D <- ifelse(dfBevMod$Brand.Code == "D", 1, 0)  
dfBevMod$Brand.Code <- NULL  
  
dfBevPred$A <- ifelse(dfBevPred$Brand.Code == "A", 1, 0)  
dfBevPred$B <- ifelse(dfBevPred$Brand.Code == "B", 1, 0)  
dfBevPred$C <- ifelse(dfBevPred$Brand.Code == "C", 1, 0)  
dfBevPred$D <- ifelse(dfBevPred$Brand.Code == "D", 1, 0)  
dfBevPred$Brand.Code <- NULL

### Imputation

Next we will use the missForest library to impute the missing variable of the predictor variables. The library will use the best method in filling in the missing data.

Please note: We need to perform this step in order to have a complete dataset. Most models will not run on a data set with missing data. This is a common step in data science and filling in the data does not compromise the final results

#dfImpMod = missForest(dfBevMod)  
#dfImpMod$OOBerror #error rate looks good?  
#dfModImp <- dfImpMod$ximp  
  
#dfImpPred <- missForest(dfBevPred)  
#dfPredImp <- dfImpPred$ximp  
#dfPredImp$PH <- NA #redadding PH  
  
#write.csv(dfModImp, "TrainImputeData.csv")  
#write.csv(dfPredImp, "PredictImputeData.csv")  
  
#Stored current imputation results on github to quicken knitr iterations  
dfModImp <- read.csv("https://raw.githubusercontent.com/ChristopheHunt/CUNY-DATA624/master/data/TrainImputeData.csv")  
dfPredImp <- read.csv("https://raw.githubusercontent.com/ChristopheHunt/CUNY-DATA624/master/data/PredictImputeData.csv")

### Preprocessing

Next we will preprocess the data using various methods, this step will handle the issues of outliers and will get the data in the final stage where it can be used with the predictive models. Due to the different types of model inputs (some preprocess, other’s dont), we will be creating a range of preprocessed variables

dfModImpX <- dfModImp[,!(names(dfModImp) == "PH")]  
dfModImpY <- dfModImp[, names(dfModImp) == "PH"]  
  
dfPredImpX <- dfPredImp[,!(names(dfPredImp) == "PH")]  
dfPredImpY <- dfPredImp[, names(dfPredImp) == "PH"]  
  
#Spatial Sign outlier processing  
dfModImpSsX <- spatialSign(dfModImpX)  
dfPredImpSsX <- spatialSign(dfPredImpX)  
  
#BoxCox Only  
transModB <- preProcess(dfModImpSsX, method = "BoxCox") #transformed all 22 variables  
dfModBX <- predict(transModB, dfModImpSsX)  
  
transPredB <- preProcess(dfPredImpSsX, method = "BoxCox") #transformed 23 variables (should we use the Modeling model from above, instead of predicting model?)  
dfPredBX <- predict(transPredB, dfPredImpSsX)  
  
#BoxCox, Centering, and Scaling  
transModBCS <- preProcess(dfModImpSsX, method = c("BoxCox", "center", "scale")) #22 BC, 35 centered, 35 scaled  
dfModBCSX <- predict(transModBCS, dfModImpSsX)  
  
transPredBCS <- preProcess(dfPredImpSsX, method = c("BoxCox", "center", "scale")) #23 BC, 35 centered, 35 scaled  
dfPredBCSX <- predict(transPredBCS, dfPredImpSsX)  
  
#BoxCox, Centering, Scaling, and PCA  
transModBCSP <- preProcess(dfModImpSsX, method = c("BoxCox", "center", "scale", "pca")) #22 BC, 35 centered, 35 scaled  
dfModBCSPX <- predict(transModBCSP, dfModImpSsX)  
  
transPredBCSP <- preProcess(dfPredImpSsX, method = c("BoxCox", "center", "scale", "pca")) #23 BC, 35 centered, 35 scaled  
dfPredBCSPX <- predict(transPredBCSP, dfPredImpSsX)

Next we will attempt to reduce the number of predictor variables. We will review the correlation between the variables and find the highly correlated ones that can be reduced.

The dark blue and dark red dots indicate a string correlation, normally models do not improve if we feed them highly correlated data, therefore identifying and removing the highly correlated data will help us reduce processing speed and improve accuracy.

#corrgram(dfModBCSX, order=TRUE,  
# upper.panel=panel.cor, main="Correlation Matrix")  
library(corrplot)  
#install.packages("corrplot")  
correlations <- cor(dfModBCSX)  
corrplot(correlations, order = "hclust", tl.cex = 0.55)
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We can see several very highly correlated variables. We will reduce our dataset and remove pairs that have correlation above 0.75.

hc = findCorrelation(correlations, cutoff=0.75)  
length(hc) #18 vars

## [1] 16

#Reducing  
dfModBCSRX = dfModBCSX[,-c(hc)] #Box-Cox, Center, Scale  
dfPredBCSRX = dfPredBCSX[,-c(hc)]  
  
dfModBRX = dfModBX[,-c(hc)] #Box-Cox  
dfPredBRX = dfPredBCSX[,-c(hc)]  
  
dfModSRX = dfModImpSsX[,-c(hc)] #Only Spatial Sign  
dfPredSRX = dfPredImpSsX[,-c(hc)]

Finalizing data

set.seed(2017)  
n75 <- floor(0.75 \* nrow(dfBevMod)) #75$ of sample size  
n <- sample(seq\_len(nrow(dfBevMod)), size = n75)  
  
#Box-Cox, Center, Scale  
dfTrainBCSX <- dfModBCSRX[n,]  
dfTestBCSX <- dfModBCSRX[-n,]  
  
#Box-Cox  
dfTrainBX <- dfModBX[n,]  
dfTestBX <- dfModBX[-n,]  
  
#Only Spatial Sign  
dfTrainX <- dfModSRX[n,]  
dfTestX <- dfModSRX[-n,]  
  
#Response variable  
dfTrainY <- dfModImpY[n]  
dfTestY <- dfModImpY[-n]

At this point data is ready and we can proceed to the modeling step.

# Model Development

## Partial Least Squares Regression (PLSR)

Partial Least Squares Regression (PLSR) is a multivatiate method related to Principal Components Regression (PCR) that differs because it finds a linear regression that projects predicted and observed values to a new space. These methods are helpful in situations where there are many potentially correlated predictor variables and relatively small samples. In theory, PLSR should be a better method than PCA, because if too few components are selected there could potentially be bad predictions. However, in practice, there doesn’t appear to be much difference in most situations as there are very similar prediction accuracies.

set.seed(1234)  
plsFit = plsr(PH ~ ., data=dfModImp, validation="CV")  
pls.pred = predict(plsFit, dfPredImp[1:5, ], ncomp=1:2)  
  
pls.pred

## , , 1 comps  
##   
## PH  
## 1 8.614191  
## 2 8.613145  
## 3 8.616916  
## 4 8.539746  
## 5 8.621102  
##   
## , , 2 comps  
##   
## PH  
## 1 8.635192  
## 2 8.634208  
## 3 8.635659  
## 4 8.650415  
## 5 8.636982

validationplot(plsFit, val.type="RMSEP")

![](data:image/png;base64,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)

validationplot(plsFit, val.type="R2")
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pls.RMSEP = RMSEP(plsFit, estimate="CV")  
plot(pls.RMSEP, main="RMSEP PLS PH", xlab="Components")  
min\_comp = which.min(pls.RMSEP$val)  
points(min\_comp, min(pls.RMSEP$val), pch=1, col="red", cex=1.5)
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min\_comp

## [1] 30

plot(plsFit, ncomp=30, asp=1, line=TRUE)
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pls.pred2 = predict(plsFit, dfPredImp, ncomp=30)  
pls.pred2

## , , 30 comps  
##   
## PH  
## 1 8.583340  
## 2 8.601578  
## 3 8.605833  
## 4 8.548635  
## 5 8.528368  
## 6 8.628903  
## 7 8.579779  
## 8 8.572863  
## 9 8.665425  
## 10 8.603080  
## 11 8.637534  
## 12 8.606228  
## 13 8.589768  
## 14 8.619004  
## 15 8.408674  
## 16 8.542402  
## 17 8.610035  
## 18 8.591883  
## 19 8.620827  
## 20 8.626382  
## 21 8.583062  
## 22 8.721609  
## 23 8.481919  
## 24 8.674872  
## 25 8.637988  
## 26 8.439427  
## 27 8.528859  
## 28 8.652329  
## 29 8.665838  
## 30 8.697615  
## 31 8.625927  
## 32 8.580866  
## 33 8.652165  
## 34 8.589373  
## 35 8.713613  
## 36 8.562809  
## 37 8.587600  
## 38 8.544160  
## 39 8.647712  
## 40 8.686181  
## 41 8.750200  
## 42 8.642188  
## 43 8.556191  
## 44 8.515569  
## 45 8.604593  
## 46 8.612154  
## 47 8.634431  
## 48 8.622042  
## 49 8.611582  
## 50 8.644532  
## 51 8.600851  
## 52 8.625026  
## 53 8.676077  
## 54 8.622463  
## 55 8.692805  
## 56 8.647025  
## 57 8.421324  
## 58 8.482953  
## 59 8.623701  
## 60 8.656599  
## 61 8.747833  
## 62 8.633775  
## 63 8.711970  
## 64 8.676809  
## 65 8.671551  
## 66 8.571380  
## 67 8.557620  
## 68 8.565365  
## 69 8.615030  
## 70 8.585019  
## 71 8.446092  
## 72 8.470805  
## 73 8.604864  
## 74 8.545763  
## 75 8.564722  
## 76 8.517739  
## 77 8.744208  
## 78 8.687437  
## 79 8.719003  
## 80 8.688091  
## 81 8.778676  
## 82 8.492765  
## 83 8.529838  
## 84 8.522084  
## 85 8.577033  
## 86 8.573122  
## 87 8.708556  
## 88 8.649894  
## 89 8.515728  
## 90 8.684509  
## 91 8.599790  
## 92 8.165542  
## 93 8.511175  
## 94 8.352300  
## 95 8.448409  
## 96 8.628027  
## 97 8.598708  
## 98 8.620877  
## 99 8.536881  
## 100 8.539324  
## 101 8.546716  
## 102 8.686072  
## 103 8.649214  
## 104 8.639911  
## 105 8.681627  
## 106 8.683792  
## 107 8.511794  
## 108 8.506181  
## 109 8.521203  
## 110 8.499428  
## 111 8.636831  
## 112 8.645815  
## 113 8.640391  
## 114 8.726315  
## 115 8.590566  
## 116 8.687818  
## 117 8.652248  
## 118 8.717283  
## 119 8.710723  
## 120 8.676863  
## 121 8.651755  
## 122 8.660012  
## 123 8.731341  
## 124 8.505011  
## 125 8.480895  
## 126 8.470299  
## 127 8.415256  
## 128 8.265968  
## 129 8.457516  
## 130 8.387919  
## 131 8.461432  
## 132 8.460244  
## 133 8.471375  
## 134 8.377787  
## 135 8.393968  
## 136 8.463764  
## 137 8.515683  
## 138 8.481518  
## 139 8.515785  
## 140 8.550155  
## 141 8.415264  
## 142 8.478054  
## 143 8.410519  
## 144 8.352375  
## 145 8.338040  
## 146 8.407509  
## 147 8.363635  
## 148 8.447091  
## 149 8.419357  
## 150 8.422146  
## 151 8.468902  
## 152 8.484013  
## 153 8.417408  
## 154 8.533998  
## 155 8.297211  
## 156 8.340601  
## 157 8.343720  
## 158 8.406906  
## 159 8.460847  
## 160 8.478005  
## 161 8.539701  
## 162 8.504673  
## 163 8.485437  
## 164 8.486665  
## 165 8.436546  
## 166 8.465926  
## 167 8.394476  
## 168 8.541670  
## 169 8.614516  
## 170 8.488418  
## 171 8.425781  
## 172 8.514705  
## 173 8.414915  
## 174 8.458232  
## 175 8.486961  
## 176 8.526935  
## 177 8.432330  
## 178 8.414950  
## 179 8.302110  
## 180 8.383137  
## 181 8.352659  
## 182 8.444637  
## 183 8.375415  
## 184 8.418838  
## 185 8.423220  
## 186 8.302828  
## 187 8.326489  
## 188 8.620683  
## 189 8.421743  
## 190 8.367473  
## 191 8.380718  
## 192 8.477821  
## 193 8.449976  
## 194 8.537251  
## 195 8.449129  
## 196 8.318196  
## 197 8.337999  
## 198 8.361088  
## 199 8.365810  
## 200 8.427305  
## 201 8.461596  
## 202 8.444313  
## 203 8.579866  
## 204 8.278126  
## 205 8.348888  
## 206 8.421156  
## 207 8.411937  
## 208 8.455462  
## 209 8.368689  
## 210 8.361183  
## 211 8.274483  
## 212 8.240345  
## 213 8.238177  
## 214 8.387309  
## 215 8.314191  
## 216 8.315406  
## 217 8.383751  
## 218 8.368191  
## 219 8.439755  
## 220 8.475282  
## 221 8.438573  
## 222 8.457265  
## 223 8.428929  
## 224 8.207657  
## 225 8.449068  
## 226 8.393044  
## 227 8.413349  
## 228 8.425461  
## 229 8.459476  
## 230 8.437051  
## 231 8.470639  
## 232 8.438299  
## 233 8.424943  
## 234 8.453663  
## 235 8.489971  
## 236 8.415962  
## 237 8.473326  
## 238 8.519842  
## 239 8.393520  
## 240 8.383809  
## 241 8.361971  
## 242 8.394161  
## 243 8.350275  
## 244 8.304780  
## 245 8.399470  
## 246 8.431180  
## 247 8.415712  
## 248 8.477259  
## 249 8.504913  
## 250 8.471101  
## 251 8.451834  
## 252 8.442229  
## 253 8.457188  
## 254 8.430043  
## 255 8.520361  
## 256 8.260783  
## 257 8.458854  
## 258 8.499821  
## 259 8.445846  
## 260 8.431023  
## 261 8.469259  
## 262 8.522249  
## 263 8.503038  
## 264 8.484833  
## 265 8.324782  
## 266 8.312529  
## 267 8.331692

With the vast amounts of algorithms available, several should be explored to help make accurate predictions on the dataset. Linear regression is often the simple first step as these models are fast to train albeit with a high bias. The final models are typically easier to analyze and if they are accurate enough it may save moving on to more complex non-linear models. In this example we will start with a simple Generalized Linear Model (GLM) to perform a logistic regression, mix in more complex models then compare the results. A 10-fold cross validation is used for comparison and although not utilized below, a repeated cross validation can be set although it should be noted that repeating a cross valdation with exactly the same splitting will yield exactly the same result for every repetition.

Non-linear algorithms make fewer assumptions about the function being modeled so this will result in higher variance but often result in higher accuracy. Because of its flexibility these models tend to be slower to train and may require increased memory resources. We will explore a Neural Network and MARS model in further detail but will take a quick look at a k-Nearest Neigbor (KNN) and a Support Vector Machine (SVM) algorithm below.

Classification and Regression Trees (CART) and a Bagged CART are also compared below. CART split attributes based on values that minimize a loss function such as RMSE in the below example. Bagging CART is an ensemble method, which we will explore further later, that creates multiple models of the same type from different subsets of the same data. The predictions are then combined together for better results. This approach is particularly useful for high variance methods such as decision trees.

trainControl <- trainControl(method = "cv", number = 10)  
  
#GLM  
set.seed(1234)  
fit.glm <- train(PH~., data=dfModImp, method="glm", metric="RMSE", trControl=trainControl,  
 tuneLength = 5, preProc = c("center", "scale"))  
fit.glm

## Generalized Linear Model   
##   
## 2571 samples  
## 36 predictor  
##   
## Pre-processing: centered (36), scaled (36)   
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 2314, 2314, 2314, 2312, 2314, 2314, ...   
## Resampling results:  
##   
## RMSE Rsquared MAE   
## 0.1336941 0.4014538 0.1035013

#SVM  
set.seed(1234)  
fit.svm <- train(PH~., data=dfModImp, method="svmLinear3", metric="RMSE", trControl=trainControl, tuneLength = 5, svr\_eps = .1, preProc = c("center", "scale"))  
fit.svm

## L2 Regularized Support Vector Machine (dual) with Linear Kernel   
##   
## 2571 samples  
## 36 predictor  
##   
## Pre-processing: centered (36), scaled (36)   
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 2314, 2314, 2314, 2312, 2314, 2314, ...   
## Resampling results across tuning parameters:  
##   
## cost Loss RMSE Rsquared MAE   
## 0.25 L1 0.1794758 0.3230042 0.1480714  
## 0.25 L2 0.1347935 0.3912482 0.1043152  
## 0.50 L1 0.1773276 0.3229858 0.1460276  
## 0.50 L2 0.1353488 0.3864330 0.1044418  
## 1.00 L1 0.1762712 0.3229765 0.1450213  
## 1.00 L2 0.1351602 0.3882844 0.1040097  
## 2.00 L1 0.1757476 0.3229719 0.1445198  
## 2.00 L2 0.1367263 0.3791064 0.1055107  
## 4.00 L1 0.1754869 0.3229696 0.1442695  
## 4.00 L2 0.1415372 0.3428813 0.1098640  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final values used for the model were cost = 0.25 and Loss = L2.

#KNN  
set.seed(1234)  
fit.knn <- train(PH~., data=dfModImp, method="knn", metric="RMSE", trControl=trainControl,  
 tuneLength = 5, preProc = c("center", "scale"))  
fit.knn

## k-Nearest Neighbors   
##   
## 2571 samples  
## 36 predictor  
##   
## Pre-processing: centered (36), scaled (36)   
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 2314, 2314, 2314, 2312, 2314, 2314, ...   
## Resampling results across tuning parameters:  
##   
## k RMSE Rsquared MAE   
## 5 0.1186557 0.5329320 0.08750895  
## 7 0.1177431 0.5391565 0.08733818  
## 9 0.1183880 0.5346838 0.08860023  
## 11 0.1191883 0.5297174 0.08971221  
## 13 0.1199656 0.5239618 0.09067160  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final value used for the model was k = 7.

#CART  
set.seed(1234)  
fit.cart <- train(PH~., data=dfModImp, method="rpart", metric="RMSE", trControl=trainControl,  
 tuneLength = 5, preProc = c("center", "scale"))  
fit.cart

## CART   
##   
## 2571 samples  
## 36 predictor  
##   
## Pre-processing: centered (36), scaled (36)   
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 2314, 2314, 2314, 2312, 2314, 2314, ...   
## Resampling results across tuning parameters:  
##   
## cp RMSE Rsquared MAE   
## 0.02449866 0.1320985 0.4139347 0.1021212  
## 0.04289798 0.1357536 0.3805193 0.1047916  
## 0.06257969 0.1428339 0.3151390 0.1088900  
## 0.07576762 0.1491084 0.2560344 0.1151092  
## 0.22944632 0.1613498 0.2031147 0.1272420  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final value used for the model was cp = 0.02449866.

#Bagged CART  
set.seed(1234)  
fit.bagcart <- train(PH~., data=dfModImp, method="treebag", metric="RMSE", trControl=trainControl,  
 tuneLength = 5, preProc = c("center", "scale"))  
fit.bagcart

## Bagged CART   
##   
## 2571 samples  
## 36 predictor  
##   
## Pre-processing: centered (36), scaled (36)   
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 2314, 2314, 2314, 2312, 2314, 2314, ...   
## Resampling results:  
##   
## RMSE Rsquared MAE   
## 0.106051 0.6279657 0.0807397

#Compare results of the algorithms we ran  
results <- resamples(list(GLM=fit.glm, SVM=fit.svm, KNN=fit.knn, CART=fit.cart, BaggedCart=fit.bagcart))  
  
summary(results)

##   
## Call:  
## summary.resamples(object = results)  
##   
## Models: GLM, SVM, KNN, CART, BaggedCart   
## Number of resamples: 10   
##   
## MAE   
## Min. 1st Qu. Median Mean 3rd Qu.  
## GLM 0.09584651 0.10003234 0.10240396 0.10350131 0.10766877  
## SVM 0.09735266 0.10113564 0.10191450 0.10431520 0.10906841  
## KNN 0.08086076 0.08450493 0.08733073 0.08733818 0.09068830  
## CART 0.09253838 0.10015558 0.10212189 0.10212123 0.10514431  
## BaggedCart 0.07234370 0.07802265 0.08148214 0.08073970 0.08403983  
## Max. NA's  
## GLM 0.11002310 0  
## SVM 0.11115424 0  
## KNN 0.09399666 0  
## CART 0.10964481 0  
## BaggedCart 0.08613952 0  
##   
## RMSE   
## Min. 1st Qu. Median Mean 3rd Qu. Max.  
## GLM 0.12464203 0.1283189 0.1315466 0.1336941 0.1397657 0.1436487  
## SVM 0.12641331 0.1292742 0.1323995 0.1347935 0.1422470 0.1438852  
## KNN 0.10633303 0.1141141 0.1151281 0.1177431 0.1222481 0.1305251  
## CART 0.11574383 0.1280689 0.1318011 0.1320985 0.1377113 0.1448673  
## BaggedCart 0.09435403 0.1014102 0.1053985 0.1060510 0.1124663 0.1185575  
## NA's  
## GLM 0  
## SVM 0  
## KNN 0  
## CART 0  
## BaggedCart 0  
##   
## Rsquared   
## Min. 1st Qu. Median Mean 3rd Qu. Max.  
## GLM 0.3404238 0.3899162 0.4014200 0.4014538 0.4206822 0.4609980  
## SVM 0.3223913 0.3764739 0.3979777 0.3912482 0.4152274 0.4518719  
## KNN 0.4803567 0.5015028 0.5415167 0.5391565 0.5649686 0.6199366  
## CART 0.3302931 0.3880648 0.4124382 0.4139347 0.4499189 0.4700435  
## BaggedCart 0.5629121 0.6152075 0.6317394 0.6279657 0.6497779 0.7010340  
## NA's  
## GLM 0  
## SVM 0  
## KNN 0  
## CART 0  
## BaggedCart 0

The Bagged CART performed the best from the above models with a mean RMSE of 0.1060510 and a mean R-Squared of 0.6279657. We will explore further to see if we can find better results.

Ensemble Regression Ensemble methods generally refer to models combining predictions, either in classification or regression, of several base estimators to improve robustness over a single estimator. The goal of ensemble regression is to combine many models in order to increase the prediction accuracy in learning problems with a numerical target. The focus will be on regression not classification with Random Forest and Gradient Boosting (GBM).

Regression trees tend to be unstable, a seemingly insignificant change in the data can have a large impact on the model. The Random Forest can help solve this problem through bagging. Bagging originates from bootstrap aggregating which is a machine learning techique proposed by Breiman to stabalize potentially unstable estimators. Essentially, each variable is given several opportunities to be in the model across multiple bootstrap samples and the final forecast will be the average forecast across all samples.

Gradient Boosting (GBM) is another ensemble method explored that is similarly applied to regression and classification problems. Boosting originated from the notion that weak learners can become better. The first successful boosting algorithm was Adaptive Boosting or AdaBoost. Later, based on this framework, GBM attempted to solve a numerical optimization problem by minimizing the loss of the model by adding weak learners using a gradient descent. These class of algorithms were described as stage-wise additive because a new weak learner is added incrementally, simultaneaously an existing weak learner is left unchanged.

## Regression Trees and Rule-based

Random Forest

library(randomForest)  
  
set.seed(1234)  
  
rf <- function(df,y){  
 fitControl <- trainControl(method = "cv",  
 number = 10, #5folds)  
   
rfgrid <- expand.grid(interaction.depth = 2,  
 n.trees = 500,  
 shrinkage = 0.1,  
 n.minobsinnode = 10))  
   
return(train(df, y,   
 method = "randomForest",   
 tuneGrid = rfgrid,   
 trControl = fitControl))  
}  
  
rf.fit.bcsx <- randomForest(dfTrainBCSX, dfTrainY)  
rf.fit.bx <- randomForest(dfTrainBX, dfTrainY)  
rf.fit.x <- randomForest(dfTrainX, dfTrainY)

list(RMSE\_RF.BCSX = RMSE(predict(rf.fit.bcsx, dfTestBCSX), dfTestY),  
 RMSE\_RF.BCS = RMSE(predict(rf.fit.bx, dfTestBX), dfTestY),  
 RMSE\_RF.X = RMSE(predict(rf.fit.x, dfTestX), dfTestY))

## $RMSE\_RF.BCSX  
## [1] 0.09756769  
##   
## $RMSE\_RF.BCS  
## [1] 0.09255377  
##   
## $RMSE\_RF.X  
## [1] 0.09775936

summary(rf.fit.bx, digit=3)

## Length Class Mode   
## call 3 -none- call   
## type 1 -none- character  
## predicted 1928 -none- numeric   
## mse 500 -none- numeric   
## rsq 500 -none- numeric   
## oob.times 1928 -none- numeric   
## importance 36 -none- numeric   
## importanceSD 0 -none- NULL   
## localImportance 0 -none- NULL   
## proximity 0 -none- NULL   
## ntree 1 -none- numeric   
## mtry 1 -none- numeric   
## forest 11 -none- list   
## coefs 0 -none- NULL   
## y 1928 -none- numeric   
## test 0 -none- NULL   
## inbag 0 -none- NULL

plot(rf.fit.bx)
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GBM

library(caret)  
  
set.seed(1234)  
  
gbm <- function(df,y){  
 fitControl <- trainControl(method = "cv",  
 number = 10)  
   
gbmgrid <- expand.grid(interaction.depth = 2,  
 n.trees = 500,  
 shrinkage = 0.1,  
 n.minobsinnode = 10)  
   
return(train(df, y,   
 method = "gbm",   
 tuneGrid = gbmgrid,   
 trControl = fitControl))  
}  
  
gbm.fit.bcsx <- gbm(dfTrainBCSX, dfTrainY)

## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 0.0278 nan 0.1000 0.0016  
## 2 0.0264 nan 0.1000 0.0014  
## 3 0.0252 nan 0.1000 0.0011  
## 4 0.0243 nan 0.1000 0.0010  
## 5 0.0235 nan 0.1000 0.0008  
## 6 0.0228 nan 0.1000 0.0007  
## 7 0.0220 nan 0.1000 0.0007  
## 8 0.0214 nan 0.1000 0.0005  
## 9 0.0208 nan 0.1000 0.0006  
## 10 0.0204 nan 0.1000 0.0004  
## 20 0.0177 nan 0.1000 0.0001  
## 40 0.0152 nan 0.1000 0.0000  
## 60 0.0139 nan 0.1000 0.0000  
## 80 0.0129 nan 0.1000 0.0000  
## 100 0.0122 nan 0.1000 -0.0000  
## 120 0.0115 nan 0.1000 0.0000  
## 140 0.0110 nan 0.1000 -0.0000  
## 160 0.0106 nan 0.1000 0.0000  
## 180 0.0102 nan 0.1000 -0.0000  
## 200 0.0098 nan 0.1000 -0.0000  
## 220 0.0095 nan 0.1000 -0.0000  
## 240 0.0093 nan 0.1000 -0.0000  
## 260 0.0089 nan 0.1000 -0.0000  
## 280 0.0087 nan 0.1000 -0.0000  
## 300 0.0085 nan 0.1000 -0.0000  
## 320 0.0083 nan 0.1000 -0.0000  
## 340 0.0081 nan 0.1000 -0.0000  
## 360 0.0079 nan 0.1000 -0.0000  
## 380 0.0078 nan 0.1000 0.0000  
## 400 0.0076 nan 0.1000 -0.0000  
## 420 0.0074 nan 0.1000 -0.0000  
## 440 0.0073 nan 0.1000 -0.0000  
## 460 0.0071 nan 0.1000 -0.0000  
## 480 0.0070 nan 0.1000 -0.0000  
## 500 0.0068 nan 0.1000 -0.0000  
##   
## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 0.0279 nan 0.1000 0.0017  
## 2 0.0264 nan 0.1000 0.0014  
## 3 0.0252 nan 0.1000 0.0011  
## 4 0.0242 nan 0.1000 0.0009  
## 5 0.0234 nan 0.1000 0.0008  
## 6 0.0227 nan 0.1000 0.0007  
## 7 0.0219 nan 0.1000 0.0006  
## 8 0.0213 nan 0.1000 0.0005  
## 9 0.0208 nan 0.1000 0.0005  
## 10 0.0203 nan 0.1000 0.0004  
## 20 0.0178 nan 0.1000 0.0001  
## 40 0.0155 nan 0.1000 -0.0001  
## 60 0.0143 nan 0.1000 0.0000  
## 80 0.0133 nan 0.1000 0.0000  
## 100 0.0126 nan 0.1000 -0.0000  
## 120 0.0119 nan 0.1000 -0.0000  
## 140 0.0114 nan 0.1000 -0.0000  
## 160 0.0110 nan 0.1000 -0.0000  
## 180 0.0106 nan 0.1000 -0.0000  
## 200 0.0103 nan 0.1000 -0.0000  
## 220 0.0099 nan 0.1000 -0.0000  
## 240 0.0096 nan 0.1000 -0.0000  
## 260 0.0093 nan 0.1000 -0.0000  
## 280 0.0091 nan 0.1000 -0.0000  
## 300 0.0089 nan 0.1000 -0.0000  
## 320 0.0086 nan 0.1000 -0.0000  
## 340 0.0084 nan 0.1000 0.0000  
## 360 0.0082 nan 0.1000 -0.0000  
## 380 0.0080 nan 0.1000 -0.0000  
## 400 0.0079 nan 0.1000 -0.0000  
## 420 0.0077 nan 0.1000 0.0000  
## 440 0.0076 nan 0.1000 -0.0000  
## 460 0.0074 nan 0.1000 -0.0000  
## 480 0.0073 nan 0.1000 -0.0000  
## 500 0.0071 nan 0.1000 -0.0000  
##   
## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 0.0285 nan 0.1000 0.0016  
## 2 0.0271 nan 0.1000 0.0014  
## 3 0.0259 nan 0.1000 0.0011  
## 4 0.0248 nan 0.1000 0.0010  
## 5 0.0240 nan 0.1000 0.0007  
## 6 0.0233 nan 0.1000 0.0006  
## 7 0.0227 nan 0.1000 0.0006  
## 8 0.0221 nan 0.1000 0.0005  
## 9 0.0216 nan 0.1000 0.0005  
## 10 0.0212 nan 0.1000 0.0004  
## 20 0.0184 nan 0.1000 0.0002  
## 40 0.0161 nan 0.1000 0.0000  
## 60 0.0147 nan 0.1000 0.0000  
## 80 0.0137 nan 0.1000 0.0000  
## 100 0.0130 nan 0.1000 -0.0000  
## 120 0.0124 nan 0.1000 -0.0000  
## 140 0.0118 nan 0.1000 0.0000  
## 160 0.0113 nan 0.1000 -0.0000  
## 180 0.0108 nan 0.1000 -0.0000  
## 200 0.0105 nan 0.1000 -0.0000  
## 220 0.0101 nan 0.1000 -0.0000  
## 240 0.0098 nan 0.1000 -0.0000  
## 260 0.0095 nan 0.1000 -0.0000  
## 280 0.0092 nan 0.1000 -0.0000  
## 300 0.0090 nan 0.1000 -0.0000  
## 320 0.0088 nan 0.1000 -0.0000  
## 340 0.0086 nan 0.1000 -0.0000  
## 360 0.0084 nan 0.1000 -0.0000  
## 380 0.0082 nan 0.1000 -0.0000  
## 400 0.0080 nan 0.1000 -0.0000  
## 420 0.0078 nan 0.1000 -0.0000  
## 440 0.0077 nan 0.1000 -0.0000  
## 460 0.0074 nan 0.1000 -0.0000  
## 480 0.0073 nan 0.1000 -0.0000  
## 500 0.0072 nan 0.1000 -0.0000  
##   
## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 0.0285 nan 0.1000 0.0016  
## 2 0.0271 nan 0.1000 0.0013  
## 3 0.0259 nan 0.1000 0.0012  
## 4 0.0249 nan 0.1000 0.0010  
## 5 0.0241 nan 0.1000 0.0008  
## 6 0.0232 nan 0.1000 0.0008  
## 7 0.0226 nan 0.1000 0.0006  
## 8 0.0221 nan 0.1000 0.0005  
## 9 0.0216 nan 0.1000 0.0005  
## 10 0.0211 nan 0.1000 0.0004  
## 20 0.0183 nan 0.1000 0.0001  
## 40 0.0160 nan 0.1000 0.0001  
## 60 0.0147 nan 0.1000 0.0000  
## 80 0.0135 nan 0.1000 -0.0000  
## 100 0.0127 nan 0.1000 -0.0000  
## 120 0.0121 nan 0.1000 -0.0000  
## 140 0.0116 nan 0.1000 0.0000  
## 160 0.0111 nan 0.1000 -0.0000  
## 180 0.0107 nan 0.1000 -0.0000  
## 200 0.0104 nan 0.1000 -0.0000  
## 220 0.0101 nan 0.1000 -0.0000  
## 240 0.0098 nan 0.1000 -0.0000  
## 260 0.0095 nan 0.1000 -0.0000  
## 280 0.0093 nan 0.1000 -0.0000  
## 300 0.0091 nan 0.1000 -0.0000  
## 320 0.0088 nan 0.1000 -0.0000  
## 340 0.0086 nan 0.1000 -0.0000  
## 360 0.0085 nan 0.1000 -0.0000  
## 380 0.0083 nan 0.1000 -0.0000  
## 400 0.0081 nan 0.1000 -0.0000  
## 420 0.0080 nan 0.1000 -0.0000  
## 440 0.0078 nan 0.1000 0.0000  
## 460 0.0076 nan 0.1000 -0.0000  
## 480 0.0075 nan 0.1000 -0.0000  
## 500 0.0074 nan 0.1000 -0.0000  
##   
## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 0.0284 nan 0.1000 0.0017  
## 2 0.0270 nan 0.1000 0.0014  
## 3 0.0258 nan 0.1000 0.0012  
## 4 0.0248 nan 0.1000 0.0010  
## 5 0.0240 nan 0.1000 0.0008  
## 6 0.0231 nan 0.1000 0.0008  
## 7 0.0225 nan 0.1000 0.0006  
## 8 0.0219 nan 0.1000 0.0005  
## 9 0.0214 nan 0.1000 0.0006  
## 10 0.0208 nan 0.1000 0.0005  
## 20 0.0180 nan 0.1000 0.0002  
## 40 0.0157 nan 0.1000 0.0000  
## 60 0.0144 nan 0.1000 0.0000  
## 80 0.0135 nan 0.1000 -0.0000  
## 100 0.0127 nan 0.1000 -0.0000  
## 120 0.0121 nan 0.1000 0.0000  
## 140 0.0116 nan 0.1000 -0.0000  
## 160 0.0112 nan 0.1000 -0.0000  
## 180 0.0108 nan 0.1000 0.0000  
## 200 0.0105 nan 0.1000 -0.0000  
## 220 0.0101 nan 0.1000 -0.0000  
## 240 0.0099 nan 0.1000 -0.0000  
## 260 0.0096 nan 0.1000 -0.0000  
## 280 0.0094 nan 0.1000 -0.0000  
## 300 0.0091 nan 0.1000 -0.0000  
## 320 0.0089 nan 0.1000 -0.0000  
## 340 0.0087 nan 0.1000 0.0000  
## 360 0.0085 nan 0.1000 -0.0000  
## 380 0.0082 nan 0.1000 0.0000  
## 400 0.0081 nan 0.1000 -0.0000  
## 420 0.0079 nan 0.1000 -0.0000  
## 440 0.0078 nan 0.1000 -0.0000  
## 460 0.0076 nan 0.1000 -0.0000  
## 480 0.0075 nan 0.1000 -0.0000  
## 500 0.0073 nan 0.1000 -0.0000  
##   
## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 0.0279 nan 0.1000 0.0017  
## 2 0.0265 nan 0.1000 0.0013  
## 3 0.0253 nan 0.1000 0.0011  
## 4 0.0244 nan 0.1000 0.0009  
## 5 0.0235 nan 0.1000 0.0009  
## 6 0.0228 nan 0.1000 0.0007  
## 7 0.0223 nan 0.1000 0.0005  
## 8 0.0217 nan 0.1000 0.0006  
## 9 0.0211 nan 0.1000 0.0005  
## 10 0.0206 nan 0.1000 0.0004  
## 20 0.0179 nan 0.1000 0.0001  
## 40 0.0155 nan 0.1000 0.0000  
## 60 0.0142 nan 0.1000 0.0000  
## 80 0.0133 nan 0.1000 -0.0000  
## 100 0.0126 nan 0.1000 0.0000  
## 120 0.0118 nan 0.1000 -0.0000  
## 140 0.0113 nan 0.1000 0.0000  
## 160 0.0108 nan 0.1000 -0.0000  
## 180 0.0105 nan 0.1000 -0.0000  
## 200 0.0102 nan 0.1000 -0.0000  
## 220 0.0099 nan 0.1000 -0.0000  
## 240 0.0096 nan 0.1000 -0.0000  
## 260 0.0094 nan 0.1000 -0.0000  
## 280 0.0091 nan 0.1000 -0.0000  
## 300 0.0089 nan 0.1000 -0.0000  
## 320 0.0087 nan 0.1000 -0.0000  
## 340 0.0085 nan 0.1000 -0.0000  
## 360 0.0082 nan 0.1000 -0.0000  
## 380 0.0080 nan 0.1000 -0.0000  
## 400 0.0078 nan 0.1000 -0.0000  
## 420 0.0077 nan 0.1000 -0.0000  
## 440 0.0075 nan 0.1000 -0.0000  
## 460 0.0074 nan 0.1000 -0.0000  
## 480 0.0072 nan 0.1000 -0.0000  
## 500 0.0070 nan 0.1000 -0.0000  
##   
## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 0.0283 nan 0.1000 0.0017  
## 2 0.0269 nan 0.1000 0.0014  
## 3 0.0257 nan 0.1000 0.0012  
## 4 0.0248 nan 0.1000 0.0008  
## 5 0.0239 nan 0.1000 0.0008  
## 6 0.0231 nan 0.1000 0.0008  
## 7 0.0225 nan 0.1000 0.0005  
## 8 0.0218 nan 0.1000 0.0006  
## 9 0.0213 nan 0.1000 0.0005  
## 10 0.0208 nan 0.1000 0.0004  
## 20 0.0180 nan 0.1000 0.0001  
## 40 0.0158 nan 0.1000 0.0001  
## 60 0.0144 nan 0.1000 0.0000  
## 80 0.0135 nan 0.1000 -0.0001  
## 100 0.0127 nan 0.1000 -0.0000  
## 120 0.0121 nan 0.1000 -0.0001  
## 140 0.0116 nan 0.1000 -0.0000  
## 160 0.0111 nan 0.1000 -0.0000  
## 180 0.0106 nan 0.1000 -0.0000  
## 200 0.0102 nan 0.1000 -0.0000  
## 220 0.0099 nan 0.1000 -0.0000  
## 240 0.0096 nan 0.1000 -0.0000  
## 260 0.0094 nan 0.1000 -0.0000  
## 280 0.0091 nan 0.1000 -0.0000  
## 300 0.0089 nan 0.1000 -0.0000  
## 320 0.0087 nan 0.1000 -0.0000  
## 340 0.0084 nan 0.1000 -0.0000  
## 360 0.0083 nan 0.1000 -0.0000  
## 380 0.0081 nan 0.1000 0.0000  
## 400 0.0079 nan 0.1000 0.0000  
## 420 0.0077 nan 0.1000 -0.0000  
## 440 0.0076 nan 0.1000 -0.0000  
## 460 0.0075 nan 0.1000 -0.0000  
## 480 0.0073 nan 0.1000 -0.0000  
## 500 0.0071 nan 0.1000 -0.0000  
##   
## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 0.0280 nan 0.1000 0.0017  
## 2 0.0266 nan 0.1000 0.0014  
## 3 0.0254 nan 0.1000 0.0011  
## 4 0.0242 nan 0.1000 0.0012  
## 5 0.0234 nan 0.1000 0.0008  
## 6 0.0227 nan 0.1000 0.0006  
## 7 0.0219 nan 0.1000 0.0007  
## 8 0.0214 nan 0.1000 0.0006  
## 9 0.0209 nan 0.1000 0.0005  
## 10 0.0203 nan 0.1000 0.0005  
## 20 0.0177 nan 0.1000 0.0002  
## 40 0.0156 nan 0.1000 0.0000  
## 60 0.0144 nan 0.1000 0.0000  
## 80 0.0133 nan 0.1000 0.0000  
## 100 0.0125 nan 0.1000 -0.0000  
## 120 0.0120 nan 0.1000 -0.0000  
## 140 0.0115 nan 0.1000 0.0000  
## 160 0.0110 nan 0.1000 -0.0000  
## 180 0.0105 nan 0.1000 -0.0000  
## 200 0.0102 nan 0.1000 -0.0000  
## 220 0.0099 nan 0.1000 -0.0000  
## 240 0.0097 nan 0.1000 -0.0000  
## 260 0.0094 nan 0.1000 0.0000  
## 280 0.0091 nan 0.1000 -0.0000  
## 300 0.0089 nan 0.1000 -0.0000  
## 320 0.0087 nan 0.1000 -0.0000  
## 340 0.0085 nan 0.1000 -0.0000  
## 360 0.0083 nan 0.1000 -0.0000  
## 380 0.0081 nan 0.1000 -0.0000  
## 400 0.0079 nan 0.1000 -0.0000  
## 420 0.0077 nan 0.1000 -0.0000  
## 440 0.0076 nan 0.1000 -0.0000  
## 460 0.0075 nan 0.1000 -0.0000  
## 480 0.0073 nan 0.1000 -0.0000  
## 500 0.0072 nan 0.1000 -0.0000  
##   
## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 0.0283 nan 0.1000 0.0015  
## 2 0.0268 nan 0.1000 0.0014  
## 3 0.0254 nan 0.1000 0.0011  
## 4 0.0244 nan 0.1000 0.0009  
## 5 0.0234 nan 0.1000 0.0008  
## 6 0.0227 nan 0.1000 0.0006  
## 7 0.0220 nan 0.1000 0.0006  
## 8 0.0215 nan 0.1000 0.0005  
## 9 0.0209 nan 0.1000 0.0005  
## 10 0.0205 nan 0.1000 0.0004  
## 20 0.0178 nan 0.1000 0.0001  
## 40 0.0156 nan 0.1000 0.0000  
## 60 0.0144 nan 0.1000 -0.0000  
## 80 0.0134 nan 0.1000 0.0000  
## 100 0.0126 nan 0.1000 0.0000  
## 120 0.0120 nan 0.1000 -0.0000  
## 140 0.0115 nan 0.1000 0.0000  
## 160 0.0110 nan 0.1000 -0.0000  
## 180 0.0107 nan 0.1000 -0.0000  
## 200 0.0102 nan 0.1000 -0.0000  
## 220 0.0099 nan 0.1000 -0.0000  
## 240 0.0097 nan 0.1000 -0.0000  
## 260 0.0094 nan 0.1000 -0.0000  
## 280 0.0091 nan 0.1000 -0.0000  
## 300 0.0088 nan 0.1000 -0.0000  
## 320 0.0085 nan 0.1000 0.0000  
## 340 0.0083 nan 0.1000 -0.0000  
## 360 0.0081 nan 0.1000 -0.0000  
## 380 0.0079 nan 0.1000 -0.0000  
## 400 0.0077 nan 0.1000 -0.0000  
## 420 0.0076 nan 0.1000 -0.0000  
## 440 0.0074 nan 0.1000 -0.0000  
## 460 0.0073 nan 0.1000 -0.0000  
## 480 0.0072 nan 0.1000 -0.0000  
## 500 0.0071 nan 0.1000 -0.0000  
##   
## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 0.0287 nan 0.1000 0.0017  
## 2 0.0272 nan 0.1000 0.0014  
## 3 0.0260 nan 0.1000 0.0013  
## 4 0.0248 nan 0.1000 0.0010  
## 5 0.0240 nan 0.1000 0.0008  
## 6 0.0232 nan 0.1000 0.0007  
## 7 0.0225 nan 0.1000 0.0007  
## 8 0.0220 nan 0.1000 0.0004  
## 9 0.0214 nan 0.1000 0.0005  
## 10 0.0209 nan 0.1000 0.0005  
## 20 0.0181 nan 0.1000 0.0002  
## 40 0.0158 nan 0.1000 0.0000  
## 60 0.0144 nan 0.1000 -0.0000  
## 80 0.0134 nan 0.1000 -0.0000  
## 100 0.0126 nan 0.1000 0.0000  
## 120 0.0120 nan 0.1000 0.0000  
## 140 0.0115 nan 0.1000 0.0000  
## 160 0.0110 nan 0.1000 -0.0000  
## 180 0.0107 nan 0.1000 -0.0000  
## 200 0.0103 nan 0.1000 -0.0000  
## 220 0.0100 nan 0.1000 -0.0000  
## 240 0.0096 nan 0.1000 0.0000  
## 260 0.0094 nan 0.1000 -0.0000  
## 280 0.0092 nan 0.1000 -0.0000  
## 300 0.0090 nan 0.1000 -0.0000  
## 320 0.0088 nan 0.1000 0.0000  
## 340 0.0085 nan 0.1000 -0.0000  
## 360 0.0082 nan 0.1000 -0.0000  
## 380 0.0081 nan 0.1000 -0.0000  
## 400 0.0079 nan 0.1000 -0.0000  
## 420 0.0077 nan 0.1000 -0.0000  
## 440 0.0076 nan 0.1000 -0.0000  
## 460 0.0074 nan 0.1000 -0.0000  
## 480 0.0072 nan 0.1000 -0.0000  
## 500 0.0071 nan 0.1000 -0.0000  
##   
## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 0.0282 nan 0.1000 0.0017  
## 2 0.0268 nan 0.1000 0.0014  
## 3 0.0256 nan 0.1000 0.0011  
## 4 0.0247 nan 0.1000 0.0009  
## 5 0.0238 nan 0.1000 0.0009  
## 6 0.0230 nan 0.1000 0.0008  
## 7 0.0223 nan 0.1000 0.0006  
## 8 0.0217 nan 0.1000 0.0006  
## 9 0.0212 nan 0.1000 0.0004  
## 10 0.0207 nan 0.1000 0.0005  
## 20 0.0180 nan 0.1000 0.0002  
## 40 0.0157 nan 0.1000 0.0000  
## 60 0.0144 nan 0.1000 0.0000  
## 80 0.0135 nan 0.1000 0.0000  
## 100 0.0127 nan 0.1000 -0.0000  
## 120 0.0120 nan 0.1000 -0.0000  
## 140 0.0115 nan 0.1000 -0.0000  
## 160 0.0111 nan 0.1000 -0.0000  
## 180 0.0107 nan 0.1000 0.0000  
## 200 0.0103 nan 0.1000 -0.0000  
## 220 0.0100 nan 0.1000 -0.0000  
## 240 0.0097 nan 0.1000 -0.0000  
## 260 0.0095 nan 0.1000 -0.0000  
## 280 0.0092 nan 0.1000 -0.0000  
## 300 0.0090 nan 0.1000 -0.0000  
## 320 0.0088 nan 0.1000 -0.0000  
## 340 0.0086 nan 0.1000 0.0000  
## 360 0.0084 nan 0.1000 -0.0000  
## 380 0.0082 nan 0.1000 -0.0000  
## 400 0.0080 nan 0.1000 -0.0000  
## 420 0.0079 nan 0.1000 -0.0000  
## 440 0.0077 nan 0.1000 -0.0000  
## 460 0.0075 nan 0.1000 -0.0000  
## 480 0.0074 nan 0.1000 -0.0000  
## 500 0.0072 nan 0.1000 -0.0000

gbm.fit.bx <- gbm(dfTrainBX, dfTrainY)

## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 0.0283 nan 0.1000 0.0017  
## 2 0.0270 nan 0.1000 0.0013  
## 3 0.0258 nan 0.1000 0.0011  
## 4 0.0248 nan 0.1000 0.0009  
## 5 0.0240 nan 0.1000 0.0008  
## 6 0.0231 nan 0.1000 0.0007  
## 7 0.0225 nan 0.1000 0.0006  
## 8 0.0219 nan 0.1000 0.0005  
## 9 0.0214 nan 0.1000 0.0005  
## 10 0.0210 nan 0.1000 0.0004  
## 20 0.0181 nan 0.1000 0.0001  
## 40 0.0155 nan 0.1000 0.0001  
## 60 0.0140 nan 0.1000 0.0000  
## 80 0.0130 nan 0.1000 0.0000  
## 100 0.0122 nan 0.1000 0.0000  
## 120 0.0116 nan 0.1000 0.0000  
## 140 0.0110 nan 0.1000 0.0000  
## 160 0.0104 nan 0.1000 -0.0000  
## 180 0.0100 nan 0.1000 -0.0000  
## 200 0.0096 nan 0.1000 -0.0000  
## 220 0.0093 nan 0.1000 -0.0000  
## 240 0.0090 nan 0.1000 -0.0000  
## 260 0.0087 nan 0.1000 -0.0000  
## 280 0.0084 nan 0.1000 -0.0000  
## 300 0.0082 nan 0.1000 -0.0000  
## 320 0.0080 nan 0.1000 -0.0000  
## 340 0.0078 nan 0.1000 -0.0000  
## 360 0.0075 nan 0.1000 0.0000  
## 380 0.0074 nan 0.1000 -0.0000  
## 400 0.0072 nan 0.1000 -0.0000  
## 420 0.0070 nan 0.1000 -0.0000  
## 440 0.0068 nan 0.1000 -0.0000  
## 460 0.0067 nan 0.1000 -0.0000  
## 480 0.0065 nan 0.1000 -0.0000  
## 500 0.0064 nan 0.1000 -0.0000  
##   
## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 0.0285 nan 0.1000 0.0018  
## 2 0.0271 nan 0.1000 0.0013  
## 3 0.0259 nan 0.1000 0.0013  
## 4 0.0248 nan 0.1000 0.0010  
## 5 0.0240 nan 0.1000 0.0009  
## 6 0.0232 nan 0.1000 0.0007  
## 7 0.0226 nan 0.1000 0.0006  
## 8 0.0219 nan 0.1000 0.0007  
## 9 0.0213 nan 0.1000 0.0005  
## 10 0.0208 nan 0.1000 0.0005  
## 20 0.0180 nan 0.1000 0.0002  
## 40 0.0154 nan 0.1000 0.0000  
## 60 0.0140 nan 0.1000 0.0000  
## 80 0.0130 nan 0.1000 -0.0000  
## 100 0.0122 nan 0.1000 -0.0000  
## 120 0.0116 nan 0.1000 -0.0000  
## 140 0.0110 nan 0.1000 -0.0000  
## 160 0.0105 nan 0.1000 -0.0000  
## 180 0.0100 nan 0.1000 -0.0000  
## 200 0.0097 nan 0.1000 -0.0000  
## 220 0.0093 nan 0.1000 0.0000  
## 240 0.0090 nan 0.1000 -0.0000  
## 260 0.0088 nan 0.1000 -0.0000  
## 280 0.0085 nan 0.1000 -0.0000  
## 300 0.0082 nan 0.1000 -0.0000  
## 320 0.0080 nan 0.1000 -0.0000  
## 340 0.0077 nan 0.1000 -0.0000  
## 360 0.0075 nan 0.1000 -0.0000  
## 380 0.0073 nan 0.1000 -0.0000  
## 400 0.0072 nan 0.1000 -0.0000  
## 420 0.0070 nan 0.1000 -0.0000  
## 440 0.0068 nan 0.1000 -0.0000  
## 460 0.0067 nan 0.1000 -0.0000  
## 480 0.0065 nan 0.1000 -0.0000  
## 500 0.0064 nan 0.1000 -0.0000  
##   
## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 0.0282 nan 0.1000 0.0016  
## 2 0.0268 nan 0.1000 0.0014  
## 3 0.0257 nan 0.1000 0.0011  
## 4 0.0247 nan 0.1000 0.0010  
## 5 0.0238 nan 0.1000 0.0008  
## 6 0.0230 nan 0.1000 0.0008  
## 7 0.0223 nan 0.1000 0.0007  
## 8 0.0217 nan 0.1000 0.0006  
## 9 0.0212 nan 0.1000 0.0004  
## 10 0.0207 nan 0.1000 0.0005  
## 20 0.0178 nan 0.1000 0.0001  
## 40 0.0153 nan 0.1000 -0.0000  
## 60 0.0140 nan 0.1000 -0.0000  
## 80 0.0131 nan 0.1000 0.0000  
## 100 0.0123 nan 0.1000 -0.0000  
## 120 0.0116 nan 0.1000 -0.0000  
## 140 0.0110 nan 0.1000 -0.0000  
## 160 0.0105 nan 0.1000 0.0000  
## 180 0.0100 nan 0.1000 -0.0000  
## 200 0.0097 nan 0.1000 -0.0000  
## 220 0.0094 nan 0.1000 -0.0000  
## 240 0.0090 nan 0.1000 -0.0000  
## 260 0.0088 nan 0.1000 0.0000  
## 280 0.0085 nan 0.1000 -0.0000  
## 300 0.0082 nan 0.1000 -0.0000  
## 320 0.0080 nan 0.1000 -0.0000  
## 340 0.0078 nan 0.1000 -0.0000  
## 360 0.0075 nan 0.1000 -0.0000  
## 380 0.0073 nan 0.1000 -0.0000  
## 400 0.0071 nan 0.1000 -0.0000  
## 420 0.0069 nan 0.1000 -0.0000  
## 440 0.0068 nan 0.1000 -0.0000  
## 460 0.0066 nan 0.1000 -0.0000  
## 480 0.0065 nan 0.1000 -0.0000  
## 500 0.0063 nan 0.1000 -0.0000  
##   
## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 0.0285 nan 0.1000 0.0016  
## 2 0.0271 nan 0.1000 0.0013  
## 3 0.0261 nan 0.1000 0.0010  
## 4 0.0250 nan 0.1000 0.0010  
## 5 0.0241 nan 0.1000 0.0009  
## 6 0.0233 nan 0.1000 0.0006  
## 7 0.0227 nan 0.1000 0.0006  
## 8 0.0221 nan 0.1000 0.0006  
## 9 0.0216 nan 0.1000 0.0005  
## 10 0.0211 nan 0.1000 0.0004  
## 20 0.0183 nan 0.1000 0.0002  
## 40 0.0158 nan 0.1000 0.0000  
## 60 0.0144 nan 0.1000 -0.0000  
## 80 0.0134 nan 0.1000 -0.0000  
## 100 0.0125 nan 0.1000 0.0000  
## 120 0.0119 nan 0.1000 -0.0000  
## 140 0.0113 nan 0.1000 -0.0000  
## 160 0.0109 nan 0.1000 -0.0000  
## 180 0.0104 nan 0.1000 -0.0000  
## 200 0.0099 nan 0.1000 -0.0000  
## 220 0.0096 nan 0.1000 -0.0000  
## 240 0.0093 nan 0.1000 0.0000  
## 260 0.0090 nan 0.1000 -0.0000  
## 280 0.0087 nan 0.1000 -0.0000  
## 300 0.0083 nan 0.1000 -0.0000  
## 320 0.0081 nan 0.1000 -0.0000  
## 340 0.0080 nan 0.1000 -0.0000  
## 360 0.0078 nan 0.1000 -0.0000  
## 380 0.0076 nan 0.1000 -0.0000  
## 400 0.0073 nan 0.1000 -0.0000  
## 420 0.0071 nan 0.1000 -0.0000  
## 440 0.0070 nan 0.1000 -0.0000  
## 460 0.0068 nan 0.1000 -0.0000  
## 480 0.0066 nan 0.1000 -0.0000  
## 500 0.0065 nan 0.1000 -0.0000  
##   
## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 0.0283 nan 0.1000 0.0016  
## 2 0.0268 nan 0.1000 0.0015  
## 3 0.0256 nan 0.1000 0.0012  
## 4 0.0246 nan 0.1000 0.0009  
## 5 0.0236 nan 0.1000 0.0008  
## 6 0.0229 nan 0.1000 0.0006  
## 7 0.0223 nan 0.1000 0.0006  
## 8 0.0217 nan 0.1000 0.0006  
## 9 0.0212 nan 0.1000 0.0005  
## 10 0.0207 nan 0.1000 0.0004  
## 20 0.0179 nan 0.1000 0.0002  
## 40 0.0152 nan 0.1000 0.0000  
## 60 0.0140 nan 0.1000 0.0000  
## 80 0.0129 nan 0.1000 0.0000  
## 100 0.0120 nan 0.1000 -0.0000  
## 120 0.0112 nan 0.1000 0.0000  
## 140 0.0107 nan 0.1000 0.0000  
## 160 0.0102 nan 0.1000 -0.0000  
## 180 0.0099 nan 0.1000 -0.0000  
## 200 0.0095 nan 0.1000 0.0000  
## 220 0.0092 nan 0.1000 -0.0000  
## 240 0.0088 nan 0.1000 -0.0000  
## 260 0.0085 nan 0.1000 -0.0000  
## 280 0.0083 nan 0.1000 -0.0000  
## 300 0.0081 nan 0.1000 -0.0000  
## 320 0.0079 nan 0.1000 -0.0000  
## 340 0.0076 nan 0.1000 -0.0000  
## 360 0.0074 nan 0.1000 -0.0000  
## 380 0.0072 nan 0.1000 -0.0000  
## 400 0.0071 nan 0.1000 -0.0000  
## 420 0.0069 nan 0.1000 -0.0000  
## 440 0.0067 nan 0.1000 -0.0000  
## 460 0.0065 nan 0.1000 -0.0000  
## 480 0.0064 nan 0.1000 -0.0000  
## 500 0.0062 nan 0.1000 -0.0000  
##   
## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 0.0285 nan 0.1000 0.0016  
## 2 0.0270 nan 0.1000 0.0013  
## 3 0.0258 nan 0.1000 0.0012  
## 4 0.0248 nan 0.1000 0.0009  
## 5 0.0240 nan 0.1000 0.0008  
## 6 0.0232 nan 0.1000 0.0008  
## 7 0.0226 nan 0.1000 0.0006  
## 8 0.0220 nan 0.1000 0.0005  
## 9 0.0214 nan 0.1000 0.0005  
## 10 0.0210 nan 0.1000 0.0003  
## 20 0.0181 nan 0.1000 0.0001  
## 40 0.0155 nan 0.1000 0.0000  
## 60 0.0140 nan 0.1000 -0.0000  
## 80 0.0129 nan 0.1000 0.0000  
## 100 0.0120 nan 0.1000 -0.0000  
## 120 0.0113 nan 0.1000 0.0000  
## 140 0.0107 nan 0.1000 -0.0000  
## 160 0.0102 nan 0.1000 -0.0000  
## 180 0.0098 nan 0.1000 -0.0000  
## 200 0.0094 nan 0.1000 -0.0000  
## 220 0.0091 nan 0.1000 -0.0000  
## 240 0.0088 nan 0.1000 0.0000  
## 260 0.0085 nan 0.1000 -0.0000  
## 280 0.0082 nan 0.1000 -0.0000  
## 300 0.0080 nan 0.1000 -0.0000  
## 320 0.0078 nan 0.1000 -0.0000  
## 340 0.0076 nan 0.1000 -0.0000  
## 360 0.0074 nan 0.1000 -0.0000  
## 380 0.0072 nan 0.1000 -0.0000  
## 400 0.0070 nan 0.1000 -0.0000  
## 420 0.0069 nan 0.1000 -0.0000  
## 440 0.0067 nan 0.1000 -0.0000  
## 460 0.0065 nan 0.1000 -0.0000  
## 480 0.0064 nan 0.1000 -0.0000  
## 500 0.0062 nan 0.1000 -0.0000  
##   
## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 0.0281 nan 0.1000 0.0016  
## 2 0.0267 nan 0.1000 0.0014  
## 3 0.0254 nan 0.1000 0.0012  
## 4 0.0244 nan 0.1000 0.0009  
## 5 0.0237 nan 0.1000 0.0007  
## 6 0.0229 nan 0.1000 0.0008  
## 7 0.0223 nan 0.1000 0.0006  
## 8 0.0216 nan 0.1000 0.0006  
## 9 0.0211 nan 0.1000 0.0005  
## 10 0.0207 nan 0.1000 0.0003  
## 20 0.0179 nan 0.1000 0.0002  
## 40 0.0151 nan 0.1000 -0.0000  
## 60 0.0137 nan 0.1000 -0.0000  
## 80 0.0128 nan 0.1000 -0.0000  
## 100 0.0119 nan 0.1000 0.0000  
## 120 0.0113 nan 0.1000 -0.0000  
## 140 0.0108 nan 0.1000 0.0000  
## 160 0.0103 nan 0.1000 -0.0000  
## 180 0.0098 nan 0.1000 -0.0000  
## 200 0.0095 nan 0.1000 -0.0000  
## 220 0.0092 nan 0.1000 0.0000  
## 240 0.0089 nan 0.1000 -0.0000  
## 260 0.0086 nan 0.1000 -0.0000  
## 280 0.0084 nan 0.1000 -0.0000  
## 300 0.0082 nan 0.1000 -0.0000  
## 320 0.0079 nan 0.1000 -0.0000  
## 340 0.0077 nan 0.1000 -0.0000  
## 360 0.0075 nan 0.1000 -0.0000  
## 380 0.0073 nan 0.1000 -0.0000  
## 400 0.0072 nan 0.1000 -0.0000  
## 420 0.0070 nan 0.1000 0.0000  
## 440 0.0068 nan 0.1000 -0.0000  
## 460 0.0066 nan 0.1000 -0.0000  
## 480 0.0065 nan 0.1000 -0.0000  
## 500 0.0063 nan 0.1000 -0.0000  
##   
## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 0.0279 nan 0.1000 0.0016  
## 2 0.0265 nan 0.1000 0.0013  
## 3 0.0253 nan 0.1000 0.0011  
## 4 0.0244 nan 0.1000 0.0009  
## 5 0.0236 nan 0.1000 0.0008  
## 6 0.0229 nan 0.1000 0.0006  
## 7 0.0224 nan 0.1000 0.0006  
## 8 0.0218 nan 0.1000 0.0005  
## 9 0.0212 nan 0.1000 0.0006  
## 10 0.0208 nan 0.1000 0.0004  
## 20 0.0178 nan 0.1000 0.0001  
## 40 0.0153 nan 0.1000 0.0001  
## 60 0.0139 nan 0.1000 -0.0000  
## 80 0.0130 nan 0.1000 -0.0000  
## 100 0.0121 nan 0.1000 0.0000  
## 120 0.0116 nan 0.1000 0.0000  
## 140 0.0109 nan 0.1000 -0.0000  
## 160 0.0105 nan 0.1000 0.0000  
## 180 0.0100 nan 0.1000 -0.0000  
## 200 0.0096 nan 0.1000 -0.0000  
## 220 0.0093 nan 0.1000 -0.0000  
## 240 0.0090 nan 0.1000 -0.0000  
## 260 0.0087 nan 0.1000 -0.0000  
## 280 0.0085 nan 0.1000 -0.0000  
## 300 0.0082 nan 0.1000 -0.0000  
## 320 0.0080 nan 0.1000 -0.0000  
## 340 0.0077 nan 0.1000 -0.0000  
## 360 0.0075 nan 0.1000 -0.0000  
## 380 0.0073 nan 0.1000 -0.0000  
## 400 0.0071 nan 0.1000 -0.0000  
## 420 0.0070 nan 0.1000 -0.0000  
## 440 0.0068 nan 0.1000 0.0000  
## 460 0.0066 nan 0.1000 -0.0000  
## 480 0.0065 nan 0.1000 -0.0000  
## 500 0.0063 nan 0.1000 -0.0000  
##   
## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 0.0283 nan 0.1000 0.0017  
## 2 0.0270 nan 0.1000 0.0014  
## 3 0.0259 nan 0.1000 0.0012  
## 4 0.0249 nan 0.1000 0.0010  
## 5 0.0240 nan 0.1000 0.0008  
## 6 0.0231 nan 0.1000 0.0008  
## 7 0.0224 nan 0.1000 0.0007  
## 8 0.0219 nan 0.1000 0.0005  
## 9 0.0213 nan 0.1000 0.0005  
## 10 0.0209 nan 0.1000 0.0004  
## 20 0.0179 nan 0.1000 0.0002  
## 40 0.0154 nan 0.1000 0.0001  
## 60 0.0139 nan 0.1000 0.0000  
## 80 0.0129 nan 0.1000 0.0000  
## 100 0.0122 nan 0.1000 -0.0000  
## 120 0.0115 nan 0.1000 -0.0000  
## 140 0.0109 nan 0.1000 0.0000  
## 160 0.0105 nan 0.1000 -0.0000  
## 180 0.0101 nan 0.1000 -0.0000  
## 200 0.0096 nan 0.1000 0.0000  
## 220 0.0093 nan 0.1000 0.0000  
## 240 0.0089 nan 0.1000 -0.0000  
## 260 0.0086 nan 0.1000 -0.0000  
## 280 0.0084 nan 0.1000 -0.0000  
## 300 0.0082 nan 0.1000 -0.0000  
## 320 0.0079 nan 0.1000 -0.0000  
## 340 0.0077 nan 0.1000 -0.0000  
## 360 0.0075 nan 0.1000 -0.0000  
## 380 0.0073 nan 0.1000 -0.0000  
## 400 0.0072 nan 0.1000 -0.0000  
## 420 0.0070 nan 0.1000 -0.0000  
## 440 0.0068 nan 0.1000 -0.0000  
## 460 0.0067 nan 0.1000 -0.0000  
## 480 0.0065 nan 0.1000 0.0000  
## 500 0.0064 nan 0.1000 -0.0000  
##   
## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 0.0279 nan 0.1000 0.0017  
## 2 0.0263 nan 0.1000 0.0014  
## 3 0.0252 nan 0.1000 0.0011  
## 4 0.0242 nan 0.1000 0.0009  
## 5 0.0232 nan 0.1000 0.0009  
## 6 0.0224 nan 0.1000 0.0007  
## 7 0.0217 nan 0.1000 0.0006  
## 8 0.0212 nan 0.1000 0.0005  
## 9 0.0206 nan 0.1000 0.0005  
## 10 0.0201 nan 0.1000 0.0005  
## 20 0.0174 nan 0.1000 0.0001  
## 40 0.0149 nan 0.1000 0.0000  
## 60 0.0134 nan 0.1000 0.0000  
## 80 0.0124 nan 0.1000 0.0000  
## 100 0.0115 nan 0.1000 0.0000  
## 120 0.0109 nan 0.1000 0.0000  
## 140 0.0104 nan 0.1000 -0.0000  
## 160 0.0099 nan 0.1000 -0.0000  
## 180 0.0095 nan 0.1000 -0.0000  
## 200 0.0091 nan 0.1000 -0.0000  
## 220 0.0088 nan 0.1000 -0.0000  
## 240 0.0085 nan 0.1000 -0.0000  
## 260 0.0082 nan 0.1000 -0.0000  
## 280 0.0079 nan 0.1000 -0.0000  
## 300 0.0077 nan 0.1000 -0.0000  
## 320 0.0074 nan 0.1000 -0.0000  
## 340 0.0072 nan 0.1000 -0.0000  
## 360 0.0070 nan 0.1000 -0.0000  
## 380 0.0068 nan 0.1000 -0.0000  
## 400 0.0067 nan 0.1000 -0.0000  
## 420 0.0065 nan 0.1000 -0.0000  
## 440 0.0063 nan 0.1000 -0.0000  
## 460 0.0062 nan 0.1000 -0.0000  
## 480 0.0060 nan 0.1000 -0.0000  
## 500 0.0059 nan 0.1000 -0.0000  
##   
## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 0.0282 nan 0.1000 0.0017  
## 2 0.0267 nan 0.1000 0.0013  
## 3 0.0255 nan 0.1000 0.0011  
## 4 0.0245 nan 0.1000 0.0010  
## 5 0.0236 nan 0.1000 0.0008  
## 6 0.0229 nan 0.1000 0.0006  
## 7 0.0223 nan 0.1000 0.0006  
## 8 0.0217 nan 0.1000 0.0005  
## 9 0.0211 nan 0.1000 0.0004  
## 10 0.0207 nan 0.1000 0.0004  
## 20 0.0179 nan 0.1000 0.0002  
## 40 0.0154 nan 0.1000 0.0001  
## 60 0.0141 nan 0.1000 -0.0000  
## 80 0.0130 nan 0.1000 0.0000  
## 100 0.0122 nan 0.1000 0.0000  
## 120 0.0116 nan 0.1000 0.0000  
## 140 0.0110 nan 0.1000 0.0000  
## 160 0.0106 nan 0.1000 -0.0000  
## 180 0.0101 nan 0.1000 -0.0000  
## 200 0.0097 nan 0.1000 -0.0000  
## 220 0.0094 nan 0.1000 -0.0000  
## 240 0.0091 nan 0.1000 0.0000  
## 260 0.0088 nan 0.1000 -0.0000  
## 280 0.0085 nan 0.1000 -0.0000  
## 300 0.0083 nan 0.1000 -0.0000  
## 320 0.0080 nan 0.1000 -0.0000  
## 340 0.0078 nan 0.1000 -0.0000  
## 360 0.0076 nan 0.1000 -0.0000  
## 380 0.0074 nan 0.1000 -0.0000  
## 400 0.0072 nan 0.1000 0.0000  
## 420 0.0071 nan 0.1000 -0.0000  
## 440 0.0069 nan 0.1000 -0.0000  
## 460 0.0068 nan 0.1000 -0.0000  
## 480 0.0066 nan 0.1000 -0.0000  
## 500 0.0064 nan 0.1000 -0.0000

gbm.fit.x <- gbm(dfTrainX, dfTrainY)

## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 0.0281 nan 0.1000 0.0017  
## 2 0.0266 nan 0.1000 0.0014  
## 3 0.0254 nan 0.1000 0.0011  
## 4 0.0244 nan 0.1000 0.0010  
## 5 0.0235 nan 0.1000 0.0008  
## 6 0.0228 nan 0.1000 0.0007  
## 7 0.0221 nan 0.1000 0.0007  
## 8 0.0216 nan 0.1000 0.0005  
## 9 0.0211 nan 0.1000 0.0005  
## 10 0.0206 nan 0.1000 0.0005  
## 20 0.0178 nan 0.1000 0.0001  
## 40 0.0155 nan 0.1000 0.0000  
## 60 0.0142 nan 0.1000 0.0000  
## 80 0.0133 nan 0.1000 -0.0000  
## 100 0.0124 nan 0.1000 -0.0000  
## 120 0.0118 nan 0.1000 -0.0000  
## 140 0.0113 nan 0.1000 -0.0000  
## 160 0.0109 nan 0.1000 -0.0000  
## 180 0.0105 nan 0.1000 -0.0000  
## 200 0.0102 nan 0.1000 0.0000  
## 220 0.0098 nan 0.1000 -0.0000  
## 240 0.0095 nan 0.1000 -0.0000  
## 260 0.0092 nan 0.1000 -0.0000  
## 280 0.0090 nan 0.1000 -0.0000  
## 300 0.0087 nan 0.1000 -0.0000  
## 320 0.0085 nan 0.1000 -0.0000  
## 340 0.0083 nan 0.1000 -0.0000  
## 360 0.0081 nan 0.1000 -0.0000  
## 380 0.0079 nan 0.1000 -0.0000  
## 400 0.0078 nan 0.1000 -0.0000  
## 420 0.0076 nan 0.1000 -0.0000  
## 440 0.0074 nan 0.1000 -0.0000  
## 460 0.0073 nan 0.1000 -0.0000  
## 480 0.0072 nan 0.1000 -0.0000  
## 500 0.0070 nan 0.1000 0.0000  
##   
## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 0.0286 nan 0.1000 0.0016  
## 2 0.0272 nan 0.1000 0.0014  
## 3 0.0260 nan 0.1000 0.0011  
## 4 0.0251 nan 0.1000 0.0009  
## 5 0.0243 nan 0.1000 0.0007  
## 6 0.0236 nan 0.1000 0.0007  
## 7 0.0229 nan 0.1000 0.0007  
## 8 0.0222 nan 0.1000 0.0005  
## 9 0.0217 nan 0.1000 0.0005  
## 10 0.0213 nan 0.1000 0.0004  
## 20 0.0184 nan 0.1000 0.0002  
## 40 0.0161 nan 0.1000 0.0000  
## 60 0.0149 nan 0.1000 0.0000  
## 80 0.0137 nan 0.1000 -0.0000  
## 100 0.0129 nan 0.1000 -0.0000  
## 120 0.0122 nan 0.1000 -0.0000  
## 140 0.0116 nan 0.1000 -0.0000  
## 160 0.0112 nan 0.1000 -0.0000  
## 180 0.0107 nan 0.1000 -0.0000  
## 200 0.0103 nan 0.1000 0.0000  
## 220 0.0100 nan 0.1000 -0.0000  
## 240 0.0097 nan 0.1000 -0.0000  
## 260 0.0094 nan 0.1000 0.0000  
## 280 0.0092 nan 0.1000 -0.0000  
## 300 0.0090 nan 0.1000 -0.0000  
## 320 0.0087 nan 0.1000 -0.0000  
## 340 0.0086 nan 0.1000 -0.0000  
## 360 0.0084 nan 0.1000 0.0000  
## 380 0.0082 nan 0.1000 -0.0000  
## 400 0.0080 nan 0.1000 -0.0000  
## 420 0.0078 nan 0.1000 -0.0000  
## 440 0.0076 nan 0.1000 0.0000  
## 460 0.0074 nan 0.1000 0.0000  
## 480 0.0073 nan 0.1000 -0.0000  
## 500 0.0071 nan 0.1000 -0.0000  
##   
## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 0.0284 nan 0.1000 0.0016  
## 2 0.0271 nan 0.1000 0.0013  
## 3 0.0258 nan 0.1000 0.0011  
## 4 0.0248 nan 0.1000 0.0009  
## 5 0.0240 nan 0.1000 0.0007  
## 6 0.0232 nan 0.1000 0.0007  
## 7 0.0225 nan 0.1000 0.0007  
## 8 0.0220 nan 0.1000 0.0006  
## 9 0.0214 nan 0.1000 0.0004  
## 10 0.0209 nan 0.1000 0.0004  
## 20 0.0182 nan 0.1000 0.0002  
## 40 0.0159 nan 0.1000 -0.0000  
## 60 0.0145 nan 0.1000 0.0000  
## 80 0.0135 nan 0.1000 -0.0000  
## 100 0.0128 nan 0.1000 0.0000  
## 120 0.0121 nan 0.1000 0.0000  
## 140 0.0116 nan 0.1000 0.0000  
## 160 0.0110 nan 0.1000 -0.0000  
## 180 0.0106 nan 0.1000 -0.0000  
## 200 0.0103 nan 0.1000 -0.0000  
## 220 0.0100 nan 0.1000 -0.0000  
## 240 0.0097 nan 0.1000 0.0000  
## 260 0.0094 nan 0.1000 -0.0000  
## 280 0.0091 nan 0.1000 -0.0000  
## 300 0.0089 nan 0.1000 -0.0000  
## 320 0.0087 nan 0.1000 -0.0000  
## 340 0.0085 nan 0.1000 -0.0000  
## 360 0.0082 nan 0.1000 -0.0000  
## 380 0.0081 nan 0.1000 -0.0000  
## 400 0.0079 nan 0.1000 -0.0000  
## 420 0.0078 nan 0.1000 -0.0000  
## 440 0.0076 nan 0.1000 -0.0000  
## 460 0.0075 nan 0.1000 -0.0000  
## 480 0.0073 nan 0.1000 -0.0000  
## 500 0.0072 nan 0.1000 -0.0000  
##   
## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 0.0285 nan 0.1000 0.0016  
## 2 0.0270 nan 0.1000 0.0013  
## 3 0.0259 nan 0.1000 0.0011  
## 4 0.0249 nan 0.1000 0.0009  
## 5 0.0239 nan 0.1000 0.0008  
## 6 0.0232 nan 0.1000 0.0006  
## 7 0.0225 nan 0.1000 0.0006  
## 8 0.0219 nan 0.1000 0.0006  
## 9 0.0213 nan 0.1000 0.0005  
## 10 0.0209 nan 0.1000 0.0004  
## 20 0.0181 nan 0.1000 0.0001  
## 40 0.0157 nan 0.1000 0.0001  
## 60 0.0143 nan 0.1000 0.0000  
## 80 0.0134 nan 0.1000 0.0000  
## 100 0.0126 nan 0.1000 -0.0000  
## 120 0.0120 nan 0.1000 -0.0000  
## 140 0.0114 nan 0.1000 -0.0000  
## 160 0.0110 nan 0.1000 -0.0000  
## 180 0.0106 nan 0.1000 -0.0000  
## 200 0.0102 nan 0.1000 -0.0000  
## 220 0.0099 nan 0.1000 -0.0000  
## 240 0.0096 nan 0.1000 -0.0000  
## 260 0.0093 nan 0.1000 0.0000  
## 280 0.0091 nan 0.1000 0.0000  
## 300 0.0088 nan 0.1000 -0.0000  
## 320 0.0086 nan 0.1000 -0.0000  
## 340 0.0084 nan 0.1000 -0.0000  
## 360 0.0082 nan 0.1000 -0.0000  
## 380 0.0080 nan 0.1000 -0.0000  
## 400 0.0079 nan 0.1000 0.0000  
## 420 0.0077 nan 0.1000 0.0000  
## 440 0.0075 nan 0.1000 -0.0000  
## 460 0.0074 nan 0.1000 -0.0000  
## 480 0.0072 nan 0.1000 -0.0000  
## 500 0.0070 nan 0.1000 -0.0000  
##   
## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 0.0282 nan 0.1000 0.0017  
## 2 0.0268 nan 0.1000 0.0014  
## 3 0.0257 nan 0.1000 0.0011  
## 4 0.0245 nan 0.1000 0.0010  
## 5 0.0236 nan 0.1000 0.0009  
## 6 0.0228 nan 0.1000 0.0007  
## 7 0.0222 nan 0.1000 0.0006  
## 8 0.0217 nan 0.1000 0.0005  
## 9 0.0212 nan 0.1000 0.0004  
## 10 0.0207 nan 0.1000 0.0004  
## 20 0.0180 nan 0.1000 0.0001  
## 40 0.0155 nan 0.1000 0.0001  
## 60 0.0142 nan 0.1000 0.0000  
## 80 0.0133 nan 0.1000 0.0000  
## 100 0.0125 nan 0.1000 -0.0000  
## 120 0.0119 nan 0.1000 -0.0000  
## 140 0.0115 nan 0.1000 -0.0000  
## 160 0.0109 nan 0.1000 -0.0000  
## 180 0.0106 nan 0.1000 -0.0000  
## 200 0.0102 nan 0.1000 -0.0000  
## 220 0.0099 nan 0.1000 -0.0000  
## 240 0.0096 nan 0.1000 0.0000  
## 260 0.0094 nan 0.1000 -0.0000  
## 280 0.0091 nan 0.1000 -0.0000  
## 300 0.0089 nan 0.1000 -0.0000  
## 320 0.0087 nan 0.1000 -0.0000  
## 340 0.0084 nan 0.1000 -0.0000  
## 360 0.0083 nan 0.1000 -0.0000  
## 380 0.0081 nan 0.1000 -0.0000  
## 400 0.0079 nan 0.1000 -0.0000  
## 420 0.0078 nan 0.1000 -0.0000  
## 440 0.0076 nan 0.1000 -0.0000  
## 460 0.0074 nan 0.1000 0.0000  
## 480 0.0073 nan 0.1000 -0.0000  
## 500 0.0071 nan 0.1000 -0.0000  
##   
## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 0.0279 nan 0.1000 0.0017  
## 2 0.0264 nan 0.1000 0.0014  
## 3 0.0253 nan 0.1000 0.0011  
## 4 0.0242 nan 0.1000 0.0010  
## 5 0.0232 nan 0.1000 0.0010  
## 6 0.0225 nan 0.1000 0.0007  
## 7 0.0219 nan 0.1000 0.0005  
## 8 0.0212 nan 0.1000 0.0007  
## 9 0.0208 nan 0.1000 0.0004  
## 10 0.0203 nan 0.1000 0.0005  
## 20 0.0177 nan 0.1000 0.0001  
## 40 0.0154 nan 0.1000 -0.0000  
## 60 0.0142 nan 0.1000 -0.0000  
## 80 0.0134 nan 0.1000 -0.0000  
## 100 0.0126 nan 0.1000 -0.0000  
## 120 0.0119 nan 0.1000 -0.0000  
## 140 0.0114 nan 0.1000 -0.0000  
## 160 0.0110 nan 0.1000 -0.0000  
## 180 0.0106 nan 0.1000 -0.0000  
## 200 0.0101 nan 0.1000 -0.0000  
## 220 0.0099 nan 0.1000 -0.0000  
## 240 0.0095 nan 0.1000 0.0000  
## 260 0.0093 nan 0.1000 -0.0000  
## 280 0.0090 nan 0.1000 -0.0000  
## 300 0.0088 nan 0.1000 -0.0000  
## 320 0.0086 nan 0.1000 -0.0000  
## 340 0.0084 nan 0.1000 -0.0000  
## 360 0.0082 nan 0.1000 -0.0000  
## 380 0.0080 nan 0.1000 -0.0000  
## 400 0.0079 nan 0.1000 -0.0000  
## 420 0.0077 nan 0.1000 -0.0000  
## 440 0.0075 nan 0.1000 -0.0000  
## 460 0.0074 nan 0.1000 -0.0000  
## 480 0.0072 nan 0.1000 -0.0000  
## 500 0.0071 nan 0.1000 -0.0000  
##   
## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 0.0284 nan 0.1000 0.0017  
## 2 0.0270 nan 0.1000 0.0013  
## 3 0.0258 nan 0.1000 0.0012  
## 4 0.0249 nan 0.1000 0.0009  
## 5 0.0240 nan 0.1000 0.0008  
## 6 0.0233 nan 0.1000 0.0007  
## 7 0.0227 nan 0.1000 0.0006  
## 8 0.0221 nan 0.1000 0.0005  
## 9 0.0216 nan 0.1000 0.0005  
## 10 0.0210 nan 0.1000 0.0005  
## 20 0.0182 nan 0.1000 0.0002  
## 40 0.0158 nan 0.1000 0.0000  
## 60 0.0143 nan 0.1000 0.0000  
## 80 0.0134 nan 0.1000 -0.0000  
## 100 0.0128 nan 0.1000 -0.0001  
## 120 0.0120 nan 0.1000 -0.0000  
## 140 0.0115 nan 0.1000 0.0000  
## 160 0.0110 nan 0.1000 -0.0001  
## 180 0.0107 nan 0.1000 -0.0000  
## 200 0.0103 nan 0.1000 0.0000  
## 220 0.0099 nan 0.1000 -0.0000  
## 240 0.0096 nan 0.1000 -0.0000  
## 260 0.0093 nan 0.1000 -0.0000  
## 280 0.0090 nan 0.1000 0.0000  
## 300 0.0087 nan 0.1000 -0.0000  
## 320 0.0085 nan 0.1000 -0.0000  
## 340 0.0083 nan 0.1000 -0.0000  
## 360 0.0081 nan 0.1000 0.0000  
## 380 0.0079 nan 0.1000 0.0000  
## 400 0.0078 nan 0.1000 0.0000  
## 420 0.0075 nan 0.1000 -0.0000  
## 440 0.0074 nan 0.1000 -0.0000  
## 460 0.0072 nan 0.1000 -0.0000  
## 480 0.0070 nan 0.1000 -0.0000  
## 500 0.0069 nan 0.1000 -0.0000  
##   
## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 0.0279 nan 0.1000 0.0016  
## 2 0.0265 nan 0.1000 0.0014  
## 3 0.0254 nan 0.1000 0.0011  
## 4 0.0244 nan 0.1000 0.0009  
## 5 0.0235 nan 0.1000 0.0008  
## 6 0.0228 nan 0.1000 0.0007  
## 7 0.0222 nan 0.1000 0.0006  
## 8 0.0216 nan 0.1000 0.0006  
## 9 0.0211 nan 0.1000 0.0005  
## 10 0.0207 nan 0.1000 0.0004  
## 20 0.0178 nan 0.1000 0.0001  
## 40 0.0156 nan 0.1000 0.0000  
## 60 0.0144 nan 0.1000 0.0000  
## 80 0.0134 nan 0.1000 0.0000  
## 100 0.0126 nan 0.1000 0.0000  
## 120 0.0120 nan 0.1000 -0.0000  
## 140 0.0113 nan 0.1000 -0.0000  
## 160 0.0109 nan 0.1000 -0.0000  
## 180 0.0105 nan 0.1000 -0.0000  
## 200 0.0101 nan 0.1000 -0.0000  
## 220 0.0098 nan 0.1000 -0.0000  
## 240 0.0095 nan 0.1000 -0.0000  
## 260 0.0092 nan 0.1000 -0.0000  
## 280 0.0089 nan 0.1000 -0.0000  
## 300 0.0087 nan 0.1000 -0.0000  
## 320 0.0085 nan 0.1000 -0.0000  
## 340 0.0083 nan 0.1000 -0.0000  
## 360 0.0082 nan 0.1000 -0.0000  
## 380 0.0080 nan 0.1000 -0.0000  
## 400 0.0079 nan 0.1000 -0.0000  
## 420 0.0076 nan 0.1000 -0.0000  
## 440 0.0075 nan 0.1000 -0.0000  
## 460 0.0074 nan 0.1000 -0.0000  
## 480 0.0073 nan 0.1000 -0.0000  
## 500 0.0071 nan 0.1000 -0.0000  
##   
## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 0.0283 nan 0.1000 0.0017  
## 2 0.0268 nan 0.1000 0.0014  
## 3 0.0257 nan 0.1000 0.0011  
## 4 0.0246 nan 0.1000 0.0010  
## 5 0.0238 nan 0.1000 0.0008  
## 6 0.0230 nan 0.1000 0.0007  
## 7 0.0224 nan 0.1000 0.0006  
## 8 0.0218 nan 0.1000 0.0005  
## 9 0.0213 nan 0.1000 0.0005  
## 10 0.0209 nan 0.1000 0.0004  
## 20 0.0180 nan 0.1000 0.0002  
## 40 0.0156 nan 0.1000 0.0000  
## 60 0.0143 nan 0.1000 0.0000  
## 80 0.0135 nan 0.1000 0.0000  
## 100 0.0127 nan 0.1000 -0.0000  
## 120 0.0121 nan 0.1000 0.0000  
## 140 0.0115 nan 0.1000 0.0000  
## 160 0.0111 nan 0.1000 -0.0000  
## 180 0.0106 nan 0.1000 -0.0000  
## 200 0.0103 nan 0.1000 -0.0000  
## 220 0.0100 nan 0.1000 -0.0000  
## 240 0.0098 nan 0.1000 0.0000  
## 260 0.0095 nan 0.1000 -0.0000  
## 280 0.0093 nan 0.1000 -0.0000  
## 300 0.0090 nan 0.1000 -0.0000  
## 320 0.0088 nan 0.1000 -0.0000  
## 340 0.0086 nan 0.1000 -0.0000  
## 360 0.0084 nan 0.1000 -0.0000  
## 380 0.0082 nan 0.1000 -0.0000  
## 400 0.0080 nan 0.1000 -0.0000  
## 420 0.0079 nan 0.1000 -0.0000  
## 440 0.0077 nan 0.1000 -0.0000  
## 460 0.0076 nan 0.1000 -0.0000  
## 480 0.0074 nan 0.1000 -0.0000  
## 500 0.0073 nan 0.1000 0.0000  
##   
## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 0.0279 nan 0.1000 0.0016  
## 2 0.0265 nan 0.1000 0.0013  
## 3 0.0252 nan 0.1000 0.0012  
## 4 0.0242 nan 0.1000 0.0009  
## 5 0.0232 nan 0.1000 0.0010  
## 6 0.0226 nan 0.1000 0.0006  
## 7 0.0218 nan 0.1000 0.0007  
## 8 0.0211 nan 0.1000 0.0006  
## 9 0.0206 nan 0.1000 0.0005  
## 10 0.0202 nan 0.1000 0.0004  
## 20 0.0173 nan 0.1000 0.0001  
## 40 0.0151 nan 0.1000 0.0000  
## 60 0.0140 nan 0.1000 0.0000  
## 80 0.0131 nan 0.1000 0.0000  
## 100 0.0123 nan 0.1000 -0.0001  
## 120 0.0117 nan 0.1000 0.0000  
## 140 0.0112 nan 0.1000 -0.0000  
## 160 0.0106 nan 0.1000 0.0000  
## 180 0.0102 nan 0.1000 0.0000  
## 200 0.0099 nan 0.1000 -0.0000  
## 220 0.0096 nan 0.1000 -0.0000  
## 240 0.0093 nan 0.1000 -0.0000  
## 260 0.0090 nan 0.1000 -0.0000  
## 280 0.0088 nan 0.1000 -0.0000  
## 300 0.0086 nan 0.1000 -0.0000  
## 320 0.0084 nan 0.1000 -0.0000  
## 340 0.0082 nan 0.1000 -0.0000  
## 360 0.0080 nan 0.1000 0.0000  
## 380 0.0078 nan 0.1000 0.0000  
## 400 0.0076 nan 0.1000 -0.0000  
## 420 0.0075 nan 0.1000 -0.0000  
## 440 0.0073 nan 0.1000 -0.0000  
## 460 0.0072 nan 0.1000 -0.0000  
## 480 0.0070 nan 0.1000 -0.0000  
## 500 0.0069 nan 0.1000 0.0000  
##   
## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 0.0282 nan 0.1000 0.0017  
## 2 0.0269 nan 0.1000 0.0014  
## 3 0.0258 nan 0.1000 0.0011  
## 4 0.0247 nan 0.1000 0.0010  
## 5 0.0239 nan 0.1000 0.0008  
## 6 0.0232 nan 0.1000 0.0006  
## 7 0.0225 nan 0.1000 0.0007  
## 8 0.0219 nan 0.1000 0.0006  
## 9 0.0213 nan 0.1000 0.0005  
## 10 0.0209 nan 0.1000 0.0004  
## 20 0.0182 nan 0.1000 0.0001  
## 40 0.0157 nan 0.1000 0.0001  
## 60 0.0145 nan 0.1000 -0.0000  
## 80 0.0134 nan 0.1000 0.0000  
## 100 0.0126 nan 0.1000 0.0000  
## 120 0.0120 nan 0.1000 0.0000  
## 140 0.0113 nan 0.1000 -0.0000  
## 160 0.0110 nan 0.1000 0.0000  
## 180 0.0105 nan 0.1000 -0.0000  
## 200 0.0102 nan 0.1000 -0.0000  
## 220 0.0099 nan 0.1000 -0.0000  
## 240 0.0096 nan 0.1000 -0.0000  
## 260 0.0093 nan 0.1000 0.0000  
## 280 0.0091 nan 0.1000 -0.0000  
## 300 0.0089 nan 0.1000 0.0000  
## 320 0.0087 nan 0.1000 -0.0000  
## 340 0.0085 nan 0.1000 -0.0000  
## 360 0.0083 nan 0.1000 -0.0000  
## 380 0.0081 nan 0.1000 -0.0000  
## 400 0.0079 nan 0.1000 -0.0000  
## 420 0.0078 nan 0.1000 -0.0000  
## 440 0.0076 nan 0.1000 -0.0000  
## 460 0.0075 nan 0.1000 -0.0000  
## 480 0.0073 nan 0.1000 -0.0000  
## 500 0.0072 nan 0.1000 -0.0000

list(RMSE\_GBM.BCSX = RMSE(predict(gbm.fit.bcsx, dfTestBCSX), dfTestY),  
 RMSE\_GBM.BCS = RMSE(predict(gbm.fit.bx, dfTestBX), dfTestY),  
 RMSE\_GBM.X = RMSE(predict(gbm.fit.x, dfTestX), dfTestY))

## $RMSE\_GBM.BCSX  
## [1] 0.1068503  
##   
## $RMSE\_GBM.BCS  
## [1] 0.1029799  
##   
## $RMSE\_GBM.X  
## [1] 0.1085995

summary(gbm.fit.bx, digit=3)
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## var rel.inf  
## X X 19.6434999  
## Mnf.Flow Mnf.Flow 17.2840810  
## C C 12.0994412  
## Balling Balling 3.4098671  
## Oxygen.Filler Oxygen.Filler 3.0273042  
## Pressure.Vacuum Pressure.Vacuum 2.7766250  
## Filler.Speed Filler.Speed 2.5680898  
## Bowl.Setpoint Bowl.Setpoint 2.5668165  
## Density Density 2.5593469  
## Carb.Flow Carb.Flow 2.3482131  
## D D 2.3298863  
## Temperature Temperature 2.3205853  
## PC.Volume PC.Volume 2.3132528  
## A A 2.0622982  
## Carb.Pressure1 Carb.Pressure1 1.9450957  
## Pressure.Setpoint Pressure.Setpoint 1.7697123  
## Hyd.Pressure1 Hyd.Pressure1 1.7529511  
## MFR MFR 1.5638345  
## Usage.cont Usage.cont 1.4573077  
## Carb.Rel Carb.Rel 1.3037580  
## Alch.Rel Alch.Rel 1.1935697  
## PSC.CO2 PSC.CO2 1.1480211  
## Air.Pressurer Air.Pressurer 1.1086144  
## PSC PSC 1.0937145  
## B B 1.0348596  
## PSC.Fill PSC.Fill 1.0315556  
## Balling.Lvl Balling.Lvl 1.0314630  
## Hyd.Pressure3 Hyd.Pressure3 0.9251599  
## Fill.Pressure Fill.Pressure 0.7939194  
## Fill.Ounces Fill.Ounces 0.6436061  
## Filler.Level Filler.Level 0.6043207  
## Carb.Temp Carb.Temp 0.5265631  
## Carb.Pressure Carb.Pressure 0.5170386  
## Carb.Volume Carb.Volume 0.4938020  
## Hyd.Pressure4 Hyd.Pressure4 0.4132348  
## Hyd.Pressure2 Hyd.Pressure2 0.3385911

#varImp(gbm.fit.bx)

GBM appears to perform better than the group of models, specifically Bagged CART, with a RMSE of 0.1029799, but we see an improvement with Random Forest, 0.09255377 RMSE.

## Nonlinear Models

Using the several data sets created from our previous transformations we attempted to fit several non-linear models. Specifically, a Neural Network and MARS model. While data transformations are not always necessary for the MARS method, we will nonetheless benefit from removing data features that would be adding unncessary noise to our final models. The Neural Network can be greatly impacted by highly correlated variables.

### Neural Network

Neural Networks can be thought of as models that work in similar ways to our brain. Inputs are provided and transformed at nodes by assigned weights that then feed-forward to any additional layers containing additional nodes [^1]. A drawback to this method is that without limitations on our linear combinations from one layer to another, the coefficients will have little context [^3].

In the below code snippet, we set our seed for reproducibility, then we set trainControl for 3 repeats of the cross validated method and keep our resamples by setting returnResamp = "all". We then manually tune our grid with the expand.grid function and set the Weight Decay via .decay, the Hidden Units via .size, and then prevent Bagging since we have sufficiently preprocessed our data .bag = FALSE. Also, since we are preforming a regression and not a classfication we set linout to TRUE.

[1] Bishop, Christopher M. Neural Networks for Pattern Recognition. Oxford: New York: Clarendon Press; Oxford University Press, 1995.

[3] Kuhn, Max, and Kjell Johnson. Applied Predictive Modeling. New York: Springer, 2013.

set.seed(1234)  
  
nnet <- function(df, y){  
   
 fitControl <- trainControl(method = "cv",   
 number = 3,   
 returnResamp = "all")  
   
 nnetGrid <- expand.grid(.decay = c(0, 0.01, .1, .5),  
 .size = c(5:15),  
 .bag = FALSE)  
   
 return(train(df, y,   
 method = "avNNet",   
 tuneGrid = nnetGrid,  
 trControl = fitControl,  
 trace = FALSE,  
 linout = TRUE))  
}  
  
nnet.fit.bcsx <- nnet(dfTrainBCSX, dfTrainY)  
nnet.fit.bx <- nnet(dfTrainBX, dfTrainY)  
nnet.fit.x <- nnet(dfTrainX, dfTrainY)

Now that we have trained our models on the available data sets, we will measure the root mean squared error of all three and select the lowest.

list(RMSE\_NNET.BCSX = RMSE(predict(nnet.fit.bcsx, dfTestBCSX), dfTestY),  
 RMSE\_NNET.BCS = RMSE(predict(nnet.fit.bx, dfTestBX), dfTestY),  
 RMSE\_NNET.X = RMSE(predict(nnet.fit.x, dfTestX), dfTestY))

## $RMSE\_NNET.BCSX  
## [1] 0.1182677  
##   
## $RMSE\_NNET.BCS  
## [1] 0.1550596  
##   
## $RMSE\_NNET.X  
## [1] 0.1407773

Based on our RMSE results the final model chosen for the neural network is nnet.fit.bcsx

nnet.fit.bcsx$finalModel

## Model Averaged Neural Network with 5 Repeats   
##   
## a 20-11-1 network with 243 weights  
## options were - linear output units

Further, we see that X and Mnf.Flow are the variables with the greatest importance in the model.

varImp(nnet.fit.bcsx)

## loess r-squared variable importance  
##   
## Overall  
## X 100.000  
## Mnf.Flow 86.463  
## Filler.Speed 49.488  
## Filler.Level 42.865  
## Usage.cont 33.177  
## Hyd.Pressure1 24.689  
## Carb.Flow 24.557  
## Hyd.Pressure2 23.417  
## C 22.814  
## Oxygen.Filler 21.224  
## Hyd.Pressure4 16.019  
## Density 15.534  
## B 10.433  
## PC.Volume 5.387  
## PSC 4.496  
## A 1.658  
## PSC.CO2 1.274  
## PSC.Fill 0.976  
## MFR 0.000  
## D 0.000

The grid parameters we set earlier are plotted below to visualize how tuning impacts the model performance.

plot(nnet.fit.bcsx)
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### MARS Model

The Multivariate Adaptive Regression Splines or “MARS” model is a nonparametric method, i.e. we are not required to make any assumptions about any underlying distributions such as the neural network. It can achieve this by pivoting on naturally occuring breaks in the data set and essentially building a model out of many linear models developed for specific segemets of the data set [^2] [^3].

[2] J.H. Friedman, “Multivariate adaptive regression splines”, The Annals of Statistics, 19 (1991), pp. 1-141

[3] Kuhn, Max, and Kjell Johnson. Applied Predictive Modeling. New York: Springer, 2013.

In the below code snippet, we set our seed for reproducibility, then we set trainControl for 3 repeats of the cross validated method and keep our resamples by setting returnResamp = "all". We then set our tune grid for 2,3, and 4 product degrees degree= 2:4 and the number of terms possible from 20 to 60 nprune = seq(20,60,20). We would not need to set these values if we intended to use the training set without any resampling or parameter tuning.

library(caret)  
  
set.seed(1234)  
  
mars <- function(df, y){  
   
 fitControl <- trainControl(method = "cv",   
 number = 3,   
 returnResamp = "all")  
  
 MARSGrid <- expand.grid(degree= 3:5,   
 nprune = seq(20,60,20))  
   
 return(train(df, y,   
 method = "earth",   
 tuneGrid = MARSGrid,  
 trControl = fitControl))  
 }  
  
mars.fit.bcsx <- mars(dfTrainBCSX, dfTrainY)  
mars.fit.bx <- mars(dfTrainBX, dfTrainY)  
mars.fit.x <- mars(dfTrainX, dfTrainY)

Now that we have trained our models on the available data sets, we will measure the root mean squared error of all three and select the lowest.

list(RMSE\_MARS.BCSX = RMSE(predict(mars.fit.bcsx, dfTestBCSX), dfTestY),  
 RMSE\_MARS.BCS = RMSE(predict(mars.fit.bx, dfTestBX), dfTestY),  
 RMSE\_MARS.X = RMSE(predict(mars.fit.x, dfTestX), dfTestY))

## $RMSE\_MARS.BCSX  
## [1] 0.1218774  
##   
## $RMSE\_MARS.BCS  
## [1] 0.1131589  
##   
## $RMSE\_MARS.X  
## [1] 0.1260135

The model fitted to the mars.fit.bx preformed the best and is further selected to be evaluated. The model results are provided below.

mars.fit.bx$finalModel

## Selected 39 of 48 terms, and 15 of 36 predictors  
## Termination condition: Reached maximum RSq 0.9990 at 48 terms  
## Importance: Mnf.Flow, C, X, Temperature, Air.Pressurer, Filler.Speed, ...  
## Number of terms at each degree of interaction: 1 9 16 11 2  
## GCV 0.01211891 RSS 21.09636 GRSq 0.5952478 RSq 0.6341722

The below figure provides insight into the tuning parameters. We can see that our 5 degree model begins to outperform our 4 degree model at the max of 40 terms but the 4 degree model outperforms the 5 degree model at the 60 maximum terms.

plot(mars.fit.bx)

![](data:image/png;base64,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)

In our final MARS model, the variable of greatest importance is Mnf.Flow.

varImp(mars.fit.bx)

## earth variable importance  
##   
## only 20 most important variables shown (out of 36)  
##   
## Overall  
## Mnf.Flow 100.00  
## C 81.67  
## X 74.73  
## Temperature 63.89  
## Air.Pressurer 63.89  
## Oxygen.Filler 54.50  
## Filler.Speed 52.43  
## Density 52.43  
## D 49.52  
## Carb.Pressure1 45.23  
## Carb.Rel 45.23  
## Alch.Rel 30.39  
## Balling 29.13  
## Pressure.Vacuum 21.28  
## Carb.Volume 11.80  
## Balling.Lvl 0.00  
## Hyd.Pressure2 0.00  
## Filler.Level 0.00  
## PSC 0.00  
## Fill.Pressure 0.00

### Nonlinear Model Choice

Between the two non linear models the lowest RMSE measure is MARS, so we will move forward with that model. It appears that our Neural Net model may suffer from overfitting since the Neural Net has a much better RMSE on the training data set than the MARS model.

list(RMSE\_MARS = RMSE(predict(mars.fit.bx, dfTestBX), dfTestY),  
 RMSE\_NNET = RMSE(predict(nnet.fit.bcsx, dfTestBCSX), dfTestY))

## $RMSE\_MARS  
## [1] 0.1131589  
##   
## $RMSE\_NNET  
## [1] 0.1182677

# 

# Appendix A

## Session Info

R version 3.4.1 (2017-06-30) Platform: x86\_64-w64-mingw32/x64 (64-bit) Running under: Windows 10 x64 (build 15063)

Matrix products: default

locale: [1] LC\_COLLATE=English\_United States.1252 [2] LC\_CTYPE=English\_United States.1252  
[3] LC\_MONETARY=English\_United States.1252 [4] LC\_NUMERIC=C  
[5] LC\_TIME=English\_United States.1252

attached base packages: [1] stats graphics grDevices utils datasets methods base

other attached packages: [1] e1071\_1.6-8 rpart\_4.1-11  
[3] elasticnet\_1.1 pls\_2.6-0  
[5] lars\_1.2 AppliedPredictiveModeling\_1.1-6 [7] MASS\_7.3-47 mlbench\_2.1-1  
[9] earth\_4.5.1 plotmo\_3.3.4  
[11] TeachingDemos\_2.10 plotrix\_3.7  
[13] Metrics\_0.1.3 forcats\_0.2.0  
[15] stringr\_1.2.0 dplyr\_0.7.4  
[17] purrr\_0.2.4 readr\_1.1.1  
[19] tidyr\_0.7.2 tibble\_1.3.4  
[21] tidyverse\_1.2.1 corrplot\_0.84  
[23] knitr\_1.17 psych\_1.7.8  
[25] caret\_6.0-78 ggplot2\_2.2.1  
[27] lattice\_0.20-35 corrgram\_1.12  
[29] missForest\_1.4 itertools\_0.1-3  
[31] iterators\_1.0.8 foreach\_1.4.3  
[33] randomForest\_4.6-12

loaded via a namespace (and not attached): [1] colorspace\_1.3-2 class\_7.3-14 modeltools\_0.2-21 [4] mclust\_5.4 rprojroot\_1.2 rstudioapi\_0.7  
[7] DRR\_0.0.2 flexmix\_2.3-14 prodlim\_1.6.1  
[10] mvtnorm\_1.0-6 lubridate\_1.7.1 xml2\_1.1.1  
[13] codetools\_0.2-15 splines\_3.4.1 mnormt\_1.5-5  
[16] robustbase\_0.92-8 RcppRoll\_0.2.2 jsonlite\_1.5  
[19] broom\_0.4.3 ddalpha\_1.3.1 cluster\_2.0.6  
[22] kernlab\_0.9-25 sfsmisc\_1.1-1 compiler\_3.4.1  
[25] httr\_1.3.1 backports\_1.1.1 assertthat\_0.2.0  
[28] Matrix\_1.2-12 lazyeval\_0.2.1 cli\_1.0.0  
[31] htmltools\_0.3.6 tools\_3.4.1 bindrcpp\_0.2  
[34] gtable\_0.2.0 glue\_1.2.0 LiblineaR\_2.10-8  
[37] reshape2\_1.4.2 Rcpp\_0.12.14 cellranger\_1.1.0  
[40] trimcluster\_0.1-2 gdata\_2.18.0 nlme\_3.1-131  
[43] fpc\_2.1-10 timeDate\_3042.101 gower\_0.1.2  
[46] rvest\_0.3.2 gtools\_3.5.0 dendextend\_1.6.0  
[49] DEoptimR\_1.0-8 scales\_0.5.0 ipred\_0.9-6  
[52] TSP\_1.1-5 hms\_0.4.0 parallel\_3.4.1  
[55] yaml\_2.1.15 gridExtra\_2.3 stringi\_1.1.6  
[58] highr\_0.6 gclus\_1.3.1 seriation\_1.2-2  
[61] caTools\_1.17.1 lava\_1.5.1 rlang\_0.1.4  
[64] pkgconfig\_2.0.1 prabclus\_2.2-6 bitops\_1.0-6  
[67] evaluate\_0.10.1 bindr\_0.1 recipes\_0.1.1  
[70] CVST\_0.2-1 tidyselect\_0.2.3 gbm\_2.1.3  
[73] CORElearn\_1.51.2 plyr\_1.8.4 magrittr\_1.5  
[76] R6\_2.2.2 gplots\_3.0.1 dimRed\_0.1.0  
[79] haven\_1.1.0 whisker\_0.3-2 foreign\_0.8-69  
[82] withr\_2.1.0 survival\_2.41-3 nnet\_7.3-12  
[85] modelr\_0.1.1 crayon\_1.3.4 KernSmooth\_2.23-15 [88] rmarkdown\_1.8 viridis\_0.4.0 grid\_3.4.1  
[91] readxl\_1.0.0 ModelMetrics\_1.1.0 digest\_0.6.12  
[94] diptest\_0.75-7 stats4\_3.4.1 munsell\_0.4.3  
[97] registry\_0.5 viridisLite\_0.2.0

## All Code Used

knitr::opts\_chunk$set(echo = TRUE, message=FALSE, warning=FALSE, cache=TRUE)  
library(missForest)  
library(corrgram)  
library(caret)  
library(psych)  
library(knitr)  
  
dfBevMod <- read.csv("https://github.com/ChristopheHunt/CUNY-DATA624/raw/master/data/StudentData.csv", header = TRUE)  
dfBevPred <- read.csv("https://raw.githubusercontent.com/ChristopheHunt/CUNY-DATA624/master/data/StudentEvaluation-%20TO%20PREDICT.csv", header =TRUE)  
dim(dfBevMod)  
colSums(is.na(dfBevMod))  
#Visualizing the single categorical variable  
barchart(dfBevMod[,1], col="Gold")  
library(psych)  
library(knitr)  
table.desc <- describe(dfBevMod[,-1])  
table.prep <- as.matrix(table.desc)  
table.round <- round((table.prep), 2)  
kable(table.round)  
dfBevModH <- dfBevMod[2:ncol(dfBevMod)] #removing factor var  
par(mfrow = c(3,5), cex = .5)  
for(i in colnames(dfBevModH)){  
hist(dfBevModH[,i], xlab = names(dfBevMod[i]),  
 main = names(dfBevModH[i]), col="grey", ylab="")  
}  
BrandA <- dfBevMod[dfBevMod$Brand.Code == "A",]  
BAM <- colMeans(BrandA[,2:ncol(BrandA)], na.rm = TRUE)  
BrandB <- dfBevMod[dfBevMod$Brand.Code == "B",]  
BBM <- colMeans(BrandB[,2:ncol(BrandB)], na.rm = TRUE)  
BrandC <- dfBevMod[dfBevMod$Brand.Code == "C",]  
BCM <- colMeans(BrandC[,2:ncol(BrandC)], na.rm = TRUE)  
BrandD <- dfBevMod[dfBevMod$Brand.Code == "D",]  
BDM <- colMeans(BrandD[,2:ncol(BrandD)], na.rm = TRUE)  
BrandE <- dfBevMod[dfBevMod$Brand.Code == "",]  
BEM <- colMeans(BrandE[,2:ncol(BrandE)], na.rm = TRUE)  
  
combBrand <- cbind(BAM, BBM, BCM, BDM, BEM)  
combBrand  
par(mfrow = c(3,5), cex = .5)  
for (i in colnames(dfBevModH)) {  
 smoothScatter(dfBevModH[,i], main = names(dfBevModH[i]), ylab = "",   
 xlab = "", colramp = colorRampPalette(c("white", "red")))  
 }  
par(mfrow = c(3,5), cex = .5)  
for(i in colnames(dfBevModH)){  
boxplot(dfBevModH[,i], xlab = names(dfBevModH[i]),  
 main = names(dfBevModH[i]), col="grey", ylab="")  
}  
PCA <- function(X) {  
 Xpca <- prcomp(na.omit(X), center = T, scale. = T)   
 M <- as.matrix(na.omit(X)); R <- as.matrix(Xpca$rotation); score <- M %\*% R  
 print(list("Importance of Components" = summary(Xpca)$importance[ ,1:5],   
 "Rotation (Variable Loadings)" = Xpca$rotation[ ,1:5],  
 "Correlation between X and PC" = cor(na.omit(X), score)[ ,1:5]))  
 par(mfrow=c(2,3))  
 barplot(Xpca$sdev^2, ylab = "Component Variance")  
 barplot(cor(cbind(X)), ylab = "Correlations")  
 barplot(Xpca$rotation, ylab = "Loadings")   
 biplot(Xpca); barplot(M); barplot(score)  
}  
PCA(dfBevModH)  
#df\_imputed$Brand.Code = NULL  
dfBevMod$Brand.Code[dfBevMod$Brand.Code == ""] <- NA  
dfBevMod$Brand.Code <- droplevels(dfBevMod$Brand.Code)  
  
dfBevPred$Brand.Code[dfBevPred$Brand.Code == ""] <- NA  
dfBevPred$Brand.Code <- droplevels(dfBevPred$Brand.Code)  
  
#Recode categorical factor  
dfBevMod$A <- ifelse(dfBevMod$Brand.Code == "A", 1, 0)  
dfBevMod$B <- ifelse(dfBevMod$Brand.Code == "B", 1, 0)  
dfBevMod$C <- ifelse(dfBevMod$Brand.Code == "C", 1, 0)  
dfBevMod$D <- ifelse(dfBevMod$Brand.Code == "D", 1, 0)  
dfBevMod$Brand.Code <- NULL  
  
dfBevPred$A <- ifelse(dfBevPred$Brand.Code == "A", 1, 0)  
dfBevPred$B <- ifelse(dfBevPred$Brand.Code == "B", 1, 0)  
dfBevPred$C <- ifelse(dfBevPred$Brand.Code == "C", 1, 0)  
dfBevPred$D <- ifelse(dfBevPred$Brand.Code == "D", 1, 0)  
dfBevPred$Brand.Code <- NULL  
#dfImpMod = missForest(dfBevMod)  
#dfImpMod$OOBerror #error rate looks good?  
#dfModImp <- dfImpMod$ximp  
  
#dfImpPred <- missForest(dfBevPred)  
#dfPredImp <- dfImpPred$ximp  
#dfPredImp$PH <- NA #redadding PH  
  
#write.csv(dfModImp, "TrainImputeData.csv")  
#write.csv(dfPredImp, "PredictImputeData.csv")  
  
#Stored current imputation results on github to quicken knitr iterations  
dfModImp <- read.csv("https://raw.githubusercontent.com/ChristopheHunt/CUNY-DATA624/master/data/TrainImputeData.csv")  
dfPredImp <- read.csv("https://raw.githubusercontent.com/ChristopheHunt/CUNY-DATA624/master/data/PredictImputeData.csv")  
  
dfModImpX <- dfModImp[,!(names(dfModImp) == "PH")]  
dfModImpY <- dfModImp[, names(dfModImp) == "PH"]  
  
dfPredImpX <- dfPredImp[,!(names(dfPredImp) == "PH")]  
dfPredImpY <- dfPredImp[, names(dfPredImp) == "PH"]  
  
#Spatial Sign outlier processing  
dfModImpSsX <- spatialSign(dfModImpX)  
dfPredImpSsX <- spatialSign(dfPredImpX)  
  
#BoxCox Only  
transModB <- preProcess(dfModImpSsX, method = "BoxCox") #transformed all 22 variables  
dfModBX <- predict(transModB, dfModImpSsX)  
  
transPredB <- preProcess(dfPredImpSsX, method = "BoxCox") #transformed 23 variables (should we use the Modeling model from above, instead of predicting model?)  
dfPredBX <- predict(transPredB, dfPredImpSsX)  
  
#BoxCox, Centering, and Scaling  
transModBCS <- preProcess(dfModImpSsX, method = c("BoxCox", "center", "scale")) #22 BC, 35 centered, 35 scaled  
dfModBCSX <- predict(transModBCS, dfModImpSsX)  
  
transPredBCS <- preProcess(dfPredImpSsX, method = c("BoxCox", "center", "scale")) #23 BC, 35 centered, 35 scaled  
dfPredBCSX <- predict(transPredBCS, dfPredImpSsX)  
  
#BoxCox, Centering, Scaling, and PCA  
transModBCSP <- preProcess(dfModImpSsX, method = c("BoxCox", "center", "scale", "pca")) #22 BC, 35 centered, 35 scaled  
dfModBCSPX <- predict(transModBCSP, dfModImpSsX)  
  
transPredBCSP <- preProcess(dfPredImpSsX, method = c("BoxCox", "center", "scale", "pca")) #23 BC, 35 centered, 35 scaled  
dfPredBCSPX <- predict(transPredBCSP, dfPredImpSsX)  
#corrgram(dfModBCSX, order=TRUE,  
# upper.panel=panel.cor, main="Correlation Matrix")  
library(corrplot)  
#install.packages("corrplot")  
correlations <- cor(dfModBCSX)  
corrplot(correlations, order = "hclust", tl.cex = 0.55)  
hc = findCorrelation(correlations, cutoff=0.75)  
length(hc) #18 vars  
  
#Reducing  
dfModBCSRX = dfModBCSX[,-c(hc)] #Box-Cox, Center, Scale  
dfPredBCSRX = dfPredBCSX[,-c(hc)]  
  
dfModBRX = dfModBX[,-c(hc)] #Box-Cox  
dfPredBRX = dfPredBCSX[,-c(hc)]  
  
dfModSRX = dfModImpSsX[,-c(hc)] #Only Spatial Sign  
dfPredSRX = dfPredImpSsX[,-c(hc)]  
set.seed(2017)  
n75 <- floor(0.75 \* nrow(dfBevMod)) #75$ of sample size  
n <- sample(seq\_len(nrow(dfBevMod)), size = n75)  
  
#Box-Cox, Center, Scale  
dfTrainBCSX <- dfModBCSRX[n,]  
dfTestBCSX <- dfModBCSRX[-n,]  
  
#Box-Cox  
dfTrainBX <- dfModBX[n,]  
dfTestBX <- dfModBX[-n,]  
  
#Only Spatial Sign  
dfTrainX <- dfModSRX[n,]  
dfTestX <- dfModSRX[-n,]  
  
#Response variable  
dfTrainY <- dfModImpY[n]  
dfTestY <- dfModImpY[-n]  
knitr::opts\_chunk$set(echo = TRUE)  
library(caret)  
library(mlbench)  
library(MASS)  
library(AppliedPredictiveModeling)  
library(lars)  
library(pls)  
library(elasticnet)  
library(rpart)  
library(e1071)  
set.seed(1234)  
plsFit = plsr(PH ~ ., data=dfModImp, validation="CV")  
pls.pred = predict(plsFit, dfPredImp[1:5, ], ncomp=1:2)  
  
pls.pred  
  
validationplot(plsFit, val.type="RMSEP")  
validationplot(plsFit, val.type="R2")  
  
pls.RMSEP = RMSEP(plsFit, estimate="CV")  
plot(pls.RMSEP, main="RMSEP PLS PH", xlab="Components")  
min\_comp = which.min(pls.RMSEP$val)  
points(min\_comp, min(pls.RMSEP$val), pch=1, col="red", cex=1.5)  
  
min\_comp  
  
plot(plsFit, ncomp=30, asp=1, line=TRUE)  
  
pls.pred2 = predict(plsFit, dfPredImp, ncomp=30)  
pls.pred2  
trainControl <- trainControl(method = "cv", number = 10)  
  
#GLM  
set.seed(1234)  
fit.glm <- train(PH~., data=dfModImp, method="glm", metric="RMSE", trControl=trainControl,  
 tuneLength = 5, preProc = c("center", "scale"))  
fit.glm  
  
#SVM  
set.seed(1234)  
fit.svm <- train(PH~., data=dfModImp, method="svmLinear3", metric="RMSE", trControl=trainControl, tuneLength = 5, svr\_eps = .1, preProc = c("center", "scale"))  
fit.svm  
  
#KNN  
set.seed(1234)  
fit.knn <- train(PH~., data=dfModImp, method="knn", metric="RMSE", trControl=trainControl,  
 tuneLength = 5, preProc = c("center", "scale"))  
fit.knn  
  
#CART  
set.seed(1234)  
fit.cart <- train(PH~., data=dfModImp, method="rpart", metric="RMSE", trControl=trainControl,  
 tuneLength = 5, preProc = c("center", "scale"))  
fit.cart  
  
#Bagged CART  
set.seed(1234)  
fit.bagcart <- train(PH~., data=dfModImp, method="treebag", metric="RMSE", trControl=trainControl,  
 tuneLength = 5, preProc = c("center", "scale"))  
fit.bagcart  
  
#Compare results of the algorithms we ran  
results <- resamples(list(GLM=fit.glm, SVM=fit.svm, KNN=fit.knn, CART=fit.cart, BaggedCart=fit.bagcart))  
  
summary(results)  
  
library(randomForest)  
  
set.seed(1234)  
  
rf <- function(df,y){  
 fitControl <- trainControl(method = "cv",  
 number = 10, #5folds)  
   
rfgrid <- expand.grid(interaction.depth = 2,  
 n.trees = 500,  
 shrinkage = 0.1,  
 n.minobsinnode = 10))  
   
return(train(df, y,   
 method = "randomForest",   
 tuneGrid = rfgrid,   
 trControl = fitControl))  
}  
  
rf.fit.bcsx <- randomForest(dfTrainBCSX, dfTrainY)  
rf.fit.bx <- randomForest(dfTrainBX, dfTrainY)  
rf.fit.x <- randomForest(dfTrainX, dfTrainY)  
list(RMSE\_RF.BCSX = RMSE(predict(rf.fit.bcsx, dfTestBCSX), dfTestY),  
 RMSE\_RF.BCS = RMSE(predict(rf.fit.bx, dfTestBX), dfTestY),  
 RMSE\_RF.X = RMSE(predict(rf.fit.x, dfTestX), dfTestY))  
summary(rf.fit.bx, digit=3)  
plot(rf.fit.bx)  
  
library(caret)  
  
set.seed(1234)  
  
gbm <- function(df,y){  
 fitControl <- trainControl(method = "cv",  
 number = 10)  
   
gbmgrid <- expand.grid(interaction.depth = 2,  
 n.trees = 500,  
 shrinkage = 0.1,  
 n.minobsinnode = 10)  
   
return(train(df, y,   
 method = "gbm",   
 tuneGrid = gbmgrid,   
 trControl = fitControl))  
}  
  
gbm.fit.bcsx <- gbm(dfTrainBCSX, dfTrainY)  
gbm.fit.bx <- gbm(dfTrainBX, dfTrainY)  
gbm.fit.x <- gbm(dfTrainX, dfTrainY)  
list(RMSE\_GBM.BCSX = RMSE(predict(gbm.fit.bcsx, dfTestBCSX), dfTestY),  
 RMSE\_GBM.BCS = RMSE(predict(gbm.fit.bx, dfTestBX), dfTestY),  
 RMSE\_GBM.X = RMSE(predict(gbm.fit.x, dfTestX), dfTestY))  
summary(gbm.fit.bx, digit=3)  
#varImp(gbm.fit.bx)  
library(caret)  
library(tidyverse)  
library(Metrics)  
set.seed(1234)  
  
nnet <- function(df, y){  
   
 fitControl <- trainControl(method = "cv",   
 number = 3,   
 returnResamp = "all")  
   
 nnetGrid <- expand.grid(.decay = c(0, 0.01, .1, .5),  
 .size = c(5:15),  
 .bag = FALSE)  
   
 return(train(df, y,   
 method = "avNNet",   
 tuneGrid = nnetGrid,  
 trControl = fitControl,  
 trace = FALSE,  
 linout = TRUE))  
}  
  
nnet.fit.bcsx <- nnet(dfTrainBCSX, dfTrainY)  
nnet.fit.bx <- nnet(dfTrainBX, dfTrainY)  
nnet.fit.x <- nnet(dfTrainX, dfTrainY)  
list(RMSE\_NNET.BCSX = RMSE(predict(nnet.fit.bcsx, dfTestBCSX), dfTestY),  
 RMSE\_NNET.BCS = RMSE(predict(nnet.fit.bx, dfTestBX), dfTestY),  
 RMSE\_NNET.X = RMSE(predict(nnet.fit.x, dfTestX), dfTestY))  
nnet.fit.bcsx$finalModel  
varImp(nnet.fit.bcsx)  
plot(nnet.fit.bcsx)  
library(caret)  
  
set.seed(1234)  
  
mars <- function(df, y){  
   
 fitControl <- trainControl(method = "cv",   
 number = 3,   
 returnResamp = "all")  
  
 MARSGrid <- expand.grid(degree= 3:5,   
 nprune = seq(20,60,20))  
   
 return(train(df, y,   
 method = "earth",   
 tuneGrid = MARSGrid,  
 trControl = fitControl))  
 }  
  
mars.fit.bcsx <- mars(dfTrainBCSX, dfTrainY)  
mars.fit.bx <- mars(dfTrainBX, dfTrainY)  
mars.fit.x <- mars(dfTrainX, dfTrainY)  
list(RMSE\_MARS.BCSX = RMSE(predict(mars.fit.bcsx, dfTestBCSX), dfTestY),  
 RMSE\_MARS.BCS = RMSE(predict(mars.fit.bx, dfTestBX), dfTestY),  
 RMSE\_MARS.X = RMSE(predict(mars.fit.x, dfTestX), dfTestY))  
mars.fit.bx$finalModel  
plot(mars.fit.bx)  
varImp(mars.fit.bx)  
list(RMSE\_MARS = RMSE(predict(mars.fit.bx, dfTestBX), dfTestY),  
 RMSE\_NNET = RMSE(predict(nnet.fit.bcsx, dfTestBCSX), dfTestY))  
sessionInfo()  
## NA