You will write **three Python programs** named **hw2a.py**, **hw2b.py**, and **hw2c.py**. Those programs will fulfill all the requirements given in parts a, b, and c below. You will place those four python files into a single compressed file named hw2.zip. You will upload hw2.zip to the Homework 2 dropbox.

How we will grade:

You will test your functions and using the numerical values and mathematical functions given. When we grade your assignment, we will run your program with those given numerical values, looking for correct answers. Then we will change the numerical values (including changing the SIZES of the arrays) and look for correct answers for those modified values as well. We will only use numerical values, array sizes and functions that make sense. We will not be testing your program to see how it handles bad data. As always, commenting your code effectively is important and will be part of the grading. I expect the use of **docstrings** and clear description of the arguments/parameters to functions.

In this assignment, you must use variables, loops, if statements, your own function definitions, and function calls to write the required functions. For now, you may not use any of the powerful functions available in python modules, with these exceptions: you may import and use functions from the **math**, **copy**, and **random** modules.

See your MAE 3013 textbook for a reminder of:

The Simpson’s 1/3 rule for numerical integration (§19.5, p831)

The Secant Method for finding the solution (root or zero) of a nonlinear equation (§19.2, p805)

The use of cofactors and minor matrices for finding determinant of a matrix (§7.7)

The Cramer’s method for solving a matrix equation(§7.7)

a) Write a function defined as: def Probability(PDF, args, c, GT=True):

PDF: is the callback function for the Gaussian/normal probability density function ![](data:image/x-wmf;base64,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), which takes 1 argument in the form of a tuple containing values for *x*, μ (population mean), and σ (population standard deviation).

args: is a tuple containing μ and σ

c: is a floating point value

GT: is a Boolean indicating if we want the probability of x being greater than c (GT==True) or less than c (GT==False)

To find the probability of x<c you should use the Simpson’s 1/3 rule to integrate PDF between the limits of x=μ-5⋅σ to c.

Write and call a **main()** function that uses your **Probability** function to find:

P(x<1|N(0,1)): probability x<1 given a normal distribution of x with μ=0, σ=1

P(x>μ+2σ|N(175, 3))

Print you findings to the console in the following format:

P(x<1.00|N(0,1))=Y.YY

P(x>181.00|N(175,3))=Z.ZZ

b) Write a function defined as: def Secant(fcn, x0, x1, maxiter=10, xtol=1e-5):

Purpose: use the Secant Method to find the root of the callback **fcn**(x), in the neighborhood of x0 and x1.

fcn: the callback function for which we want to find the root

x0 and x1: two x values in the neighborhood of the root

xtol: exit if the |xnewest - xprevious| < xtol

maxiter: exit if the number of iterations (***new x values***) equals this number

return value: the final estimate of the root (most recent new x value)

Write and call a main() function that uses your Secant function to estimate and print the solution of:

![](data:image/x-wmf;base64,183GmgAAAAAAAMAJgAIBCQAAAABQVQEACQAAAw8CAAACAJwAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAKAAsAJCwAAACYGDwAMAE1hdGhUeXBlAABwABIAAAAmBg8AGgD/////AAAQAAAAwP///6P///+ACQAAIwIAAAUAAAAJAgAAAAIFAAAAFAK8AUoFHAAAAPsCCf7jAAAAAACQAQAAAAEAAgAQU3ltYm9sAAAQaGh1L0wKoQAACgD4uwMRB75fdkAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAKAAAAAUAAAAUArwBwwYcAAAA+wIJ/uMAAAAAAJABAAAAAQACABBTeW1ib2wAABBoaHUrTAp5AAAKABi9AxEHvl92QAAAAAQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAACkAAAAFAAAAFAKgAUQCHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAAAACgDYugMRB75fdkAAAAAEAAAALQEAAAQAAADwAQEADwAAADIKAAAAAAUAAAAzY29zMADeAKgAwAAyBAADBQAAABQCoAFMABwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgAAAAoAuL0DEQe+X3ZAAAAABAAAAC0BAQAEAAAA8AEAAAoAAAAyCgAAAAACAAAAeHivBQADBQAAABQCoAE8ARwAAAD7AoD+AAAAAAAAkAEAAAABAAIAEFN5bWJvbAAAEGhodS9MCqMAAAoAuLsDEQe+X3ZAAAAABAAAAC0BAAAEAAAA8AEBAAoAAAAyCgAAAAACAAAALT1aBgADnAAAACYGDwAtAUFwcHNNRkNDAQAGAQAABgEAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAYJRFNNVDYAABNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAEgAIIS9Fj0QvQVD0EA9HX0FQ8h8eQVD0FQ9BAPRF9CX0j0JfQQD0EA9DX0EA9I9F9CpfSPSPQQD0EA9A9I9Bf0j0EA9BKl9EX0X0X0X0X0EPDAEAAQABAgICAgACAAEBAQADAAEABAAACgEAAgCDeAACBIYSIi0CAIgzAAICgmMAAgCCbwACAIJzAAMAAQMAAQACAIN4AAACAJYoAAIAlikAAAIEhj0APQIAiDAAAAAACgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAAAECAiJTeXN0ZW0AWCEAigIAAAoAuEtmWLhLZlghAIoCeNOPAAQAAAAtAQEABAAAAPABAAADAAAAAAA=); with x0=1, x1= 2, maxiter = 5 and xtol = 1e-4

![](data:image/x-wmf;base64,183GmgAAAAAAAKAJgAIBCQAAAAAwVQEACQAAA0oCAAACAKUAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAKAAqAJCwAAACYGDwAMAE1hdGhUeXBlAABwABIAAAAmBg8AGgD/////AAAQAAAAwP///7X///9gCQAANQIAAAUAAAAJAgAAAAIFAAAAFAK8AVwCHAAAAPsCCf7jAAAAAACQAQAAAAEAAgAQU3ltYm9sAAAQaGh1xksKpwAACgC4uwMRB75fdkAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAKHkAAAUAAAAUArwBmwQcAAAA+wIJ/uMAAAAAAJABAAAAAQACABBTeW1ib2wAABBoaHWwSAoCAAAKALi6AxEHvl92QAAAAAQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAACl5AAAFAAAAFAL0AJwGHAAAAPsCIv8AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAAAACgC4uwMRB75fdkAAAAAEAAAALQEAAAQAAADwAQEACQAAADIKAAAAAAEAAAAzebwBBQAAABQCoAE0ABwAAAD7AoD+AAAAAAAAkAEAAAAAAAIAEFRpbWVzIE5ldyBSb21hbgAAAAoA+LoDEQe+X3ZAAAAABAAAAC0BAQAEAAAA8AEAAA8AAAAyCgAAAAAFAAAAY29zMjAAqADAAF8BrgUAAwUAAAAUAqAB0wMcAAAA+wKA/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AAAAKAFi6AxEHvl92QAAAAAQAAAAtAQAABAAAAPABAQAKAAAAMgoAAAAAAgAAAHh4EwIAAwUAAAAUAqABRAUcAAAA+wKA/gAAAAAAAJABAAAAAQACABBTeW1ib2wAABBoaHWwSAoEAAAKAHi6AxEHvl92QAAAAAQAAAAtAQEABAAAAPABAAAKAAAAMgoAAAAAAgAAANc9PwIAA6UAAAAmBg8APwFBcHBzTUZDQwEAGAEAABgBAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGCURTTVQ2AAATV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQAAAoBAAICgmMAAgCCbwACAIJzAAMAAQMAAQACAIgyAAIAg3gAAAIAligAAgCWKQAAAgSGxSLXAgCDeAADABwAAAsBAQEAAgCIMwAAAAoCBIY9AD0CAIgwAAAAAAoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAAABAgIiU3lzdGVtAHEhAIoCAAAKAAVJZnEFSWZxIQCKAnjTjwAEAAAALQEAAAQAAADwAQEAAwAAAAAA); with x0=1, x1= 2, maxiter = 15 and xtol = 1e-8

![](data:image/x-wmf;base64,183GmgAAAAAAAKAJgAIBCQAAAAAwVQEACQAAA0oCAAACAKUAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAKAAqAJCwAAACYGDwAMAE1hdGhUeXBlAABwABIAAAAmBg8AGgD/////AAAQAAAAwP///7X///9gCQAANQIAAAUAAAAJAgAAAAIFAAAAFAK8AVwCHAAAAPsCCf7jAAAAAACQAQAAAAEAAgAQU3ltYm9sAAAQaGh1xksKpwAACgC4uwMRB75fdkAAAAAEAAAALQEAAAkAAAAyCgAAAAABAAAAKHkAAAUAAAAUArwBmwQcAAAA+wIJ/uMAAAAAAJABAAAAAQACABBTeW1ib2wAABBoaHWwSAoCAAAKALi6AxEHvl92QAAAAAQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAACl5AAAFAAAAFAL0AJwGHAAAAPsCIv8AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAAAACgC4uwMRB75fdkAAAAAEAAAALQEAAAQAAADwAQEACQAAADIKAAAAAAEAAAAzebwBBQAAABQCoAE0ABwAAAD7AoD+AAAAAAAAkAEAAAAAAAIAEFRpbWVzIE5ldyBSb21hbgAAAAoA+LoDEQe+X3ZAAAAABAAAAC0BAQAEAAAA8AEAAA8AAAAyCgAAAAAFAAAAY29zMjAAqADAAF8BrgUAAwUAAAAUAqAB0wMcAAAA+wKA/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AAAAKAFi6AxEHvl92QAAAAAQAAAAtAQAABAAAAPABAQAKAAAAMgoAAAAAAgAAAHh4EwIAAwUAAAAUAqABRAUcAAAA+wKA/gAAAAAAAJABAAAAAQACABBTeW1ib2wAABBoaHWwSAoEAAAKAHi6AxEHvl92QAAAAAQAAAAtAQEABAAAAPABAAAKAAAAMgoAAAAAAgAAANc9PwIAA6UAAAAmBg8APwFBcHBzTUZDQwEAGAEAABgBAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGCURTTVQ2AAATV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQAAAoBAAICgmMAAgCCbwACAIJzAAMAAQMAAQACAIgyAAIAg3gAAAIAligAAgCWKQAAAgSGxSLXAgCDeAADABwAAAsBAQEAAgCIMwAAAAoCBIY9AD0CAIgwAAAAAAoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAAABAgIiU3lzdGVtAHEhAIoCAAAKAAVJZnEFSWZxIQCKAnjTjwAEAAAALQEAAAQAAADwAQEAAwAAAAAA) with x0=1, x1= 2, maxiter = 3 and xtol = 1e-8

c) Write a function defined as: def Cramer(Aaug):

Purpose: use Cramer’s method to find the solution to a set of N linear equations expressed in matrix form as **A**x = **b**. Both **A** and **b** are contained in the function argument – Aaug.

Aaug: an augmented matrix containing [A | b ] having N rows and N+1 columns, where N is the number of equations in the set.

return x: the solution vector.

Write and call a main() function that uses your Cramer function to solve and print the solutions to the following sets of linear equations:

![](data:image/x-wmf;base64,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)
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