## MySQL数据库API库

访问MySQL服务器，这需要使用mysqlclient库，MySQL的大多数客户端API（除Java和.NET）都是通过这个库来和MySQL服务器通讯的，而这个库正是使用C语言编写的。

可使用mysql -V 命令查看当前系统内所使用的mysql数据库版本信息。数据库版本为5.6.20版。因此，我们可从帮助手册refman-5.6-en.a4.pdf入手，了解学习MySQL C API使用的一般信息。

从API手册23.8中可获取信息，MySQL客户端使用 libmysqlclient 库内部的函数访问MySQL服务器。因此我们在编程过程中，如若使用到库内的函数，必须链接函数库，对应的要找到头文件所在目录位置、函数库路径。以便我们在使用gcc编译工具时可以填充参数-I、-L、-l。

从手册中可获知，函数库名为mysqlclient。

因此我们使用命令find / -name libmysqlclient\* 查找该库的路径。得到 /usr/lib64/mysql/libmysqlclient.a。

nm /usr/lib64/mysql/libmysqlclient.a命令可查看库内包含的函数。

### 编写hello应用链接函数库

编写一个hello.c应用程序，链接使用该库。

用到头文件 <mysql.h> 可使用locate mysql.h查看其目录位置/usr/include/mysql/mysql.h。

编译引用了库的应用程序。

gcc hello.c -o hello -I/usr/include/mysql/ -L/usr/lib64/mysql/ -lmysqlclient

参见帮助手册refman-5.6-en.a4.pdf：23.8.4.3小节。

## MySQL API常用函数

### 总体印象

使用MySQL库API函数的一般步骤：

a. **初始化.**  MYSQL \*mysql\_init(MYSQL \*mysql)

b. **错误处理** unsigned int mysql\_errno(MYSQL \*mysql)

char \*mysql\_error(MYSQL \*mysql);

c. **建立连接.** MYSQL \*mysql\_real\_connect(MYSQL \*mysql, const char \*host, const char \*user, const char \*passwd,const char \*db, unsigned int port, const char \*unix\_socket, unsigned long client\_flag);

d. **执行SQL语句** int mysql\_query(MYSQL \*mysql, const char \*stmt\_str)

e. **获取结果** MYSQL\_RES \*mysql\_store\_result(MYSQL \*mysql)

MYSQL\_ROW mysql\_fetch\_row(MYSQL\_RES \*result)

f. **释放内存** void mysql\_free\_result(MYSQL\_RES \*result)

g. **关闭连接** void mysql\_close(MYSQL \*mysql)

### 初始化

编写程序测试 初始化函数MYSQL \*mysql\_init(MYSQL \*mysql)。

其中有一种新数据类型MYSQL。可在头文件mysql.h → 263. typedef struct st\_mysql {...} MYSQL;找到其定义。是一个结构体。

处理错误码的函数：unsigned int mysql\_errno(MYSQL \*mysql)

#include <stdio.h>

#include "mysql.h"

int main(void)

{

int i, ret = 0, num = 0;

MYSQL \*mysql = mysql\_init(NULL);

if (mysql == NULL) {

ret = mysql\_errno(mysql);

printf("mysql\_init err:%d\n", ret);

return ret;

}

printf("init ok...\n");

return 0;

}

编译出错，原因是64位Linux环境下，动态库配置不完整。需手动指定编译所用的动态库。根据错误提示分析需要加入如下函数库：

1. \_\_gxx\_personality\_v0 --> -lstdc++ 使用g++相关的环境

2. dlclose/dlopen/dlsym --> -ldl 完成用一个程序加载其他动态库的作用。

3. pthread\_\* --> -lpthread 线程库

4. `my\_getsystime'/`clock\_gettime' --> -lrt librt.so是glibc中对real-time的支持库

使用ldd命令可以查看该可执行文件运行所依赖的库文件。

### Makefile 管理

src = $(wildcard \*.c)

target = $(patsubst %.c, %, $(src))

inc\_path = /usr/include/mysql/

lib\_path = /usr/lib64/mysql/

all: $(target)

%:%.c

gcc $< -o $@ -I$(inc\_path) -L$(lib\_path) -lmysqlclient -lstdc++ -lpthread -ldl -lrt

clean:

-rm -rf $(target)

.PHONY: all clean

注意：在测试makefile时，应先使用-n参数，检查无误再执行。

### 连接数据库关闭连接

依据proc猜想应该是一个类似于connect的函数，查看API文档发现：mysql\_connect();但该函数已经过时，应该使用手册中推荐的mysql\_real\_connect函数取而代之。

MYSQL \*mysql\_real\_connect(MYSQL \*mysql, const char \*host, const char \*user, const char \*passwd, const char \*db, unsigned int port, const char \*unix\_socket, unsigned long client\_flag)

根据手册中的描述，我们可以使用基础的链接方式与MySQL数据库建立连接。

mysql = mysql\_real\_connect(mysql, "localhost", "root", "123456", "mydb61", 0, NULL, 0);

连接数据库成功。对表中数据进行访问，访问结束需调用void mysql\_close(MYSQL \*mysql) 函数关闭连接。该函数在断开连接的同时，还可以解除分配由mysql指向的连接句柄。

mysql\_close(mysql);

### 读取数据

#### 查询表数据

mysql\_query函数不单单能完成查询sql的功能，还能完成非select语句在c程序中的执行。是一个十分万能的c程序中执行SQL语句的函数。并且该函数本身直接支持静态SQL。查询以\0结尾的字符串。如果语句中包含二进制数据，则需要调用mysql\_real\_query来执行查询语句。

函数原型：int mysql\_query(MYSQL \*mysql, const char \*query); 成功返回0，失败返回非0

char \*psql = "select \* from emp";

ret = mysql\_query(mysql, psql);

若执行的是UPDATE, DELETE或INSERT语句，则可通过mysql\_affected\_rows()获知受影响的记录数。

若执行的是SELECT语句，查询结束后，查询结果被保存在mysql句柄中。需要使用获取结果集的API函数将结果集获取出来。有两种方式可以获取结果集。

注意: mysql\_query执行的SQL语句不应为语句添加终结分号（‘;’）或“\g”。

#### 获取结果集

一种方式是通过mysql\_store\_result()将整个结果集全部取回来。另一种方式则是调用mysql\_use\_result()初始化获取操作，但暂时不取回任何记录。视结果集的条目数选择获取结果集的函数。两种方法均通过mysql\_fetch\_row()来访问每一条记录。

MYSQL\_RES \*mysql\_store\_result(MYSQL \*mysql) 成功返回MYSQL\_RES结果集指针，失败返回NULL。

MYSQL\_RES是一个结构体类型，可以从mysql.h头文件中找到该结构体的定义：

mysql.h → 308. typedef struct st\_mysql\_res {...} MYSQL\_RES;

整体获取的结果集，保存在 MYSQL\_RES 结构体指针中，通过检查mysql\_store\_result()是否返回NULL，可检测函数执行是否成功：

MYSQL\_RES \*result = mysql\_store\_result(mysql);

if (result == NULL) {

ret = mysql\_errno(mysql);

printf("mysql\_store\_result error: %s\n", mysql\_error(mysql));

return ret;

}

该函数调用成功，则SQL查询的结果被保存在result中，但我们不清楚有多少条数据。所以应使用游标的方式将结果集中的数据逐条取出。

#### 解析结果集

通过游标一行一行fetch结果集中的数据。根据游标使用的一般特性，应使用循环结构，到达结尾或者出错，返回NULL。

函数原型：MYSQL\_ROW mysql\_fetch\_row(MYSQL\_RES \*result) 成功返回下一行的MYSQL\_ROW结构。如果没有更多要检索的行或出现了错误，返回NULL。-----MYSQL\_ROW定义在118行

select \* from emp 可以看到emp表一共有8列数据。可以循环将每行上每一列的数据显示到屏幕。

MYSQL\_ROW row = NULL; //typedef char \*\*MYSQL\_ROW;

while ((row = mysql\_fetch\_row(result))) {

printf("%s\t%s\t%s\t%s\t%s\t%s\t%s\t%s\n", row[0],row[1],row[2],row[3],row[4],row[5],row[6],row[7]);

}

MYSQL\_ROW的本质是 typedef char \*\* MYSQL\_ROW; 数据信息存储的形式如下图所示：

![C:\Users\afei\Desktop\2016-03-03_000434.png](data:image/png;base64,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)

从mysql.h头文件可查看MYSQL\_ROW定义: 118. typedef char \*\*MYSQL\_ROW; /\*return data as array of string\*/

从上图分析MYSQL\_ROW为什么被定义为char\*\*类型呢？推测mysq\_fetch\_row()的函数实现大致思想如下：

char \*\*mysql\_fetch\_row(){

char \*\*tmp = (char \*\*) malloc(sizeof(char \*) \* 8);

for (i = 0; i < 8; i++) {

tmp[i] = (char \*)malloc(50);

}

strcpy(tmp[0], "7369");

strcpy(tmp[1], "SMITH");

strcpy(tmp[2], "CLERK");

...

return tmp;

}

#### 释放结果集

结果集处理完成，应调用对应的函数释放所占用的内存。

void mysql\_free\_result(MYSQL\_RES \*result); 成功释放参数传递的结果集。没有失败情况。

mysql\_free\_result(result);

思考：上述实现是直接在MySQL工具中数出列数。找寻能获取列数的API函数、获取表头的API函数。

#### 获取列数

查看帮助手册可以看到，有两个函数具备获取列数的功能：

unsigned int mysql\_field\_count(MYSQL \*mysql) 从mysql句柄中获取有多少列。

unsigned int mysql\_num\_fields(MYSQL\_RES \*result) 从返回的结果集中获取有多少列。

选择任意一种方式均可以完成该功能。

int num = mysql\_field\_count(connect);

while (row = mysql\_fetch\_row(result)) {

for (i = 0; i < num; i++) {

printf("%s\t", row[i]);

}

printf("\n");

//printf("%s\t%s\t%s\t%s\t%s\t%s\t%s\t%s\n", row[0],row[1],row[2],row[3],row[4],row[5],row[6],row[7]);

}

#### 获取表头

获取表头的API函数同样有两个：

MYSQL\_FIELD \*mysql\_fetch\_fields(MYSQL\_RES \*result) 全部获取

MYSQL\_FIELD \*mysql\_fetch\_field(MYSQL\_RES \*result) 获取单个

MYSQL\_FIELD也是一个结构体类型，其内部保存了选择列表项的信息，其中的name成员变量就保存着列名。可从头文件mysql.h中94-116行找到其定义。

MYSQL\_FIELD \*fields = NULL;

fields = mysql\_fetch\_fields(result); //得到表头的结构体数组

for (i = 0; i < num; i++) { //已通过 mysql\_field\_count 获取了总列数

printf("%s\t", fields[i].name); //每一列的列名保存在name成员中

}

printf("\n");

### 示例程序

#include <stdio.h>

#include "mysql.h"

int main(void)

{

int i, ret = 0, num = 0;

char \*psql = "select \* from emp";

MYSQL\_RES \*result = NULL;

MYSQL\_FIELD \*fields = NULL;

MYSQL\_ROW row = NULL;

MYSQL \*mysql = mysql\_init(NULL);

if (mysql == NULL) {

ret = mysql\_errno(mysql);

printf("mysql\_init err:%d\n", ret);

return ret;

}

printf("init ok...\n");

mysql = mysql\_real\_connect(mysql, "localhost", "root", "123456", "mydb61", 0, NULL, 0);

if (mysql == NULL) {

ret = mysql\_errno(mysql);

printf("mysql\_init err:%d\n", ret);

return ret;

}

printf("connect ok...\n");

ret = mysql\_query(mysql, psql);

if (ret != 0) {

printf("mysql\_query error: %s\n", mysql\_error(mysql));

return ret;

}

num = mysql\_field\_count(mysql);

result = mysql\_store\_result(mysql);

if (result == NULL) {

ret = mysql\_errno(mysql);

printf("mysql\_store\_result error: %s\n", mysql\_error(mysql));

return ret;

}

fields = mysql\_fetch\_fields(result);

for (i = 0; i < num; i++) {

printf("%10s\t", fields[i].name);

}

printf("\n");

while ((row = mysql\_fetch\_row(result))) {

for (i = 0; i < num; i++) {

printf("%10s\t", row[i]);

}

printf("\n");

}

mysql\_free\_result(result);

mysql\_close(mysql);

return 0;

}

## MySQL tools实现

依托我们所学习的MySQL基础类API函数，可以编写程序实现简单的sqlplus/mysql 工具的功能。

### 思路分析

1. 仿照mysql工具，应在连接数据库成功之后，在一个while循环中不断的接受用户输入的SQL语句。定义char sqlbuf[1024] 存储用户输入的SQL语句。初始化该buf，并提示用户输入SQL语句。使用gets函数在循环中动态接收用户输入。

while (1) {

memset(sqlbuf, 0, sizeof(sqlbuf));

printf("\nYourSQL> ");

fgets(sqlbuf, sizeof(sqlbuf), stdin);

}

1. 在mysql\_query(connect, sqlbuf)之前，如果用户输入了“exit”那么程序直接结束。
2. 在执行完 mysql\_query(connect, sqlbuf)之后，应该判别用户输入的是否为select语句。如不是select语句不需要查询结果集、处理结果集等繁复操作。
3. 如用户输入的是有结果集的SQL语句，将获取列数、获取结果集、获取表头、解析结果集、释放结果集等相关代码一起并入if (strncmp(sqlbuf, "select", 6))中。

测试注意：执行SQL语句时不要在结尾加“;”

### 程序实现

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

#include "mysql.h"

int main(void)

{

int i, ret = 0, num = 0;

//char \*psql = "select \* from emp";

char sqlbuf[1024];

MYSQL \*mysql = mysql\_init(NULL);

if (mysql == NULL) {

ret = mysql\_errno(mysql);

printf("mysql\_init err:%d\n", ret);

return ret;

}

printf("init ok...\n");

mysql = mysql\_real\_connect(mysql, "localhost", "root", "123456", "mydb61", 0, NULL, 0);

if (mysql == NULL) {

ret = mysql\_errno(mysql);

printf("mysql\_init err:%d\n", ret);

return ret;

}

printf("connect ok...\n");

ret = mysql\_query(mysql, "set names utf8");

if (ret != 0) {

printf("mysql\_query error: %s\n", mysql\_error(mysql));

return ret;

}

while (1) { memset(sqlbuf, 0, sizeof(sqlbuf));

printf("YourSQL> ");

fgets(sqlbuf, sizeof(sqlbuf), stdin);

if (strncmp(sqlbuf, "exit", 4) == 0 || strncmp(sqlbuf, "quit", 4) == 0) {

break;

}

ret = mysql\_query(mysql, sqlbuf);

if (ret != 0) {

printf("mysql\_query error: %s\n", mysql\_error(mysql));

return ret;

}

if (strncmp(sqlbuf, "select", 6) == 0 || strncmp(sqlbuf, "SELECT", 6) == 0) {

num = mysql\_field\_count(mysql);

MYSQL\_RES \*result = NULL;

result = mysql\_store\_result(mysql);

if (result == NULL) {

ret = mysql\_errno(mysql);

printf("mysql\_store\_result error: %s\n", mysql\_error(mysql));

return ret;

}

//打印表头

MYSQL\_FIELD \*fields = NULL;

fields = mysql\_fetch\_fields(result);

for (i = 0; i < num; i++) {

printf("%10s\t", fields[i].name);

}

printf("\n");

//解析结果集

MYSQL\_ROW row = NULL; //typedef char \*\*MYSQL\_ROW;

while ((row = mysql\_fetch\_row(result))) {

for (i = 0; i < num; i++) {

printf("%10s\t", row[i]);

}

printf("\n");

}

mysql\_free\_result(result);

} else {

printf("\n--- not select sql---\n");

printf("affected: %ld\n", (long)mysql\_affected\_rows(mysql));

}

}

mysql\_close(mysql);

return 0;

}

### 中文问题：

修改mysql\_real\_connect()参数，连接到表中有中文数据的数据库，如mydb2，执行程序，测试显示中文出现乱码。我们可以使用mysql\_query函数来解决该问题。

在 while (1) 之前使用 ret = mysql\_query(mysql, "set names utf8"); 来设置查询属性(也可以加到while中)。表示在查询的时候使用utf8的形式进行查询。

或者mysql\_set\_character\_set(mysql, "utf8");

获取当前使用的字符集: const char \*mysql\_character\_set\_name(MYSQL \*mysql)

## 预处理类API函数：

该类函数解决问题：处理带有占位符的SQL语句。insert into table111(col1, col2, col3) values(?, ?, ?);

这种SQL语句由两部分组成，一部分是SQL语句体模型部分，另一部分是？所匹配的值。

性能、调优是数据库编程永恒不变的主题！如果能把SQL语句框架预先处理好，当真正要执行SQL语句时只需要发送对应的参数到对应的SQL框架中，就能提高客户端访问服务器的速度，且数据量小，可以减少网络通信量，提高数据传输效率高。

元数据（Metadata）：又称中介数据、中继数据，为描述数据的数据，主要是描述数据属性的信息，用来支持如指示存储位置、历史数据、资源查找、文件记录等功能。

根据API提供的案例学习该部分内容。主要有 4 个函数：

mysql\_stmt\_init() 初始化预处理环境句柄。 返回一个结构体指针 MYSQL\_STMT \*stmt

mysql\_stmt\_prepare() 向上面句柄中添加SQL语句，带有 (?,?,?) 占位符

mysql\_stmt\_param\_count() 求绑定变量的个数(辅助函数)， 有多少个'?'就返回多少

mysql\_stmt\_bind\_param() 将?对应的实参，设置到预处理环境句柄中

mysql\_stmt\_execute() 执行预处理的SQL语句
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在不熟悉这套API函数的情况下，如何能快速的找到一个完整的案例，使用这套函数呢？分析：在以上4个过程中，哪个最重要呢？找到它，去查看API文档！发现有对应的demo程序。将该demo导入到我们的程序中，运行，观察它的作用。

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

#include "mysql.h"

#define STRING\_SIZE 50

#define DROP\_SAMPLE\_TABLE "DROP TABLE IF EXISTS test\_table"

#define CREATE\_SAMPLE\_TABLE "CREATE TABLE test\_table(col1 INT,\

col2 VARCHAR(40),\

col3 SMALLINT,\

col4 TIMESTAMP)"

#define INSERT\_SAMPLE "INSERT INTO test\_table(col1,col2,col3) VALUES(?,?,?)"

int main(void)

{

int ret = 0;

MYSQL \*mysql = mysql\_init(NULL);

if (mysql == NULL) {

//unsigned int mysql\_errno(MYSQL \*mysql)

ret = mysql\_errno(mysql);

printf("mysql\_init err:%d\n", ret);

return ret;

}

printf("init ok...\n");

mysql = mysql\_real\_connect(mysql, "localhost", "root", "123456", "mydb61", 0, NULL, 0);

if (mysql == NULL) {

ret = mysql\_errno(mysql);

printf("mysql\_init err:%d\n", ret);

return ret;

}

printf("connect ok...\n");

////////////////////////以下为demo源码////////////////////////////////

MYSQL\_STMT \*stmt;

MYSQL\_BIND bind[3];

my\_ulonglong affected\_rows;

int param\_count;

short small\_data;

int int\_data;

char str\_data[STRING\_SIZE];

unsigned long str\_length;

my\_bool is\_null;

if (mysql\_query(mysql, DROP\_SAMPLE\_TABLE))

{

fprintf(stderr, " DROP TABLE failed\n");

fprintf(stderr, " %s\n", mysql\_error(mysql));

exit(0);

}

if (mysql\_query(mysql, CREATE\_SAMPLE\_TABLE))

{

fprintf(stderr, " CREATE TABLE failed\n");

fprintf(stderr, " %s\n", mysql\_error(mysql));

exit(0);

}

/\* Prepare an INSERT query with 3 parameters \*/

/\* (the TIMESTAMP column is not named; the server \*/

/\* sets it to the current date and time) \*/

stmt = mysql\_stmt\_init(mysql);

if (!stmt)

{

fprintf(stderr, " mysql\_stmt\_init(), out of memory\n");

exit(0);

}

if (mysql\_stmt\_prepare(stmt, INSERT\_SAMPLE, strlen(INSERT\_SAMPLE)))

{

fprintf(stderr, " mysql\_stmt\_prepare(), INSERT failed\n");

fprintf(stderr, " %s\n", mysql\_stmt\_error(stmt));

exit(0);

}

fprintf(stdout, " prepare, INSERT successful\n");

/\* Get the parameter count from the statement \*/

param\_count= mysql\_stmt\_param\_count(stmt);

fprintf(stdout, " total parameters in INSERT: %d\n", param\_count);

if (param\_count != 3) /\* validate parameter count \*/

{

fprintf(stderr, " invalid parameter count returned by MySQL\n");

exit(0);

}

/\* Bind the data for all 3 parameters \*/

memset(bind, 0, sizeof(bind));

/\* INTEGER PARAM \*/

/\* This is a number type, so there is no need to specify buffer\_length \*/

bind[0].buffer\_type= MYSQL\_TYPE\_LONG;

bind[0].buffer= (char \*)&int\_data;

bind[0].is\_null= 0;

bind[0].length= 0;

/\* STRING PARAM \*/

bind[1].buffer\_type= MYSQL\_TYPE\_STRING;

bind[1].buffer= (char \*)str\_data;

bind[1].buffer\_length= STRING\_SIZE;

bind[1].is\_null= 0;

bind[1].length= &str\_length;

/\* SMALLINT PARAM \*/

bind[2].buffer\_type= MYSQL\_TYPE\_SHORT;

bind[2].buffer= (char \*)&small\_data;

bind[2].is\_null= &is\_null;

bind[2].length= 0;

/\* Bind the buffers \*/

if (mysql\_stmt\_bind\_param(stmt, bind))

{

fprintf(stderr, " mysql\_stmt\_bind\_param() failed\n");

fprintf(stderr, " %s\n", mysql\_stmt\_error(stmt));

exit(0);

}

/\* Specify the data values for the first row \*/

int\_data= 10; /\* integer \*/

strncpy(str\_data, "MySQL", STRING\_SIZE); /\* string \*/

str\_length= strlen(str\_data);

/\* INSERT SMALLINT data as NULL \*/

is\_null= 1;

/\* Execute the INSERT statement - 1\*/

if (mysql\_stmt\_execute(stmt))

{

fprintf(stderr, " mysql\_stmt\_execute(), 1 failed\n");

fprintf(stderr, " %s\n", mysql\_stmt\_error(stmt));

exit(0);

}

/\* Get the total number of affected rows \*/

affected\_rows= mysql\_stmt\_affected\_rows(stmt);

fprintf(stdout, " total affected rows(insert 1): %lu\n",

(unsigned long) affected\_rows);

if (affected\_rows != 1) /\* validate affected rows \*/

{

fprintf(stderr, " invalid affected rows by MySQL\n");

exit(0);

}

/\* Specify data values for second row, then re-execute the statement \*/

int\_data= 1000;

strncpy(str\_data, "The most popular Open Source database", STRING\_SIZE);

str\_length= strlen(str\_data);

small\_data= 1000; /\* smallint \*/

is\_null= 0; /\* reset \*/

/\* Execute the INSERT statement - 2\*/

if (mysql\_stmt\_execute(stmt))

{

fprintf(stderr, " mysql\_stmt\_execute, 2 failed\n");

fprintf(stderr, " %s\n", mysql\_stmt\_error(stmt));

exit(0);

}

/\* Get the total rows affected \*/

affected\_rows= mysql\_stmt\_affected\_rows(stmt);

fprintf(stdout, " total affected rows(insert 2): %lu\n",

(unsigned long) affected\_rows);

if (affected\_rows != 1) /\* validate affected rows \*/

{

fprintf(stderr, " invalid affected rows by MySQL\n");

exit(0);

}

/\* Close the statement \*/

if (mysql\_stmt\_close(stmt))

{

fprintf(stderr, " failed while closing the statement\n");

fprintf(stderr, " %s\n", mysql\_stmt\_error(stmt));

exit(0);

}

mysql\_close(mysql);

printf("hello mysql...\n");

return 0;

}

注意：bind --> mysql.h下 MYSQL\_BIND结构体 bind[3]; 是一个结构体数组。有3个‘?’占位符，所以用三个结构体(数组)来对应保存信息。0->第一列；1->第二列；2->第三列。

mysql.h中查找 MYSQL\_BIND 结构体原型。对比：select \* from teat\_table; 和 desc test\_table; 的查询结果。

帮助理解bind的小程序框架：

typedef struct xxx{

char \*p1;

char \*p2;

char \*p3;

} MYSQL\_BIND;

void saveXXXInfo(MYSQL\_BIND \*bind, int num)

{

insert into test\_table valudes(bind[0].p2, bind[1].p3, bind[2].p1);

}

int main(void)

{

MYSQL\_BIND bind[3];

bind[0].p1 = "类型1"; //第一列

bind[0].p2 = "10";

bind[0].p3 = "其他数据";

bind[1].p1 = "类型"; //第二列

bind[1].p2 = "数据";

bind[1].p3 = "描述";

bind[2].p1 = "p1p1p1"; //第三列

//第四列是时间戳，不需要用户使用?来指定，直接使用了系统时间。

bind[2].p2 = "数据";

bind[2].p3 = "其他限定条件";

saveXXXInfo(bind, 3);

}

## 日期时间类API函数

练习：熟悉上述预处理类工作模式，模拟精简一个将时间插入数据库的程序。将时间存入数据库有两种方式： 1. 使用SQL语句方式

2. 预处理环境句柄变量方式存入

提示：

MYSQL\_TIME ts; 浏览头文件 mysql\_time.h 熟悉MYSQL\_TIME结构体。

MYSQL\_BIND bind[3];

MYSQL\_STMT \*stmt;

可直接使用SQL语句提前创建表test\_table2，也可以使用mysql\_query函数来创建。

create table test\_table2 (date\_field date, time\_field time, timestamp\_field timestamp);

char query[1024] = "INSERT INTO test\_table2(date\_field, time\_field, timestamp\_field) VALUES(?,?,?)";

stmt = mysql\_stmt\_init(mysql);

MYSQL\_TIME 是一个结构体，使用typedef定义。位于mysql\_time.h文件中。

API参考：refman-5.6-en.a4.pdf手册25.2.10. 日期和时间值的C API处理

## 多查询执行的C API函数

一次性执行多条SQL语句，包括select、drop、update、create等。 如：

mysql\_query(mysql,"DROP TABLE IF EXISTS test\_table;\

CREATE TABLE test\_table(id INT);\

INSERT INTO test\_table VALUES(10);\

UPDATE test\_table SET id=20 WHERE id=10;\

SELECT \* FROM test\_table;\

DROP TABLE test\_table");

文档：25.2.9. 多查询执行的C API处理。中文文档只有demo框架。查阅对应英文文档refman-5.6-en.a4.pdf。关键字Multiple 23.8.17

注意：打桩函数——函数接口

if (mysql\_real\_connect (mysql, host\_name, user\_name, password,

db\_name, port\_num, socket\_name, CLIENT\_MULTI\_STATEMENTS) == NULL)

CLIENT\_MULTI\_STATEMENTS：客户端通知Server，将要发送多个SQL语句。

mysql\_field\_count(mysql)：影响的行数。 如：

当select \* from dept; 执行结束，提示：“5 rows in set” 表示影响了4行。

当Create一张表， 执行结束，提示：“Query OK, 0 rows affected (0.01 sec)”

当delete一行， 执行结束，提示：“Query OK, 1 row affected (0.00 sec)”

mysql\_field\_count函数调用后会将影响的行数保存到句柄 mysql 中。

将帮助文档中的demo导入程序，分析与我们之前掌握的API函数间的区别与联系：

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

#include "mysql.h"

void process\_result\_set(MYSQL \*mysql, MYSQL\_RES \*result)

{

int i, num;

num = mysql\_field\_count(mysql);

MYSQL\_FIELD \*fields = NULL;

fields = mysql\_fetch\_fields(result);

for (i = 0; i < num; i++) {

printf("%10s\t", fields[i].name);

}

printf("\n");

MYSQL\_ROW row = NULL;

while ((row = mysql\_fetch\_row(result))) {

for (i = 0; i < num; i++) {

printf("%10s\t", row[i]);

}

printf("\n");

}

}

int main(void)

{

int ret = 0, status = 0;

MYSQL\_RES \*result = NULL;

MYSQL \*mysql = mysql\_init(NULL);

if (mysql == NULL) {

//unsigned int mysql\_errno(MYSQL \*mysql)

ret = mysql\_errno(mysql);

printf("mysql\_init err:%d\n", ret);

return ret;

}

mysql = mysql\_real\_connect(mysql, "localhost", "root", "123456", "mydb61", 0, NULL, CLIENT\_MULTI\_STATEMENTS);

if (mysql == NULL) {

ret = mysql\_errno(mysql);

printf("mysql\_init err:%d\n", ret);

return ret;

}

/////////////////////////////以下为demo源码//////////////////////////////

/\* execute multiple statements \*/

status = mysql\_query(mysql,"DROP TABLE IF EXISTS test\_table;\

CREATE TABLE test\_table(id INT);\

INSERT INTO test\_table VALUES(10);\

UPDATE test\_table SET id=20 WHERE id=10;\

SELECT \* FROM test\_table;");

DROP TABLE test\_table

if (status)

{

printf("Could not execute statement(s)");

mysql\_close(mysql);

exit(0);

}

/\* process each statement result \*/

do {

/\* did current statement return data? \*/

result = mysql\_store\_result(mysql);

if (result)

{

/\* yes; process rows and free the result set \*/

process\_result\_set(mysql, result);

mysql\_free\_result(result);

}

else /\* no result set or error \*/

{

if (mysql\_field\_count(mysql) == 0)

{

printf("%lld rows affected\n",

mysql\_affected\_rows(mysql));

}

else /\* some error occurred \*/

{

printf("Could not retrieve result set\n");

break;

} }

/\* more results? -1 = no, >0 = error, 0 = yes (keep looping) \*/

if ((status = mysql\_next\_result(mysql)) > 0)

printf("Could not execute statement\n");

printf("------------status: %d\n", status);

} while (status == 0);

mysql\_close(mysql);

return 0;

}

process\_result\_set函数是文档中给我们预留的打桩函数，需要我们在使用的过程中，自己实现它。

函数实现就是借助mysql和result两个参数打印一条sql语句查询到的结果集到屏幕。

可以直接使用mysq\_tool.c中if (strncmp(sqlbuf, "select", 6) == 0 || strncmp(sqlbuf, "SELECT", 6) == 0)内的代码。“获取结果集”片段可以删除。“释放结果集”片段可以删除。API示例中含有该部分内容。

常见错误：在process\_result\_set函数实现中，不要使用mysql\_store\_result（mysql）再次获取结果集， 该result已经在API函数接口传入，直接使用参数result即可。否则会出现【段错误】。

## MySQL中的事务

测试MySQL中事务的特性。

MySQL的事务的默认自动提交的，每执行一个sql语句都自动commit

Oracle的事务是自动打开的(以你执行的一条DML语句为标志)，但每次执行需要手动commit

在程序中设置autocommit修改MySQL事务的属性。

set autocommit = 0 禁止自动提交

set autocommit = 1 开启自动提交MySQL中InnoDB引擎才支持事务默认自动提交机制。MYISAM引擎不支持。

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

#include "mysql.h"

#define SET\_TRAN "SET AUTOCOMMIT=0" //手动commit

#define UNSET\_TRAN "SET AUTOCOMMIT=1" //自动commit

//设置事务为手动提交

int mysql\_OperationTran(MYSQL \*mysql)

{

//--开启事务

int ret = mysql\_query(mysql, "start transaction");

if (ret != 0) {

printf("mysql\_OperationTran query start err: %s\n", mysql\_error(mysql));

return ret;

}

//--设置事务为手动提交

ret = mysql\_query(mysql, SET\_TRAN);

if (ret != 0) {

printf("mysql\_OperationTran query set err: %s\n", mysql\_error(mysql));

return ret;

}

return ret;

}

//设置事务为自动提交

int mysql\_AutoTran(MYSQL \*mysql)

{

//--开启事务

int ret = mysql\_query(mysql, "start transaction");

if (ret != 0) {

printf("mysql\_AutoTran query start err: %s\n", mysql\_error(mysql));

return ret;

}

//--设置事务为自动提交

ret = mysql\_query(mysql, UNSET\_TRAN);

if (ret != 0) {

printf("mysql\_AutoTran query set err: %s\n", mysql\_error(mysql));

return ret;

}

return ret;

}

//执行commit，手动提交事务

int mysql\_Commit(MYSQL \*mysql)

{

int ret = mysql\_query(mysql, "COMMIT");

if (ret != 0) {

printf("commit err: %s\n", mysql\_error(mysql));

return ret;

}

return ret;

}

//执行rollback，回滚事务

int mysql\_Rollback(MYSQL \*mysql)

{

int ret = mysql\_query(mysql, "ROLLBACK");

if (ret != 0) {

printf("rollback err: %s\n", mysql\_error(mysql));

return ret;

}

return ret;

}

#define DROP\_SAMPLE\_TABLE "DROP TABLE IF EXISTS test\_table"

#define CREATE\_SAMPLE\_TABLE "CREATE TABLE test\_table(col1 INT,\

col2 VARCHAR(10),\

col3 VARCHAR(10))"

#define sql01 "INSERT INTO test\_table(col1,col2,col3) VALUES(10, 'AAA', 'A1')"

#define sql02 "INSERT INTO test\_table(col1,col2,col3) VALUES(20, 'BBB', 'B2')"

#define sql03 "INSERT INTO test\_table(col1,col2,col3) VALUES(30, 'CCC', 'C3')"

#define sql04 "INSERT INTO test\_table(col1,col2,col3) VALUES(40, 'DDD', 'D4')"

int main(void)

{

int ret = 0;

MYSQL \*mysql = mysql\_init(NULL);

mysql = mysql\_real\_connect(mysql, "localhost", "root", "123456", "mydb2", 0, NULL, 0);

if (mysql == NULL) {

ret = mysql\_errno(mysql);

printf("func mysql\_real\_connect() err：%d\n", ret);

return ret;

}

printf(" --- connect ok......\n");

if (mysql\_query(mysql, DROP\_SAMPLE\_TABLE)) {

fprintf(stderr, " DROP TABLE failed\n");

fprintf(stderr, " %s\n", mysql\_error(mysql));

exit(0);

}

if (mysql\_query(mysql, CREATE\_SAMPLE\_TABLE)) {

fprintf(stderr, " CREATE TABLE failed\n");

fprintf(stderr, " %s\n", mysql\_error(mysql));

exit(0);

}

ret = mysql\_OperationTran(mysql); //开启事务，并修改事务属性为手动commit

if (ret != 0) {

printf("mysql\_OperationTran() err:%d\n", ret);

return ret;

}

ret = mysql\_query(mysql, sql01); //向表中插入第一行数据 ‘AAA’

if (ret != 0) {

printf("mysql\_query() err:%d\n", ret); return ret;

}

ret = mysql\_query(mysql, sql02); //向表中插入第二行数据 ‘BBB’

if (ret != 0) {

printf("mysql\_query() err:%d\n", ret);

return ret;

}

ret = mysql\_Commit(mysql); //手动提交事务

if (ret != 0) {

printf("mysql\_Commit() err:%d\n", ret);

return ret;

}

ret = mysql\_AutoTran(mysql); // =再次= 修改事务属性为【自动】commit

if (ret != 0) {

printf("mysql\_OperationTran() err:%d\n", ret);

return ret;

}

ret = mysql\_OperationTran(mysql); // =再次= 修改事务属性为【手动】commit

if (ret != 0) {

printf("mysql\_OperationTran() err:%d\n", ret);

return ret;

}

ret = mysql\_query(mysql, sql03); //向表中插入第三行数据 ‘CCC’

if (ret != 0) {

printf("mysql\_query() err:%d\n", ret);

return ret;

}

ret = mysql\_query(mysql, sql04); //向表中插入第四行数据 ‘DDD’

if (ret != 0) {

printf("mysql\_query() err:%d\n", ret);

return ret;

}

ret = mysql\_Rollback(mysql); //直接rollback操作

if (ret != 0) {

printf("mysql\_Rollback() err:%d\n", ret);

return ret;

}

//rollback操作是否能回退掉CCC、DDD的值，取决于事务属性。

mysql\_close(mysql);

return 0;

}

对应参考API手册。中文：25.2.3.2. 英文：23.8.7.2