**Assignment -1**

public class FibonacciIterative {

public static long calculateFibonacci(int n) {

if (n <= 1) {

return n;

}

long fibNMinus2 = 0;

long fibNMinus1 = 1;

long fibN = 0;

for (int i = 2; i <= n; i++) {

fibN = fibNMinus1 + fibNMinus2;

fibNMinus2 = fibNMinus1;

fibNMinus1 = fibN;

}

return fibN;

}

public static void main(String[] args) {

int n = 10; // Calculate the 10th Fibonacci number

long startTime = System.nanoTime();

long result = calculateFibonacci(n);

long endTime = System.nanoTime();

System.out.println("Fibonacci(" + n + ") = " + result);

System.out.println("Time taken: " + (endTime - startTime) + " nanoseconds");

}

}

//Output :
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public class FibonacciRecursive {

public static long calculateFibonacci(int n) {

if (n <= 1) {

return n;

}

return calculateFibonacci(n - 1) + calculateFibonacci(n - 2);

}

public static void main(String[] args) {

int n = 10; // Calculate the 10th Fibonacci number

long startTime = System.nanoTime();

long result = calculateFibonacci(n);

long endTime = System.nanoTime();

System.out.println("Fibonacci(" + n + ") = " + result);

System.out.println("Time taken: " + (endTime - startTime) + " nanoseconds");

}

}

//Output:

![](data:image/png;base64,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)

**Assignment -2**

import java.util.Comparator;

import java.util.PriorityQueue;

class HuffmanNode {

char data;

int frequency;

HuffmanNode left, right;

HuffmanNode(char data, int frequency) {

this.data = data;

this.frequency = frequency;

left = right = null;

}

}

class MyComparator implements Comparator<HuffmanNode> {

public int compare(HuffmanNode x, HuffmanNode y) {

return x.frequency - y.frequency;

}

}

class HuffmanEncoding {

public static void printCodes(HuffmanNode root, String code) {

if (root == null) {

return;

}

if (root.data != '$') {

System.out.println(root.data + ":" + code);

}

printCodes(root.left, code + "0");

printCodes(root.right, code + "1");

}

public static void buildHuffmanTree(char[] data, int[] freq, int n) {

PriorityQueue<HuffmanNode> minHeap = new PriorityQueue<>(n, new MyComparator());

for (int i = 0; i < n; i++) {

HuffmanNode node = new HuffmanNode(data[i], freq[i]);

minHeap.add(node);

}

while (minHeap.size() > 1) {

HuffmanNode left = minHeap.poll();

HuffmanNode right = minHeap.poll();

HuffmanNode parent = new HuffmanNode('$', left.frequency + right.frequency);

parent.left = left;

parent.right = right;

minHeap.add(parent);

}

HuffmanNode root = minHeap.poll();

printCodes(root, "");

}

public static void main(String[] args) {

char[] data = { 'a', 'b', 'c', 'd', 'e', 'f' };

int[] freq = { 5, 9, 12, 13, 16, 45 };

int n = data.length;

buildHuffmanTree(data, freq, n);

}

}

//Output:

![](data:image/png;base64,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)

**Assignment -3**

import java.util.Arrays;

import java.util.Comparator;

class Item {

int weight;

int value;

double valuePerWeight;

Item(int weight, int value) {

this.weight = weight;

this.value = value;

this.valuePerWeight = (double) value / weight;

}

}

class FractionalKnapsack {

public static double fractionalKnapsack(int capacity, Item[] items) {

Arrays.sort(items, Comparator.comparingDouble((Item item) -> item.valuePerWeight).reversed());

double totalValue = 0.0;

int remainingCapacity = capacity;

for (Item item : items) {

if (item.weight <= remainingCapacity) {

totalValue += item.value;

remainingCapacity -= item.weight;

} else {

totalValue += (item.valuePerWeight \* remainingCapacity);

break;

}

}

return totalValue;

}

public static void main(String[] args) {

int capacity = 50;

Item[] items = {

new Item(10, 60),

new Item(20, 100),

new Item(30, 120)

};

double maxValue = fractionalKnapsack(capacity, items);

System.out.println("Maximum value that can be obtained: " + maxValue);

}

}

//Output :

![](data:image/png;base64,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)

**Assignment -4**

**1)**

Import java.util.PriorityQueue;

class Node implements Comparable<Node> {

int level;

int profit;

int weight;

double bound;

Node(int level, int profit, int weight) {

this.level = level;

this.profit = profit;

this.weight = weight;

}

@Override

public int compareTo(Node other) {

return Double.compare(other.bound, this.bound);

}

}

class BranchAndBoundKnapsack {

public static double knapsack(int capacity, int[] weights, int[] values, int n) {

PriorityQueue<Node> priorityQueue = new PriorityQueue<>();

Node u, v;

// Initialize the root node.

u = new Node(-1, 0, 0);

u.bound = computeBound(u, capacity, weights, values, n);

double maxProfit = 0.0;

// Add the root node to the priority queue.

priorityQueue.add(u);

while (!priorityQueue.isEmpty()) {

// Get the highest bound node.

u = priorityQueue.poll();

if (u.bound > maxProfit) {

int level = u.level + 1;

// Include the next item.

v = new Node(level, u.profit + values[level], u.weight + weights[level]);

v.bound = computeBound(v, capacity, weights, values, n);

if (v.weight <= capacity && v.profit > maxProfit) {

maxProfit = v.profit;

}

if (v.bound > maxProfit) {

priorityQueue.add(v);

}

// Exclude the next item.

v = new Node(level, u.profit, u.weight);

v.bound = computeBound(v, capacity, weights, values, n);

if (v.bound > maxProfit) {

priorityQueue.add(v);

}

}

}

return maxProfit;

}

public static double computeBound(Node node, int capacity, int[] weights, int[] values, int n) {

if (node.weight >= capacity) {

return 0;

}

double bound = node.profit;

int j = node.level + 1;

int totalWeight = node.weight;

while (j < n && totalWeight + weights[j] <= capacity) {

totalWeight += weights[j];

bound += values[j];

j++;

}

if (j < n) {

bound += (capacity - totalWeight) \* ((double) values[j] / weights[j]);

}

return bound;

}

public static void main(String[] args) {

int capacity = 10;

int[] weights = {2, 1, 3, 2};

int[] values = {12, 10, 20, 15};

int n = weights.length;

double maxValue = knapsack(capacity, weights, values, n);

System.out.println("Maximum value that can be obtained: " + maxValue);

}

}

//Output :

![](data:image/png;base64,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)

2)

public class ZeroOneKnapsack {

public static int knapsack(int capacity, int[] weights, int[] values, int n) {

int[][] dp = new int[n + 1][capacity + 1];

for (int i = 0; i <= n; i++) {

for (int w = 0; w <= capacity; w++) {

if (i == 0 || w == 0) {

dp[i][w] = 0;

} else if (weights[i - 1] <= w) {

dp[i][w] = Math.max(values[i - 1] + dp[i - 1][w - weights[i - 1]], dp[i - 1][w]);

} else {

dp[i][w] = dp[i - 1][w];

}

}

}

return dp[n][capacity];

}

public static void main(String[] args) {

int capacity = 10;

int[] weights = {2, 1, 3, 2};

int[] values = {12, 10, 20, 15};

int n = weights.length;

int maxValue = knapsack(capacity, weights, values, n);

System.out.println("Maximum value that can be obtained: " + maxValue);

}

}

//Output :
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**Assignment -5**

public class NQueensWithFirstQueenPlaced {

public static void printBoard(int[][] board) {

int n = board.length;

System.out.println();

for (int i = 0; i < n; i++) {

for (int j = 0; j < n; j++) {

System.out.print(board[i][j] + " ");

}

System.out.println();

}

}

public static boolean isSafe(int[][] board, int row, int col) {

int n = board.length;

// Check left side of the current row

for (int i = 0; i < col; i++) {

if (board[row][i] == 1) {

return false;

}

}

// Check upper diagonal on the left side

for (int i = row, j = col; i >= 0 && j >= 0; i--, j--) {

if (board[i][j] == 1) {

return false;

}

}

// Check lower diagonal on the left side

for (int i = row, j = col; i < n && j >= 0; i++, j--) {

if (board[i][j] == 1) {

return false;

}

}

return true;

}

public static boolean solveNQueens(int[][] board, int col) {

int n = board.length;

if (col >= n) {

// All queens are placed, return true

return true;

}

// Try placing the queen in each row of the current column

for (int i = 0; i < n; i++) {

if (isSafe(board, i, col)) {

// Place the queen

board[i][col] = 1;

// Recur to place the rest of the queens

if (solveNQueens(board, col + 1)) {

return true;

}

// If placing the queen in board[i][col] doesn't lead to a solution, backtrack

board[i][col] = 0;

}

}

return false;

}

public static void main(String[] args) {

int n = 8; // Change 'n' to the desired board size

int[][] board = new int[n][n];

// Place the first queen at (0, 0)

board[0][0] = 1;

// Call the backtracking function to solve the rest of the board

if (solveNQueens(board, 1)) {

System.out.println("Solution exists:");

printBoard(board);

} else {

System.out.println("No solution exists.");

}

}

}

//Output :
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