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# ВВЕДЕНИЕ
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Рис.1 - Пример бинарного(двоичного) дерева поиска

Двоичное дерево поиска - это [двоичное дерево](https://ru.wikipedia.org/wiki/%D0%94%D0%B2%D0%BE%D0%B8%D1%87%D0%BD%D0%BE%D0%B5_%D0%B4%D0%B5%D1%80%D0%B5%D0%B2%D0%BE), для которого выполняются следующие дополнительные условия (свойства дерева поиска):

Оба поддерева — левое и правое — являются двоичными деревьями поиска.

У всех узлов левого поддерева произвольного узла X значения ключей данных меньше, нежели значение ключа данных самого узла X.

У всех узлов правого поддерева произвольного узла X значения ключей данных больше либо равны, нежели значение ключа данных самого узла X.

Очевидно, данные в каждом узле должны обладать ключами, на которых определена операция сравнения меньше.

Особенность же рандомизированного дерева состоит в том, что каждый из узлов бинарного дерева может быть корнем с вероятностью , где — количество узлов дерева.

Для целей реализации двоичное дерево поиска можно определить так:

Двоичное дерево состоит из узлов (вершин) — записей вида (data, left, right), где data — некоторые данные, привязанные к узлу, left и right — ссылки на узлы, являющиеся детьми данного узла — левый и правый сыновья соответственно. Для осуществления рандомизированности дерева каждый узле также содержит поле size, хранящее значение количества узлов поддерева, корнем которого он является.

Данные (data) обладают ключом (key), на котором определена операция сравнения «меньше». В конкретных реализациях это может быть пара (key, value) — (ключ и значение), или ссылка на такую пару, или простое определение операции сравнения на необходимой структуре данных или ссылке на неё.

Для любого узла X выполняются свойства дерева поиска: key[left[X]] < key[X] ≤ key[right[X]], то есть ключи данных родительского узла больше ключей данных левого сына и нестрого меньше ключей данных правого.

Двоичное дерево поиска не следует путать с [двоичной кучей](https://ru.wikipedia.org/wiki/%D0%94%D0%B2%D0%BE%D0%B8%D1%87%D0%BD%D0%B0%D1%8F_%D0%BA%D1%83%D1%87%D0%B0), построенной по другим правилам.

Основным преимуществом двоичного дерева поиска перед другими [структурами данных](https://ru.wikipedia.org/wiki/%D0%A1%D1%82%D1%80%D1%83%D0%BA%D1%82%D1%83%D1%80%D0%B0_%D0%B4%D0%B0%D0%BD%D0%BD%D1%8B%D1%85) является возможная высокая эффективность реализации основанных на нём алгоритмов [поиска](https://ru.wikipedia.org/wiki/%D0%9F%D0%BE%D0%B8%D1%81%D0%BA_%D0%B4%D0%B0%D0%BD%D0%BD%D1%8B%D1%85) и [сортировки](https://ru.wikipedia.org/wiki/%D0%90%D0%BB%D0%B3%D0%BE%D1%80%D0%B8%D1%82%D0%BC_%D1%81%D0%BE%D1%80%D1%82%D0%B8%D1%80%D0%BE%D0%B2%D0%BA%D0%B8).

Двоичное дерево поиска применяется для построения более абстрактных структур, таких, как [множества](https://ru.wikipedia.org/wiki/%D0%9C%D0%BD%D0%BE%D0%B6%D0%B5%D1%81%D1%82%D0%B2%D0%BE_(%D1%82%D0%B8%D0%BF_%D0%B4%D0%B0%D0%BD%D0%BD%D1%8B%D1%85)), [мультимножества](https://ru.wikipedia.org/wiki/%D0%9C%D1%83%D0%BB%D1%8C%D1%82%D0%B8%D0%BC%D0%BD%D0%BE%D0%B6%D0%B5%D1%81%D1%82%D0%B2%D0%BE), [ассоциативные массивы](https://ru.wikipedia.org/wiki/%D0%90%D1%81%D1%81%D0%BE%D1%86%D0%B8%D0%B0%D1%82%D0%B8%D0%B2%D0%BD%D1%8B%D0%B9_%D0%BC%D0%B0%D1%81%D1%81%D0%B8%D0%B2).

# ЦЕЛЬ РАБОТЫ

Разработать программу работы с рандомизированным бинарным деревом поиска все элементы которого различны. Сгенерировать тестовые данные с критериями. Исследовать зависимость скорости работы алгоритма и глубины полученного дерева от изменения количества входных данных.

# ПОСТАНОВКА ЗАДАЧИ И СПЕЦИФИКАЦИЯ ПРОГРАММЫ

## Постановка задачи.

Для 11 варианта задания необходимо:

По заданному файлу F, все элементы которого различны, построить случайное БДП с рандомизацией. Исследование в среднем и худшем случае.

## Спецификация программы.

Входные данные: последовательность различных символов, считанная с файла или введенная с консоли. Предусмотрена возможность отсутствия входных данных — программа их генерирует при соответствующей команде.

Выходные данные: дерево, реализованное по принципу БДП и БДП с рандомизацией, время работы алгоритма для обоих случаев, значение глубины, получившихся деревьев для обоих случаев.

# ОПИСАНИЕ АЛГОРИТМА

Для решения задачи построения РБДП используется динамическое представление бинарного дерева поиска. Изначально создается пустое бинарное дерево поиска. Далее последовательно создается бинарное дерево поиска с помощью функции CreateRBST.

Последовательно перебираются все ключи файла F, и для каждого

создается узел, отвечающий условиям: правый сын больше родителя, а левый сын — меньше. При этом каждая вставка элемента может происходить в корень с вероятностью , где — текущее количество узлов дерева.

# ОПИСАНИЕ ОСНОВНЫХ ФУНКЦИЙ И СТРУКТУР ПРОГРАММЫ

## Описание основных функций.

**int GetElements(float \*keys, char\* keys\_ch, char \*str, size\_t fixtype).**

Принимает указатель keys на float и указатель keys\_ch на char, в один из которых потом поместятся значения ключей файла F; строку str в которой хранятся значения ключей файла F; переменную size, хранящую размер типа char или float. В зависимости от значения переменной size функция будет осуществлять считываний символов в массив keys\_ch или в массив keys.

**int fixsize(Node\* tree).**

Принимает указатель на структуру Node. Функция присваивает полю size каждого узла дерева tree значение, равное весам узлов в дереве tree.

**Node\* RotateRight(Node \*tree, size\_t size, int level)** и

**Node\* RotateLeft(Node\* tree, size\_t size, int level).**

RotateRight принимает указатель на Node, который хранит дерево tree; переменную size, хранящую размер типа char или float; переменную level со значение глубины рекурсии функции, которая вызвала RotateRight. Функция осуществляет поворот вправо, благодаря чему левый сын корневого дерева поднимается на один уровень дерева tree.

Функция RotateLeft аналогична функции RotateRight.

**Node\* Insert(Node\* tree, void\* key, size\_t size, int level).**

Принимает указатель на структуру Node, которая хранит дерево tree, переменную key со значением ключа, который нужно вставить в дерево; переменную size со значением размера char или float; переменную level со значением глубины рекурсии. Функция производит обход КЛП дерева tree, и, если текущий узел пуст, то вставляем в него ключ key.

**Node\* InsertRoot(Node\* tree, void\* key, size\_t size, int level).**

Функция InsertRoot аналогична функции Insert, но после вставки в

первый пустой узел функции InsertRoot вызывает фукнции RotateRight

и/или RotateLeft для того, чтобы поднять узел key из положения листа в

положения корня.

**void showtree(Node\* tree, size\_t size).**

Принимает указатель на структуру Node, которая хранит дерево tree и переменную size, хранящую размер типа char или float. С помощью обхода КЛП дерева tree функция выводит на экран значения текущего корня и его детей.

**void delete\_BT(Node\* tree).**

Принимает указатель на структуру Node, которая хранит дерево tree и удаляет все его узлы, совершая обход ЛПК.

**Node\* CreateRBST(Node\* tree, float\* keys\_f, char\* keys\_ch, size\_t type, int size)** и **Node\* CreateBST(Node\* tree, float\* keys\_f, char\* keys\_ch, size\_t type, int size).**

Функции принимают указатель на дерево, указатели на массивы char и float, размер типа дерева и количество узлов дерева. Обе функции обращаются к функциям Insert и InsertRoot, чтобы с помощью цикла создать бинарное дерево поиска с заданным количеством узлов. В случае функции CreateRBST дерево с рандомизацией, CreateBST — обычное.

## Описание структур данных.

typedef struct Node {

void\* key; // значение ключа случайного типа

int size; // размер дерева, корнем которого является ключ

struct Node\* left; // указатель на левого сына

struct Node\* right; // указатель на правого сына

} Node;

# ТЕСТИРОВАНИЕ

Протестируем программу различными способами: с корректными данными и нет.

В табл. 1 предоставлено тестирование программы с корректным вводом данных.

Таблица 1 – Корректное тестирование

|  |  |
| --- | --- |
| Исходные данные | Выходные данные |
| 2  a b c d e | RBST:  [null] <-- [a] --> [b]  [null] <-- [b] --> [c]  [null] <-- [c] --> [d]  [null] <-- [d] --> [e]  [null] <-- [e] --> [null]  BST:  [null] <-- [a] --> [b]  [null] <-- [b] --> [c]  [null] <-- [c] --> [d]  [null] <-- [d] --> [e]  [null] <-- [e] --> [null]  RBST BST  Depth: 5 Depth: 5  Time: 0.0000 Time: 0.0000 |
| 2  a b c d e f | RBST:  [a] <-- [f] --> [null]  [null] <-- [a] --> [b]  [null] <-- [b] --> [c]  [null] <-- [c] --> [d]  [null] <-- [d] --> [e]  [null] <-- [e] --> [null]  BST:  [null] <-- [a] --> [b]  [null] <-- [b] --> [c]  [null] <-- [c] --> [d]  [null] <-- [d] --> [e]  [null] <-- [e] --> [f]  [null] <-- [f] --> [null]  RBST BST  Depth: 6 Depth: 6  Time: 0.0000 Time: 0.0000 |
| 2  2 3.3 3.33 11 100 5 | RBST:  [2] <-- [5] --> [11]  [null] <-- [2] --> [3.3]  [null] <-- [3.3] --> [3.33]  [null] <-- [3.33] --> [null]  [null] <-- [11] --> [100]  [null] <-- [100] --> [null]  BST:  [null] <-- [2] --> [3.3]  [null] <-- [3.3] --> [3.33]  [null] <-- [3.33] --> [11]  [5] <-- [11] --> [100]  [null] <-- [5] --> [null]  [null] <-- [100] --> [null]  RBST BST  Depth: 4 Depth: 5  Time: 0.0000 Time: 0.0000 |
| 2  6.7 6.1 7.2 5.5 3 100 200 | RBST:  [6.7] <-- [100] --> [200]  [6.1] <-- [6.7] --> [7.2]  [5.5] <-- [6.1] --> [null]  [3] <-- [5.5] --> [null]  [null] <-- [3] --> [null]  [null] <-- [7.2] --> [null]  [null] <-- [200] --> [null]  BST:  [6.1] <-- [6.7] --> [7.2]  [5.5] <-- [6.1] --> [null]  [3] <-- [5.5] --> [null]  [null] <-- [3] --> [null]  [null] <-- [7.2] --> [100]  [null] <-- [100] --> [200]  [null] <-- [200] --> [null]  RBST BST  Depth: 5 Depth: 4  Time: 0.0000 Time: 0.0000 |
| 2  h g f e d c b a | RBST:  [b] <-- [c] --> [h]  [a] <-- [b] --> [null]  [null] <-- [a] --> [null]  [g] <-- [h] --> [null]  [f] <-- [g] --> [null]  [e] <-- [f] --> [null]  [d] <-- [e] --> [null]  [null] <-- [d] --> [null]  BST:  [g] <-- [h] --> [null]  [f] <-- [g] --> [null]  [e] <-- [f] --> [null]  [d] <-- [e] --> [null]  [c] <-- [d] --> [null]  [b] <-- [c] --> [null]  [a] <-- [b] --> [null]  [null] <-- [a] --> [null]  RBST BST  Depth: 6 Depth: 8  Time: 0.0000 Time: 0.0000 |
| 2  a z h g b o | RBST:  [a] <-- [o] --> [z]  [null] <-- [a] --> [h]  [g] <-- [h] --> [null]  [b] <-- [g] --> [null]  [null] <-- [b] --> [null]  [null] <-- [z] --> [null]  BST:  [null] <-- [a] --> [z]  [h] <-- [z] --> [null]  [g] <-- [h] --> [o]  [b] <-- [g] --> [null]  [null] <-- [b] --> [null]  [null] <-- [o] --> [null]  RBST BST  Depth: 5 Depth: 5  Time: 0.0000 Time: 0.0000 |
| 2  2 3 105 1 39 | RBST BST  Depth: 4 Depth: 4  Time: 0.0000 Time: 0.0000 |
| 2  a | RBST:  [null] <-- [a] --> [null]  BST:  [null] <-- [a] --> [null]  RBST BST  Depth: 1 Depth: 1  Time: 0.0000 Time: 0.0000 |

В табл. 2 предоставлено тестирование программы с некорректным вводом данных.

Таблица 2 – Некорректное тестирование

|  |  |
| --- | --- |
| Исходные данные | Выходные данные |
| 2  b c d 3 e f | Wrong input!  RBST:  Tree is empty!  BST:  Tree is empty!  RBST BST  Depth: 0 Depth: 0  Time: 0.0000 Time: 0.0000 |
| 2 | wrong input! |

# ИССЛЕДОВАНИЕ

Исследуем как распределяется значение высоты РБДП для разного количества узлов в двух случаях: лучшем и худшем.

Для худшего случая в головной функции сгенерировали массив строго возрастающих чисел. При заполнении обычного БДП таким массивом (перебирая его элементы последовательно) получили бы вырожденный случай – список – и линейное время обхода. В БДП с рандомизацией такой случай не исключен но маловероятен. Запустим программу на тестах для худшего случая для разного количества узлов, причем для каждого количества узлов будем запускать программу 100 раз, а результат усредним. Продемонстрируем зависимость значения высоты РБДП от количества узлов для худшего случая на рис.1: красная линия соответствует линейной зависимости значения высоты БДП, зеленая – зависимости значения высоты РБДП для худшего случая.

![](data:image/png;base64,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)

Рисунок 1 – Зависимость

Из рисунка видим, РБДП с рандомизацией является более сбалансированным даже в худшем случае.

Для среднего случая сгенерировали массив псевдослучайных чисел и таким же образом запустили программу по 100 раз для разного количества узлов, усреднив результат. Кроме, собственно, РБДП также создали БДП из тех же исходных данных и сравнили усредненные значения высоты РБДП и получившиеся значения высоты БДП. Полученная зависимость значения высоты дерева от количества узлов для двух случаев представлена на рис.2: фиолетовая линия – зависимость для БДП, желтая – РБДП.
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Рисунок 2 – Зависимость значения высоты РБДП и БДП от количества узлов в среднем случае.

Из рис. 2 видим, что зависимость для обоих алгоритмов примерно похожа в среднем случае.

Также исследовали скорость выполнения алгоритма построения РБДП, сравнив его со скоростью выполнения алгоритма построения БДП, результат представлен в табл.1 для худшего и лучшего случая.

Таблица 1 – Исследования скорости выполнения алгоритма.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Кол-во узлов | РБДП | | БДП | |
| Средний случай | Худший случай | Средний случай | Худший случай |
| 10 | 0.0000 | 0.0000 | 0.0000 | 0.0000 |
| 100 | 0.0011 | 0.0029 | 0.0007 | 0.0008 |
| 500 | 0.0077 | 0.0679 | 0.0055 | 0.0179 |
| 1000 | 0.0251 | 0.4626 | 0.0301 | 0.0315 |
| 1500 | 0.0482 | 3.9025 | 0.0483 | 0.0705 |
| 2000 | 0.0931 | 4.8556 | 0.1047 | 0.1432 |

Из табл.1 видим, что скорость выполнения алгоритма РБДП и БДП для среднего случая примерно похожи, а для худшего случая РБДП оказывается более медлительным, что объясняется необходимостью применять функции поворота направо и налево (RotateLeft и RotateRight) большее количество раз, так как доставка узлов из положения листа в положение корня требует будет занимать больше времени в худшем случае.

# ЗАКЛЮЧЕНИЕ

В ходе работы была разработана программа, реализующая работу рандомизированного бинарного дерева поиска случайного типа. Была исследована зависимость значения глубины дерева от количества узлов в нем: при увеличении количества узлов значение высоты РБДП будет существенно меньше, чем значение высоты БДП в худшем случае, также РБДП сводит вероятность вырождения бинарного дерева в связный список к минимуму. Согласно полученным данным также, оказалось, что время работы алгоритма построения РБДП в худшем случае будет существенно больше, чем время работы алгоритма построения БДП, а в среднем случае сильной разницы во времени работы двух алгоритмов разницы замечено не было. Полученные результаты примерно совпали теоретическими, согласно которым высота РБДП должна быть примерно в два раза больше, чем высота идеально сбалансированного дерева, — 2\*O(log n).

# ПРИЛОЖЕНИЕ А

**ИСХОДНЫЙ КОД API.h**

typedef struct Node {

void\* key;

int size;

struct Node\* left;

struct Node\* right;

} Node;

int explore(int a, int \*b, int\* c);

int GetDepth(Node\* tree);

Node\* CreateBST(Node\* tree, float\* keys\_f, char\* keys\_ch, size\_t type, int size);

Node\* CreateRBST(Node\* tree, float\* keys\_f, char\* keys\_ch, size\_t type, int size);

int fixsize(Node\* tree);

Node\* RotateRight(Node\* tree, size\_t size, int level);

Node\* RotateLeft(Node\* tree, size\_t size, int level);

Node\* InsertRoot(Node\* tree, void\* key, size\_t size, int level);

Node\* Insert(Node\* tree, void\* key, size\_t size, int level);

void showtree(Node\* tree, size\_t size);

void delete\_BT(Node\* tree);

int GetElements(float\* keys, char\* keys\_ch, char\* str, size\_t fixtype);

# ПРИЛОЖЕНИЕ Б

**ИСХОДНЫЙ КОД cw.c**

#include <stdio.h>

#include <stdlib.h>

#include <ctype.h>

#include <string.h>

#include <time.h>

#include "API.h"

#define N 1000

#define M 2000

int main()

{

srand(time(NULL)); // new settings for random number

char\* str = malloc(sizeof(char) \* N \* 2); // string for keys of RBST

char\* keys\_ch = NULL; // for char keys

float\* keys = NULL; // for float keys

int size = 0; // number of keys

void\* key;

void\* WorstKey = NULL;

void\* MiddleKeyR = NULL;

int flag = 0;

int format; // format of input

size\_t fixtype = 0; // type of keys

float\* middle = NULL;

float\* worst = NULL;

int WRDepth;

int MRDepth;

int WDepth;

int MDepth;

int times[6];

FILE \*f;

printf("Hello! This is randomized binary search tree (RBST) explorer!\nAvailable type of elements: char, float, int\n");

printf("Type '1', if you want input data from file 'input.txt'\nType '2' - from the keyboard\nType '3' - to generate input data: ");

scanf("%d", &format);

char c = getchar(); // takes '\n'

if (format != 1 && format != 2 && format != 3) {

printf("Wrong input format!\n");

return 0;

}

else if (format == 1) { // input from file

if ((f = fopen("input.txt", "r")) == NULL) {

printf("Couldn't open input.txt\n");

return 0;

}

fgets(str, N - 1, f);

printf("You entered: %s\n", str);

fclose(f);

}

else if (format == 2) {

printf("Input elements of RBST: ");

fgets(str, N - 1, stdin);

printf("You entered: %s\n", str);

}

else if (format == 3){

printf("Input number of elements (<=10000): ");

scanf("%d", &size);

c = getchar(); // takes '\n'

f = fopen("output.txt", "a");

fprintf(f, "\n\nИсследование рандомизированного бинарного дерева (RBST).\n\n");

middle = calloc(size, sizeof(float));

worst = calloc(size, sizeof(float));

for(int i = 0; i < size; i++){

middle[i] = rand()%(size\*10);

worst[i] = rand()%(size\*10);

if (i != 0){

while(worst[i] <= worst[i-1]){

worst[i] = worst[i-1] + 1 + rand()%10;

}

}

}

fprintf(f, "Сгенерированные данные для худшего случая (возрастающая последовательность): ");

for(int i = 0; i < size; i++){

fprintf(f, "[%g] ", worst[i]);

}

fprintf(f, "\n\n");

fprintf(f, "Сгенерированные данные для случайного распределения: ");

for(int i = 0; i < size; i++){

fprintf(f, "[%g] ", middle[i]);

}

fprintf(f, "\n\n");

fprintf(f, "Результаты построения RBST и BST на одних исходных данных\n");

fprintf(f, "\nRBST \t\t\t\tBST\n");

}

if (isalpha(str[0])) { // if first element of keys is symbol

fixtype = (sizeof(char));

keys\_ch = malloc(N \* sizeof(\*keys\_ch));

}

else if (isdigit(str[0])) { // if first element of keys is digit

fixtype = (sizeof(float));

keys = calloc(N, sizeof(float));

}

else if (format != 3){

printf("wrong input!\n");

return 0;

}

Node\* treeR = NULL;

Node\* tree = NULL;

Node\* WorstTreeR = NULL;

Node\* MiddleTreeR = NULL;

Node\* WorstTree = NULL;

Node\* MiddleTree = NULL;

size = GetElements(keys, keys\_ch, str, fixtype); // extract elements from string

if (format == 3){

times[0] = clock();

WorstTreeR = CreateRBST(WorstTreeR, worst, keys\_ch, sizeof(float), M);

times[1] = clock();

MiddleTreeR = CreateRBST(MiddleTreeR, middle, keys\_ch, sizeof(float), M);

times[2] = clock();

printf("\nworst randomized case:\n");

showtree(WorstTreeR, sizeof(float));

printf("\n\n");

printf("\nmiddle randomized case:\n");

showtree(MiddleTreeR, sizeof(float));

printf("\n\n");

WRDepth = GetDepth(WorstTreeR);

MRDepth = GetDepth(MiddleTreeR);

delete\_BT(WorstTreeR);

delete\_BT(MiddleTreeR);

times[4] = clock();

MiddleTree = CreateBST(MiddleTree, middle, keys\_ch, sizeof(float), M);

times[5] = clock();

printf("\nmiddle case:\n");

showtree(MiddleTree, sizeof(float));

printf("\n\n");

MDepth = GetDepth(MiddleTree);

fprintf(f, "Глубина (худший): %d\t\t\tГлубина (худший): %d\nГлубина (случайный): %d\t\t\tГлубина (случайный): %d\n", WRDepth, M, MRDepth, MDepth);

fprintf(f, "Время (худший): %.4f\t\t\tВремя (худший): -\nВремя (случайный): %.4f\t\tВремя (случайный): %.4f\n", (float)(times[1] - times[0])/CLOCKS\_PER\_SEC, (float)(times[2] - times[1])/CLOCKS\_PER\_SEC, (float)(times[5] - times[4])/CLOCKS\_PER\_SEC);

fclose(f);

}

else{

times[0] = clock();

treeR = CreateRBST(treeR, keys, keys\_ch, fixtype, size);

times[1] = clock();

times[2] = clock();

tree = CreateBST(tree, keys, keys\_ch, fixtype, size);

times[3] = clock();

printf("\nRBST:\n");

showtree(treeR, fixtype);

printf("\nBST:\n");

showtree(tree, fixtype);

printf("\n\n");

printf("RBST\t\t\t\tBST\n");

printf("Depth: %d\t\t\tDepth: %d\n", GetDepth(treeR), GetDepth(tree));

printf("Time: %.4f\t\t\tTime: %.4f\n", (float)(times[1]-times[0])/CLOCKS\_PER\_SEC, (float)(times[3]-times[2])/CLOCKS\_PER\_SEC);

}

int depths\_mid[100] = {0};

int depths\_wor[100] = {0};

int mid = 0;

int wor = 0;

/\* for(int i = 0; i < 100; i++){

explore(size, &depths\_mid[i], &depths\_wor[i]);

mid += depths\_mid[i];

wor +=depths\_wor[i];

}

printf("%d:\ndepth for worst: %g\ndepth for middle: %g\n", M, (float)(wor/100), (float)(mid/100));

\*/

free(str);

free(keys);

free(keys\_ch);

delete\_BT(tree);

delete\_BT(treeR);

delete\_BT(WorstTree);

delete\_BT(MiddleTree);

free(worst);

free(middle);

return 0;

}

# ПРИЛОЖЕНИЕ B

**ИСХОДНЫЙ КОД API.c**

#include <string.h>

#include <time.h>

#include "API.h"

#define N 1000

#define M 2000

int main()

{

srand(time(NULL)); // new settings for random number

char\* str = malloc(sizeof(char) \* N \* 2); // string for keys of RBST

char\* keys\_ch = NULL; // for char keys

float\* keys = NULL; // for float keys

int size = 0; // number of keys

void\* key;

void\* WorstKey = NULL;

void\* MiddleKeyR = NULL;

int flag = 0;

int format; // format of input

size\_t fixtype = 0; // type of keys

float\* middle = NULL;

float\* worst = NULL;

int WRDepth;

int MRDepth;

int WDepth;

int MDepth;

int times[6];

FILE \*f;

printf("Hello! This is randomized binary search tree (RBST) explorer!\nAvailable type of elements: char, float, int\n");

printf("Type '1', if you want input data from file 'input.txt'\nType '2' - from the keyboard\nType '3' - to generate input data: ");

scanf("%d", &format);

char c = getchar(); // takes '\n'

if (format != 1 && format != 2 && format != 3) {

printf("Wrong input format!\n");

return 0;

}

else if (format == 1) { // input from file

if ((f = fopen("input.txt", "r")) == NULL) {

printf("Couldn't open input.txt\n");

return 0;

}

fgets(str, N - 1, f);

printf("You entered: %s\n", str);

fclose(f);

}

else if (format == 2) {

printf("Input elements of RBST: ");

fgets(str, N - 1, stdin);

printf("You entered: %s\n", str);

}

else if (format == 3){

printf("Input number of elements (<=10000): ");

scanf("%d", &size);

c = getchar(); // takes '\n'

f = fopen("output.txt", "a");

fprintf(f, "\n\nИсследование рандомизированного бинарного дерева (RBST).\n\n");

middle = calloc(size, sizeof(float));

worst = calloc(size, sizeof(float));

for(int i = 0; i < size; i++){

middle[i] = rand()%(size\*10);

worst[i] = rand()%(size\*10);

if (i != 0){

while(worst[i] <= worst[i-1]){

worst[i] = worst[i-1] + 1 + rand()%10;

}

}

}

fprintf(f, "Сгенерированные данные для худшего случая (возрастающая последовательность): ");

for(int i = 0; i < size; i++){

fprintf(f, "[%g] ", worst[i]);

}

fprintf(f, "\n\n");

fprintf(f, "Сгенерированные данные для случайного распределения: ");

for(int i = 0; i < size; i++){

fprintf(f, "[%g] ", middle[i]);

}

fprintf(f, "\n\n");

fprintf(f, "Результаты построения RBST и BST на одних исходных данных\n");

fprintf(f, "\nRBST \t\t\t\tBST\n");

}

if (isalpha(str[0])) { // if first element of keys is symbol

fixtype = (sizeof(char));

keys\_ch = malloc(N \* sizeof(\*keys\_ch));

}

else if (isdigit(str[0])) { // if first element of keys is digit

fixtype = (sizeof(float));

keys = calloc(N, sizeof(float));

}

else if (format != 3){

printf("wrong input!\n");

return 0;

}

Node\* treeR = NULL;

Node\* tree = NULL;

Node\* WorstTreeR = NULL;

Node\* MiddleTreeR = NULL;

Node\* WorstTree = NULL;

Node\* MiddleTree = NULL;

size = GetElements(keys, keys\_ch, str, fixtype); // extract elements from string

if (format == 3){

times[0] = clock();

WorstTreeR = CreateRBST(WorstTreeR, worst, keys\_ch, sizeof(float), M);

times[1] = clock();

MiddleTreeR = CreateRBST(MiddleTreeR, middle, keys\_ch, sizeof(float), M);

times[2] = clock();

printf("\nworst randomized case:\n");

showtree(WorstTreeR, sizeof(float));

printf("\n\n");

printf("\nmiddle randomized case:\n");

showtree(MiddleTreeR, sizeof(float));

printf("\n\n");

WRDepth = GetDepth(WorstTreeR);

MRDepth = GetDepth(MiddleTreeR);

delete\_BT(WorstTreeR);

delete\_BT(MiddleTreeR);

times[4] = clock();

MiddleTree = CreateBST(MiddleTree, middle, keys\_ch, sizeof(float), M);

times[5] = clock();

printf("\nmiddle case:\n");

showtree(MiddleTree, sizeof(float));

printf("\n\n");

MDepth = GetDepth(MiddleTree);

fprintf(f, "Глубина (худший): %d\t\t\tГлубина (худший): %d\nГлубина (случайный): %d\t\t\tГлубина (случайный): %d\n", WRDepth, M, MRDepth, MDepth);

fprintf(f, "Время (худший): %.4f\t\t\tВремя (худший): -\nВремя (случайный): %.4f\t\tВремя (случайный): %.4f\n", (float)(times[1] - times[0])/CLOCKS\_PER\_SEC, (float)(times[2] - times[1])/CLOCKS\_PER\_SEC, (float)(times[5] - times[4])/CLOCKS\_PER\_SEC);

fclose(f);

}

else{

times[0] = clock();

treeR = CreateRBST(treeR, keys, keys\_ch, fixtype, size);

times[1] = clock();

times[2] = clock();

tree = CreateBST(tree, keys, keys\_ch, fixtype, size);

times[3] = clock();

printf("\nRBST:\n");

showtree(treeR, fixtype);

printf("\nBST:\n");

showtree(tree, fixtype);

printf("\n\n");

printf("RBST\t\t\t\tBST\n");

printf("Depth: %d\t\t\tDepth: %d\n", GetDepth(treeR), GetDepth(tree));

printf("Time: %.4f\t\t\tTime: %.4f\n", (float)(times[1]-times[0])/CLOCKS\_PER\_SEC, (float)(times[3]-times[2])/CLOCKS\_PER\_SEC);

}

int depths\_mid[100] = {0};

int depths\_wor[100] = {0};

int mid = 0;

int wor = 0;

/\* for(int i = 0; i < 100; i++){

explore(size, &depths\_mid[i], &depths\_wor[i]);

mid += depths\_mid[i];

wor +=depths\_wor[i];

}

printf("%d:\ndepth for worst: %g\ndepth for middle: %g\n", M, (float)(wor/100), (float)(mid/100));

\*/

free(str);

free(keys);

free(keys\_ch);

delete\_BT(tree);

delete\_BT(treeR);

delete\_BT(WorstTree);

delete\_BT(MiddleTree);

free(worst);

free(middle);

return 0;

}