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# Introduction:

This is a report on the artificial intelligence implemented in a level created and developed in Unity Engine. The implementation of which AI algorithm, its justification along with its advantages and disadvantages, and how it was designed will be mentioned in this report.

# AI Algorithm:

The algorithm used for this level is the Decision Tree algorithm. The tree consists a branch of decision nodes and ends at action nodes. The AI is designed in a way the entity would focus on an object or another entity which is closest to it and decide and act upon it. A couple of decisions and actions that will be performed by the AI entity are listed below.

1. If the entity can’t see another entity, then randomly wander the level.
2. If a power attack pickup is located, the entity will move towards it if it hadn’t picked it up already.
3. If an entity can see another entity, it will move towards it and start attacking once they’re close enough to each other.
4. The entity will not engage its opponent, if its attack power is lower than that of the opponent’s. Instead, it will flee from combat
5. If the entity’s health drops below 25%, it will flee from combat and would start looking for a health kit and then, move towards it if it located one.
6. If the opponent is fleeing, the entity will continue to randomly wander the level

From the behaviours mentioned above, the AI entity decides and behaves accordingly. For some actions, it will have to perform a series of decisions before concluding to an action like for example, engaging the opponent. These decisions can be performed using the ‘if’ keyword in the code but they will be nested, and it will not be very efficient. To overcome this issue, the decision tree algorithm was implemented. The traversal of the tree will start from the root node and make its way down to an action node. The decision nodes will perform the ‘if’ checks and return either true or false. We can then, add two child nodes to this decision node, one of which will be used based on the result received from the decision. If the decision is positive, we will traverse the tree through the true child. With the help of this algorithm, if any changes/updates in the future had to occur, we can easily add new decisions and actions and rework the tree accordingly. This level of comfort wouldn’t be achieved with nested ‘if’ statements. It would be very hard to debug and would make the code untidy and unreadable.

An action node can either contain a single action or a sequence of actions. Sequential actions allow the entity to perform consecutive actions. The entity can perform the next action in the sequence only if its preceding action is completed. A delay can also be added between the execution of the actions.

# Advantages and Disadvantages of the chosen Algorithm:

## Advantages:

One of the advantages of this algorithm is that it’s simple to implement and understand. It uses a simple logic for performing various functions. In other words, it can be said that it’s a formalisation of nested ifs. It is also convenient to make changes to the tree when needed and wouldn’t disrupt the code structure.

## Disadvantages:

The major disadvantage of this algorithm is that it’s only applicable for games of low scope. If implemented for a complex situation, the tree would be enormously large and cause performance issues as the tree traversal would have to take place every frame. It would also start to get very hard to debug and identify bugs or errors. The other disadvantage is that it also requires a proper design which doesn’t accidentally trigger an infinite loop or allow back-tracking.

# Comparison of chosen Algorithm with other Algorithms:

The decision tree algorithm will now be compared with 2 other algorithms. One of them is the state machine algorithm. The state machine algorithm allows the AI entity to be in various states and switch between states when needed to. It’s much simpler to implement than the decision tree but why this wasn’t chosen is because many states will have to implemented for this game level and each state will have to contain an if check or maybe nested ifs to enter another state from the current state. This will unnecessarily complicate the problem and will be difficult to make changes in the future. This algorithm can be used for much a simpler level.

The other algorithm is the neural network.