**Java笔记**

# eclipse 快捷键

使用eclipse的好处：

1．不需要我们手动的编译，只要你保存java文件，那么就会自动编译。

2．可以精准的报错，会自动修复。

**快捷键：**

ctrl+ f11 ：运行

**alt + / ：快速补全**

**shift + ctrl + o ：快速导包**

**ctrl + 2放手后+ l ：快速声明**

ctrl + 1 ：自动修复

ctrl + shift + f ：代码格式化

ctrl + shift + x ：转大写

ctrl + shift + y ：转小写

ctrl + shift + / ：添加多行注释

ctrl + shift + \ ：取消多行注释

ctrl + / ：添加取消单行注释。

ctrl + d ：删除当前行代码

alt + 上下方向键 ：代码移动

**debug调试：**

可以让程序运行到断点的时候停止运行，然后查看当前变量或者是对象的数据。 方便我们分析错误。

step over(F6) ：跳过本本条语句，进入下一个语句

step into(f5) ：进入到指定的方法内部查看.

step return ：结束当前方法。

# 常见的dos命令：

盘: ：进入指定的盘的根目录。

dir ：列出当前控制台所在的路径下的所有文件以及文件夹。

cd 路径 ：进入到指定的路径下。

cd / ：返回当前路径下的根目录。

cd .． ：返回上一级目录。

md 文件夹的名称 ：创建一个文件夹。只会创建一个文件夹。不会创建文件的。

rd 文件夹的名称 ：删除一个指定名字的文件夹。不能删除非空的文件夹。

echo 数据>文件 ：创建一个文件并且写入数据。

type 文件名 ：查看指定文件的数据。

del 文件名 ：删除指定文件名的文件。文件夹名就删除该文件夹中所有文件。

\* ：通配符，通配符可以匹配任何的文件名。

Cls ：清屏（清除以前执行过的命令）

Tab ：内容补全。

上下方向键 ：找回之前敲过的命令。

Exit ：关闭当前窗口。

# jdk1.5的新特性

## 静态导入

静态导入的作用：简化书写。

静态导入仅对于一个类的静态成员起作用、

静态导入的格式：

**import static 包名.类名.静态成员;**

**如：import static java.util.Collections.max;**

**这样在使用时就不用写Collections.max(list)这么长了。写max(list)就可使用。**

**import static java.util.Collections.\*; \*表示通配符**

静态导入要注意的实现：

1．如果静态导入的成员与本类的静态成员同名了，那么在本类中优先使用本类的静态成员， 如果要使用静态导入的方法，那么需要指定类名进行调用。

## 增强for循环

增强for循环的主要作用是： 简化迭代器的书写格式。

**增强for循环的格式：**

**for(元素的数据类型 变量名 : 遍历的目标){ }**

**如：**

**int[] arr = {19,17,18,30};**

**for(int item :arr){**

**System.out.print(item+",");**

**}**

**使用增强for循环的前提： 只有实现了Iterable接口的对象或者是数组对象才能使用。**

增强for循环要注意的细节：

1．增强for循环 的底层还是通过获取迭代器的方式进行遍历的，只不过不需要我们手动获取迭代器而已，所以在使用增强for循环的遍历元素 的过程中不准使用集合

对象改变集合对象中的元素个数。

2．增强for循环与迭代器遍历的区别： 增强for循环只能用于遍历集合的元素，不能增删元素 。 而迭代器的遍历方式可以使用迭代器的方法增删元素。

3．增强for循环使用的时候必须要存在一个遍历的目标对象， 而普通的for循环可以不存在遍历的目标对象。

## 可变参数。

**可变参数的格式：**

**数据类型..． 变量名**

**如：public static void sum(int..．arr){** **}**

**这样不管是多少个int型的调用都可使用。**

可变参数要 注意的事项：

1．如果一个函数的形参使用了可变参数，那么调用该函数的时候可以传递参数也可以不传递参数。

2．可变参数实际上就是一个数组.

3．可变参数必须要位于形参列表中的最后一个位置。

4．一个方法中最多只能使用一个可变参数。

## 自动装箱与自动拆箱

java是面向对象的语言， 任何的事物都使用了一个类进行了描述。 基本类型数据也是一类事物，所以java对于基本类型的数据也使用了对应的类进行了描述，我们把描述基本类型变量的类称作为----- 包装类。

基本数据类型 包装类型

byte Byte

short Short

int Integer

long Long

float Float

double Double

boolean Boolean

char Character

基本数据类型设计出对应的包装类型的好处： 可以让基本数据类型也使用上方法，让功能变得更加强大。

String str = "12";

//功能一：可以把字符串转成数字

int num = Integer.parseInt(str);

System.out.println(num+1);

//功能2： 可以把数字转成指定进制格式的字符串。

int num2 = 10;

System.out.println("二进制："+ Integer.toBinaryString(num2));

System.out.println("八进制："+ Integer.toOctalString(num2));

System.out.println("十六进制："+ Integer.toHexString(num2));\*/

//自动装箱： 自动把基本数据类型转成引用数据类型数据，

/\*ArrayList<Integer> list = new ArrayList<Integer>();

list.add(1); // new Integer(数据)

list.add(2);

\*/

//自动拆箱： 自动把引用数据类型数据转成 基本数据类型.

Integer i = new Integer(10); //引用数据类型数据

System.out.println(2+i); // intValue() 获取基本类型的数据

Integer类内部维护了一个静态的数组，该数组内部存储了-128~127这些数据，当我们创建一个Integer对象的时候，如果数据是落入到了-128~127这个范围之内，那么会直接从数组中获取，而不会创建新的Integer对象。 ----------> 把一些常用的数据事先创建好，然后贡献给大家一起使用 ： 享元模式。

集合： 集合是存储任意对象类型的集合容器。

# 枚举

枚举类的应用场景：一些方法在运行时，它需要的数据不能是任意的，而必须是一定范围内的值 , 这时候我们就可以使用枚举类进行限制。

比如： 一年四季、星期几、方向、性别..．

**定义枚举类的格式：**

**enum 类名{**

**}**

**如： //季节**

**enum Season{**

**SPRING,SUMMER,AUTUMN,WINTER; //枚举值**

**}**

**switch (Season.SUMMER) {**

**case SPRING:**

**System.out.println("春天来了..");break;**

**case SUMMER:**

**System.out.println("夏天到了..");break;**

**}**

**在switch中要写枚举类.枚举值，在case中只需写枚举值。**

枚举类要注意的事项：

1．枚举类是一个特殊的类。

2．枚举值默认的修饰符是： public static final 。

3．枚举值其实就是一个当前枚举类的对象。

4．枚举值必须是枚举类中的第一个语句。

5．枚举类的构造方法默认的修饰符是private，修饰符也必须是private.

6．枚举类允许出现抽象的方法，但是一旦出现了抽象的方法，那么枚举值就必须要实现抽象方法。

如：

enum Direction{

UP("上"){

public void test() {

System.out.println("哈哈，爽吗?");

}

},DOWN("下"){

@Override

public void test() {

System.out.println("呵呵，是向下！！");

}

}; //枚举值

String value; //成员变量

private Direction(String value){

this.value = value;

}

//成员函数

public void print(){

System.out.println("value:"+value);

}

public abstract void test();

}

# IO流

**如果操作的是文本数据时，这时候就应该使用字符流。**

**如果操作的是非文本数据时，这时候则应该使用字节流。**

IO流技术： 解决设备与设备之间的数据传输问题。

比如： 内存 ----- 硬盘 硬盘------> 内存 键盘-----> 内存

## IO技术的应用场景：

导出报表 ，上传大头照、 播放音频文件 、 切水果 、

如果数据想永久性的保存起来，那么数据一般会保存在硬盘上，硬盘的数据一般以文件形式存在。

sun也使用了一个类描述了文件与文件夹————File

## File的构造函数：

**File(String pathname) 指定文件或者文件夹的路径，创建一个File对象**

**File(File parent, String child) 指定父路径与子路径构建一个File对象**

**File(String parent, String child) 指定父路径与子路径构建一个File对象**

## 索引路径

**绝对路径： 指定文件的完整路径创建一个File对象，绝对路径一般以盘符开头。**

**相对路径： 资源文件相对于对当前路径。**

**． 代表是当前路径**

**.． 代表是上一级路径**

**注意：**

**1．如果当前路径与资源文件不是在同一个盘符下，没法写相对路径的。**

**2．在windows操作系统下, 可以使用"\" 与 "/" 作为目录分隔符 , 但是在Unix/Linux的操作系统下只能使用"/"作为目录分隔符。**

## File的常用方法

通过File类常用的方法我们就可以获取以及修改文件 的属性数据。

### 创建：

createNewFile()

在指定位置创建一个空文件，成功就返回true，如果已存在就不创建然后返回false

mkdir()

在指定位置创建目录，这只会创建最后一级目录，如果上级目录不存在就抛异常。

mkdirs()

在指定位置创建目录，这会创建路径中所有不存在的目录。

renameTo(File dest)

重命名文件或文件夹，也可以操作非空的文件夹，文件不同时相当于文件的剪切,剪切时候不能操作非空的文件夹。移动/重命名成功则返回true，失败则返回false。

**如：**

**System.out.println("创建一个空文件："+file.createNewFile());**

**System.out.println("创建一个单级文件夹："+ dir.mkdir());**

**System.out.println("创建一个多级文件夹："+ dir.mkdirs());**

#### renameTo注意事项：

**操作文件：**如果源文件与目标文件在同一级路径下，那么renameTo方法的作用是重命名，如果源文件与目标文件不在同一级目录下，那么renameTo的作用就是剪切。

**操作文件夹：**如果源文件夹与目标文件夹在同一级路径下，那么renameTo方法的作用是重命名, 如果源文件夹与目标文件夹不在同一级目录下,那么renameTo不起作用（不能用于剪切文件夹）。

### 删除：

**delete()**

删除文件或一个空文件夹，如果是文件夹且不为空，则不能删除，成功返回true，失败返回false。**执行就马上删除**

deleteOnExit()

在虚拟机终止时，请求删除此抽象路径名表示的文件或目录，保证程序异常时创建的临时文件也可以被删除。**当jvm退出的时候执行删除动作。**

### 判断：

exists() 判断文件或文件夹是否存在。

isFile() 判断是否是一个文件。如果不存在，则始终为false。

isDirectory() 判断是否是一个目录。如果不存在，则始终为false。

isHidden() 判断是否是一个隐藏的文件或是否是隐藏的目录。

isAbsolute() 测试此抽象路径名是否为绝对路径名。

### 获取：

getName() **获取文件或文件夹的名称**，不包含上级路径。

getPath() 返回绝对路径，可以是相对路径，但是目录要指定

getAbsolutePath() 获取文件的绝对路径，与文件是否存在没关系

length() 获取文件的大小（字节数），如果文件不存在则返回0L（零L），如果是文件夹也返回0L。

getParent() 返回此抽象路径名父目录的路径名字符串；如果此路径名没有指定父目录，则返回null。

lastModified() 获取最后一次被修改的时间。

### 文件夹相关：

staic File[] listRoots() 列出所有的根目录（Window中就是所有系统的盘符）

**File[] files = File.listRoots(); //列出所有的盘符**

list() 返回目录下的文件或者目录名，包含隐藏文件。对于文件这样操作会返回null。

**String[] fileNames = file.list(); //获取当前路径下面的所有子文件名与子文件夹名。**

listFiles() 返回目录下的文件或者目录对象（File类实例），包含隐藏文件。对于文件这样操作会返回null。

**File[] files = file.listFiles(); //把子文件与子目录存储到一个数组中返回。**

**File[] files = dir.listFiles(new JavaFileFilter()); //返回所有符合条件的子文件与子目录**

**JavaFileFilter()是使用的FilenameFilter接口的比较器**

## IO流类别：

### 1．流向划分 ：

输入流

输出流

什么时候使用输入流什么时候使用输出流？

**以当前程序作为参照物，数据流入 则使用输入流， 数据流出则使用输出流。**

### 2．处理的单位：

**字节流：**字节流就是用于 读取文件的字节数据的，读取到的数据不会经过任何的处理

**字符流：**读取到的字节数据还会帮你转换成你看得懂的字符数据，读取的是以字符作单位的数据。 字符流 = 字节流+ 解码

## IO异常处理:

**try{**

**异常代码**

**}catch(IOException e){**

**throw new RuntimeException(e);**

**// 把真正的异常原因包装到RuntimeException中然后再抛出。 （糖衣炮弹）**

**}finally{**

**try{ //关闭资源()**

**if(fileInputStream!=null){**

**fileInputStream.close(); } //关闭资源成功**

**}catch(IOException e){**

**throw new RuntimeException(e); //关闭资源失败**

**}**

**}**

## 字节流

字节流： 读取的数据是以字节为单位的，由8位组成。

### 输入字节流

----------| InputStream 抽象类 所有输入字节流的基类

--------------| FileInputStream 读取文件数据的输入字节流

--------------| BufferedInputStream 缓冲输入字节流

#### 输入字节流FileInputStream：

使用FileInputStream 读取文件数据：

1．找到目标文件

2．建立数据的输入通道

3．读取文件的数据

常用方式：

//使用循环配合缓冲 数组读取

public static void read() throws IOException{

//找到目标文件

File file = new File("F:\\a.txt");

//建立数据的通道

FileInputStream fileInputStream= new FileInputStream(file);

//读取数据

byte[] buf = new byte[1024]; //缓冲字节数组的长度一般都是1024的倍数。

int length = 0 ; //记录本次读取的自己个数。

while((length = fileInputStream.read(buf))!=-1){

System.out.print(new String(buf,0,length));

}

//关闭资源(释放资源文件)

fileInputStream.close();

}

#### 缓冲输入字节流BufferedInputStream

该类的本质其实只是在内部维护了一个8kb的字节数组而已。主要是为了提高我们的读取文件的效率。

缓冲输入字节流的作用： 提高我们读取文件数据的效率。

**凡是缓冲流都没有读写文件的能力，所以要先建立文件与程序的输入通道。**

步骤：

//第一步：找到目标文件

File file = new File("F:\\a.txt");

//第二步：建立文件与程序的输入通道

FileInputStream fileInputStream = new FileInputStream(file);

//第三部：建立缓冲输入字节流

BufferedInputStream bufferedInputStream = new BufferedInputStream(fileInputStream);

//读取文件数据

BuffereInputStream注意的事项：

1．BuffereInputStream 的close方法实际上关闭的就是你传递进去的FileInputStream对象。

### 输出字节流

--------| OutputStream 抽象类 所有输出字节流的父类。

------------| FileOutputStream 向文件输出数据的输出字节流。

------------| BufferedOutputStream 缓冲输出字节流，为了提高写文件数据的效率。

#### 输出字节流FileOutputStream：

使用FileOutputStream步骤：

1．找到目标文件

2．建立数据的输出通道

public static void write() throws IOException{

//找到目标文件

File file = new File("F:\\a.txt");

//建立数据的输出通道

FileOutputStream fileOutputStream = new FileOutputStream(file,true);

//第二个参数为true时，写入文件数据就是以追加的形式写入的

//准备数据， 把数据写出

String str = "\r\nhello world";

//把字符串转成字节数组

byte[] buf = str.getBytes();

//把字节数组写出

fileOutputStream.write(buf);

//关闭资源

fileOutputStream.close();

}

FileOutputStream要注意的细节：

1．new FileOutputStream 的时候，**如果目标文件不存在，那么会先创建目标文件**，然后再写入。

2．**new FileOutputStream(file) 如果目标文件已经存在，那么会先清空目标文件的数据，然后再写入新的数据.**

3．写入数据的时候如果**需要以追加的形式写入，那么需要使用new FileOutputStream(file,true) 这个构造函数**。

4．使用write(int b)方法的时候，虽然参数接受的一个int类型的数据，但是实际上只会把数据的低八位写出，其他24位丢弃。

**write(byte[] b, int off, int len) // 指定开始的索引值与字节个数写出。**

#### 缓冲输出字节流BufferedOutputStream

**BufferedOutputStream 需要注意的事项：**

1．使用BufferedOutputStream的write方法时候，数据其实是写入了BufferedOutputStream内部维护的字节数组中，只有你**调用 BufferedOutputStream的close方法或者是flush方法数据才会真正的写到硬盘上去**或者内部维护的字节数组已经存储满数据了，这时候数据也会写到硬盘上去。

2． BufferedOutputStream 的close方法实际上关闭的就是你传入的OutputStream对象的close方法。

## 字符流

字符流： 读取的数据是以字符为单位的，会把读取到字节数据转换成我们看得懂的字符。

**字符流 = 字节流 + 编码（解码）**

### 输入字符流

-----------| Reader 抽象类 所有输入字符流的基类。

----------------| FileReader 读取文件数据的输入字符流。。

----------------| BufferedReader 缓冲输入字符流。

#### 输入字符流FileReader

FileReader的使用步骤：

1. 找到目标文件。
2. 建立数据的输入通道
3. 读取文件数据
4. 关闭资源

如：

**用法一：**

//找到目标对象

File file = new File("f:\\a.txt");

//建立数据的输入通道

FileReader fileReader = new FileReader(file);

//读取文件数据

int content= 0;

while((content=fileReader.read())!=-1){

**// FileReader的read()方法每次读取一个字符的数据，如果读到了文件末尾返回-1表示。**

System.out.print((char)content);

}

//关闭资源

fileReader.close();

**用法二：**

//找到目标文件

File file = new File("F:\\Demo1.java");

//建立数据的输入通道

FileReader fileReader = new FileReader(file);

//建立缓冲字符数组，读取文件的数据

char[] buf = new char[1024];

int length = 0;

while((length = fileReader.read(buf))!=-1){

// read(char[] buf) 读取到的字符数组存储到了字符数组中，返回了本次读取到的字符个数。

System.out.print(new String(buf,0,length));

}

//关闭资源

fileReader.close();

#### 缓冲输入字符流BufferedReader

该类出现的目的：

提高读取文件字符数据的效率，对FileReader的功能进行了拓展---**readLine()**。

**readLine() //读一行字符**

使用：

//找到目标文件

File file = new File("f:\\a.txt");

//建立文件的输入通道。

FileReader fileReader = new FileReader(file);

//缓冲输入字符流

BufferedReader bufferedReader = new BufferedReader(fileReader);

//读取文件的数据

String line = null;

while((line = bufferedReader.readLine())!=null){

System.out.println(Arrays.toString(line.getBytes()));

}

//关闭资源

bufferedReader.close();

### 输出字符流

-----------| Writer 抽象类 输出字符流的基类。

----------------| FileWriter 向文件写出数据输出字符流。

----------------| BufferedWriter 缓冲输出字符流。

#### 输出字符流FileWriter

FileWriter 使用步骤：

1．找到目标文件

2．建立数据的输出通道

3．写出数据

4．关闭资源

**FileWriter 要注意的事项：**

1．new FileWriter（file）的时候 ，如果目标文件不存在，那么会创建目标文件对象， 如果目标文件已经存在了，那么则不再重新创建。

2．使用new FileWriter（file） 这个构造方法的时候，默认是会先清空文本的数据，然后再写入新的数据。如果需要追加数据则需要使用 new FileWriter(file,true)这个构造方法。

3．**使用FileWriter的write方法的时候，数据是写入了FileWriter内部维护的字符数组中，如果需要把数据真正的写到硬盘上去，需要调用flush方法或者 是close方法 或者是内部维护的字符数组已经满了，这时候也会写到硬盘上。**

#### 缓冲输出字符流BufferedWriter

目的： 为了提高写文件数据的效率以及拓展FileWriter的功能---- **newLine()**

**newLine() //添加一个回车换行 等价于bufferedWriter.write("\r\n");**

使用：

//找到目标文件

File file = new File("f:\\a.txt");

//建立数据输出通道

FileWriter fileWriter = new FileWriter(file,true);

//建立缓冲输出字符流

BufferedWriter bufferedWriter = new BufferedWriter(fileWriter);

//准备数据，把数据写出

bufferedWriter.newLine(); // bufferedWriter.write("\r\n");

bufferedWriter.write("马上你们就要做练习了喔！");

//刷新一个缓冲区

bufferedWriter.close();

## 装饰者设计模式:

**装饰者设计模式： 增强一个类的功能。**

### 装饰者设计模式的步骤：

1．在增强类的内部维护一个被增强类的引用。

2．让增强与被增强类有一个共同父类或者是父接口.

### 装设者设计模式的：

好处：利用了多态达到了类与类之间可以互相的装饰，比较灵活。

缺点： 代码结构不清晰，难以理解。

### 实例：

需求1 ：编写一个类对BufferedReader的功能进行增强， 增强其readLine方法，返回数据带有行号。

需求2 ：编写一个类对BufferedReader的功能进行增强， 增强其readLine方法，返回数据带有分号。

需求3 ：编写一个类对BufferedReader的功能进行增强， 增强其readLine方法，返回数据带有双引号。

需求4 ：编写一个类对BufferedReader的功能进行增强， 增强其readLine方法，返回数据带有行号+ 分号。

需求5 ：编写一个类对BufferedReader的功能进行增强， 增强其readLine方法，返回数据带有行号+ 双引号。

需求6 ：编写一个类对BufferedReader的功能进行增强， 增强其readLine方法，返回数据带有分号+双引号。

需求7 ：编写一个类对BufferedReader的功能进行增强， 增强其readLine方法，返回数据带有行号+ 分号+双引号。

//带行号的缓冲类 增强类

class BufferedLineNum extends BufferedReader{

BufferedReader bufferedReader; // 内部维护一个bufferedReader类，用于指向子类实现多态

int count = 1;

public BufferedLineNum(BufferedReader bufferedReader){

// BufferedReader bufferedReader = new BufferedSemi(); 指向子类

super(bufferedReader);

//该语句是没有任何作用的语句，只不过为了让编译不报错而已。因为父类没有无参的构造方法。

this.bufferedReader = bufferedReader;

}

public String readLine() throws IOException {

String line = bufferedReader.readLine();

// 解决方案：如果这里的readLine方法是BufferedSemi的readline方法那么该问题解决了。

if(line==null){

return null;

}

line = count+":"+line;

count++;

return line;

}

}

//带分号的缓冲输入字符流

class BufferedSemi extends BufferedReader {

//为什么要继承BufferedReader ? 继承是为了让该类的对象可以传递给BuffereLineNum的构造方法。

BufferedReader bufferedReader ; //在内部维护一个需要被增强的类的引用

public BufferedSemi(BufferedReader bufferedReader){

super(bufferedReader);

this.bufferedReader = bufferedReader;

}

public String readLine() throws IOException {

String line = bufferedReader.readLine();

if(line==null){

return null;

}

line = line+";";

return line;

}

}

//带双引号 缓冲类

class BufferedQuto extends BufferedReader{

//在内部维护一个需要被增强的类的引用

BufferedReader bufferedReader ;

public BufferedQuto(BufferedReader bufferedReader){

super(bufferedReader);

this.bufferedReader = bufferedReader;

}

public String readLine() throws IOException {

String line = bufferedReader.readLine();

if(line==null){

return null;

}

line = "\""+line +"\"";

return line;

}

}

public class Demo{

public static void main(String[] args) throws IOException {

File file = new File("F:\\Demo1.java");

//建立缓冲输入流对象

FileReader fileReader = new FileReader(file);

//创建一个缓冲输入字符流对象

BufferedReader bufferedReader = new BufferedReader(fileReader);

//创建一个带行号 的缓冲输入字符流

BufferedLineNum bufferedLineNum = new BufferedLineNum(bufferedReader);

//带分号

BufferedSemi bufferedSemi = new BufferedSemi(bufferedLineNum);

//创建一个带双引号的缓冲类对象

BufferedQuto bufferedQuto = new BufferedQuto(bufferedSemi);

String line = null;

while((line = bufferedQuto.readLine())!=null){

System.out.println(line);

}

}

}

## SequenceInputStream (序列流)

可以把多个输入流串联起来读取，先从第一个开始i读取，然后再下一个....

注：序列流是没有读取文件的能力。

### 构造方法

#### [SequenceInputStream](mk:@MSITStore:C:\Users\Guo\Desktop\JAVA%20API【中文】.CHM::/java/io/SequenceInputStream.html#SequenceInputStream(java.util.Enumeration))([Enumeration](mk:@MSITStore:C:\Users\Guo\Desktop\JAVA%20API【中文】.CHM::/java/util/Enumeration.html)<? extends [InputStream](mk:@MSITStore:C:\Users\Guo\Desktop\JAVA%20API【中文】.CHM::/java/io/InputStream.html)> e)

记住参数来初始化新创建的 SequenceInputStream，该参数必须是生成运行时类型为 InputStream 对象的 Enumeration 型参数。

#### [SequenceInputStream](mk:@MSITStore:C:\Users\Guo\Desktop\JAVA%20API【中文】.CHM::/java/io/SequenceInputStream.html#SequenceInputStream(java.io.InputStream, java.io.InputStream))([InputStream](mk:@MSITStore:C:\Users\Guo\Desktop\JAVA%20API【中文】.CHM::/java/io/InputStream.html) s1, [InputStream](mk:@MSITStore:C:\Users\Guo\Desktop\JAVA%20API【中文】.CHM::/java/io/InputStream.html) s2)

通过记住这两个参数来初始化新创建的 SequenceInputStream（将按顺序读取这两个参数，先读取 s1，然后读取 s2），以提供从此 SequenceInputStream 读取的字节。

### 使用方法

#### 通过Vector得到一个迭代器

1．找到目标文件

File inFile1 = new File("F:\\day01.txt");

…

2．建立数据的输入输出通道

FileOutputStream fileOutputStream = new FileOutputStream(outFile);

…

3．通过Vector得到一个迭代器

Vector<FileInputStream> v = new Vector<FileInputStream>();

v.add(fileInputStream1);

v.add(fileInputStream2);

v.add(fileInputStream3);

Enumeration<FileInputStream> e = v.elements();

5．创建一个序列流对象

SequenceInputStream inputStream = new SequenceInputStream(e);

6．创建缓冲数组，边读边写

byte[] buf = new byte[1024];

int length = 0;

while((length = inputStream.read(buf))!=-1){

fileOutputStream.write(buf,0,length);

}

7．关闭资源

inputStream.close();

fileOutputStream.close();

#### 通过ArrayList得到一个迭代器

…

3．通过ArrayList得到一个迭代器

ArrayList<FileInputStream> list = new ArrayList<FileInputStream>();

list.add(fileInputStream1);

list.add(fileInputStream2);

list.add(fileInputStream3);

**final Iterator<FileInputStream> it = list.iterator();**

//创建一个序列流对象

SequenceInputStream inputStream = new SequenceInputStream(

**new Enumeration<FileInputStream>() {**

**public boolean hasMoreElements() {**

**return it.hasNext();**

**}**

**public FileInputStream nextElement() {**

**return it.next();**

**}**

**}**);

**创建一个Enumeration将Iterator的it.hasNext();和it.next();传入**

## 对象输入输出流

ObjectOutputStream (对象的输出流类) : 该类主要是用于把对象数据写出到文件上的。

writeObject(Objec); //读方法

ObjectInputStrea (对象的输入流类) : 把硬盘中的对象数据读取回来。

readObject(); //写方法

**private static final long serialVersionUID = 1L; 自定义class版本号**

**transient 透明化，将不会存入文件**

### 实例：

//地址类

class Address implements Serializable{

String country;

String city;

public Address(String country, String city) {

super();

this.country = country;

this.city = city;

}

}

//用户类

class User implements Serializable{

**private static final long serialVersionUID = 1L; //自定义class版本号**

Address address = new Address("中国","广州");

String userName;

int password;

**transient int age; //透明化，将不会存入文件**

public User(String userName, int password, int age) {

this.userName = userName;

this.password = password;

this.age =age;

}

public String toString() {

return "用户名："+this.userName+" 密码："+ this.password+" 年龄："+ this.age;

}

}

public class Demo {

public static void main(String[] args) throws Exception {

writeObj();

readObj();

}

//对象的反序列化-----> 读取硬盘中的对象到内存中。

public static void readObj() throws Exception{

//找到目标文件

File file = new File("f:\\obj.txt");

//建立数据的输入流对象

FileInputStream fileInputStream = new FileInputStream(file);

//建立对象的输入流

ObjectInputStream objectInputStream = new ObjectInputStream(fileInputStream);

//读取对象的数据

User user = (User) objectInputStream.readObject();

//反序列化的时候需要创建对象， 创建对象需要依赖什么？ Class文件

System.out.println("对象的信息："+ user);

//关闭资源

objectInputStream close();

}

//把对象写到文件上------>对象的序列化。

public static void writeObj() throws IOException{

User user = new User("admin",123,18);

//找到目标

File file = new File("f:\\obj.txt");

//建立数据的输出通道

FileOutputStream fileOutputStream = new FileOutputStream(file);

//建立对象的输出流对象

ObjectOutputStream objectOutputStream = new ObjectOutputStream(fileOutputStream);

//把对象写出到输出流中

objectOutputStream.writeObject(user);

//关闭资源

objectOutputStream.close();

}

}

#### 对象的输入输出流要注意的实现：

1．使用ObjectOutputStream的writeObject方法时候，只能写出实现了Serializable接口的对象。Serializable 接口没有任何的方法，这种接口我们称作为标识接口。

2．对象反序列化的时候创建对象是不会调用构造方法的。

3．我们把对象写到文件上的时候，文件除了记录对象的一些信息以外，还记录了class的版本号（serialVersionUID）， 这个版本号

是通过一个类的类名、 包名、 工程名、成员一起算出的一个id号。

4．在反序列化的时候，jvm会使用本地class文件算出一个id号与文件记录的id号进行对比，如果不一致，反序列化失败。

**5．如果一个类的成员可能在后期会发生改动，那么可以在序列化之前就指定一个serialVersionUID , 如果一个类一家指定了一个serialVersionUID那么java虚拟机则不会再计算该class文件的serialVersionUID了。**

**6 ．如果一个类的某些成员不想被序列化到硬盘上，可以使用关键字transient修饰。**

**7．如果一个类的内部维护了另外一个类对象，那么另外一个类也必须要实现Serializable接口。**

## 配置文件类Properties

**Properties ----> 配置文件类 属于Map集合体系的。**

### Properties的作用：

#### 1．生成配置文件。

setProperty (key,value) //将指定的键和值添加到Properties对象中

store(FileWriter, "描述文字") //利用Properties生成一个配置文件

#### 2．读取配置。

[load](mk:@MSITStore:D:\教程\说明手册\JAVA%20API【中文】.CHM::/java/util/Properties.html#load(java.io.InputStream))([InputStream](mk:@MSITStore:D:\\教程\\说明手册\\JAVA%20API【中文】.CHM::/java/io/InputStream.html" \o "java.io 中的类) inStream) //加载配置文件到Properties

getProperty(key) //获取指定键的值

setProperty(key,value) //用添加去修改数据

properties.entrySet() //使用从类Hashtable继承的方法去便利数据

### Properties要注意的事项：

1．**往Properties添加数据的时候，千万不要添加非字符串类型的数据**，如果添加了非字符串类型的数据，那么properties的处理方式就是进行强制类型转换，强转报错。

2．如果properties的数据出现了中文字符，那么使用store方法时，千万不要使用字节流，如果使用了字节流，那么默认使用iso8859-1码表进行保存，如果出了

中文数据建议使用字符流。

3．如果修改了properties里面的数据，一定要重新生成一个配置文件。

### 实例：

**//创建一个配置文件，使用setProperty()方法添加可强制添加字符串类型**

public static void createProperties() throws IOException{

//创建一个Properties对象

Properties properties = new Properties();

properties.setProperty("狗娃", "123");

properties.setProperty("狗剩", "234");

properties.setProperty("铁蛋", "456");

**//字节流写入使用FileOutputStream创建**

//FileOutputStream fileOutputStream = new FileOutputStream("f:\\users.properties");

**//字符流写入使用FileWriter创建**

FileWriter fileWriter = new FileWriter("f:\\users.properties");

**//利用Properties生成一个配置文件。**

properties.store(fileWriter, "hello"); //"hello"是一段对参数列表进行描述的文字。

fileWriter.close();

}

**//读取配置文件 ---- 加载配置文件到Properties是使用load方法。**

public static void readProperties() throws IOException{

//创建一个Properties

Properties properties = new Properties();

//建立输入字符流对象

FileReader fileReader = new FileReader("f:\\users.properties");

//加载配置文件的数据到Properties是使用load方法。

properties.load(fileReader);

**//遍历元素**

**Set<Entry<Object, Object>> set = properties.entrySet();**

**for(Entry<Object, Object> entry: set){**

**System.out.println("键："+ entry.getKey()+" 值："+ entry.getValue());**

**}**

//修改狗娃...

properties.setProperty("狗娃", "110");

//重新生成一个配置文件

properties.store(new FileWriter("f:\\users.properties"), "hehe");

fileReader.close();

}

## 打印流 PrintStream

### 打印流的好处：

1．打印流可以打印任意类型的数据。

2．打印流打印任意类型数据之前，会先把数据转成字符串然后再打印出去。

我们使用字节流或者字符流写出int类型数据的时候会比较麻烦，因为我们需要把这些数据线转换成字符串然后我们才能写出去。

### 使用实例：

**PrintStream printStream = new PrintStream(file);**

#### 作用１：可以为我们打印任意类型的数据，而且打印数据之前会先转换成字符串然后再打印。

//找到目标文件

File file = new File("F:\\a.txt");

//建立打印流对象

PrintStream printStream = new PrintStream(file);

//打印数据

printStream.println(97);

printStream.println(true);

printStream.println(3.14);

//关闭资源

printStream.close();

#### 作用2： 收集日志信息

FileOutputStream fileOutputStream = new FileOutputStream(new File("F:\\20150519.log"), true);

PrintStream printStream = new PrintStream(fileOutputStream);

try{

String str=null;

System.out.println("字符个数："+ str.length());

int result = 4/0;

}catch(Exception e){

e.printStackTrace(printStream);

}

**小知识：标准的输出流默认是指控制台，可以进行修改到文件。**

PrintStream printStream = new PrintStream(new File("F:\\b.txt"));

//修改标准的输出流

System.setOut(printStream);

System.out.println("hello"); //这样hello就输入到F:\\b.txt中了

## 编码与解码

### 码表：

ASCII：英文码表，每个字符占1个字节。A是65，a是97

GB2312：兼容ASCII，包含中文，每个英文占1个字节（正数），中文占2个字节（2个负数）。

GBK：兼容GB2312，包含更多中文，每个英文占1个字节（正数），中文占2个字节（第一个负数、第二个可正可负）。

Unicode：国际码表，每个字符占2个字节。Java中存储字符类型就是使用的Unicode编码。

UTF-8：国际码表，英文占1个字节，中文占3个字节。

### 注意事项：

1．我们一般都会让编码与解码使用同样的码表，这样子可以避免出现乱码问题。

2．英文在每个码表中都是兼用的。

3．编码的时候如果使用了unicode码表， 那么默认就会使用utf-16码表。

4．中国的电脑默认是使用GBK码表。

## 转换流

**输入字节流的转换流： InputStreamReader**

**输出字节流的转换流： OutputStreamWriter**

### 转换流的作用：

1．可以把字节流转换成字符流。

2．可以指定任意的码表进行读写数据。

### 使用场景：

因为有些特殊的情况下得到的是字节流所以属于使用到转换流。

### 实例：

#### 把输入字节流转换成了输入字符流

//因InputStream只能获取标准的输入字节流

InputStream in = System.in;

//把字节流转换成字符流，建立缓冲输出字符流。

InputStreamReader inputStreamReader = new InputStreamReader(in);

BufferedReader bufferedReader = new BufferedReader(inputStreamReader);

**通常会把上面三步这样写**

**BufferedReader bufferedReader = new BufferedReader(new InputStreamReader(System.in));**

String line = null;

while((line = bufferedReader.readLine())!=null){ //一次读取一行的功能

System.out.println(line);

}

#### 把输出字节流转换成输出字符流

FileOutputStream fileOutputStream = new FileOutputStream("f:\\a.txt");

String data = "hello world";

//需求：要把输出字节流转换成输出字符流.

//字节流向文件输出数据的时候需要借助String类的getbyte功能，我想使用字符流.

OutputStreamWriter writer = new OutputStreamWriter(fileOutputStream);

//写出数据

writer.write(data);

//关闭资源

writer.close();

#### 指定码表进行写数据

// FileWriter 默认使用的码表是gbk码表，而且不能指定码表写。

FileOutputStream fileOutputStream = new FileOutputStream("f:\\a.txt");

OutputStreamWriter fileWriter = new OutputStreamWriter(fileOutputStream, "utf-8");

fileWriter.write("中国");

fileWriter.close();

#### 指定码表读取数据

//找到文件

FileInputStream fileInputStream = new FileInputStream("F:\\a.txt");

//指定码表读取

InputStreamReader inputStreamReader = new InputStreamReader(fileInputStream,"utf-8");

char[] buf = new char[1024];

int length = 0 ;

while((length = inputStreamReader.read(buf))!=-1){

System.out.println(new String(buf,0,length));

}

inputStreamReader.close();

# 多线程

## 概况

**进程： 正在运行的程序称作为一个进程。 进程负责了内存空间的划分。**

**线程： 线程负责了代码的执行， 线程是进程中的一个代码执行路径。**

**多线程 ： 在一个进程中有多个线程在执行不同的任务代码。**

**疑问：windows号称是多任务的操作系统 , widnows真的在同时运行多个应用程序吗？**

宏观角度，windows确实在同时运行多个应用程序。

微观角度， cpu在做一个快速的切换动作，由于切换的速度比较快，所以我们没有感觉到而已.

**疑问： 以前我们没有学过线程啊，为什么代码还是可以执行呢？**

任何一个java程序在运行的时候，jvm都会为该应用程序创建一个主线程， 主线程的任务就是把main方法的代码执行完毕。

**笔试题目： 一个java应用程序在运行的时候至少有几个线程？**

**2个线程，分别为主线线和圾回收器线程。**

### 多线程的优缺点：

#### 优点：

1．解决在一个进程中可以同时执行多个任务代码的问题。

2．提高了资源利用率。

#### 缺点：

1．增加了cpu的负担。

2．降低了一个进程中线程的执行概率.

3．引发了线程安全问题。

4．引发了死锁现象.

### 线程的状态
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创建：新创建了一个线程对象。

## 如何自定义线程：

**推荐使用： 推荐使用第二种。 因为java是单继承的。**

### 方式一：

1．自定义一个类继承Thread.

2．子类重写run方法，把自定义线程的任务定义在run方法上。

3．创建thread子类的对象，并且调用start方法开启线程。

### 方式二：

1．自定义一个类去实现Runnable接口。

2．实现了Runnable接口的run方法， 把自定义线程的任务定义在run方法上。

3．创建Runnable实现类的对象。

4．创建Thread对象，并且把Runnable实现类对象作为参数传递进去。

**如：Thread thread = new Thread(new Runnable1(),"狗娃");**

5．调用thread对象的start方法开启线程。

**疑问1： 重写run方法的目的是什么？**

每个线程都有自己的任务代码， main线程的任务代码是main方法里面的所有代码， 而自定义线程的任务代码就是run方法中的所有代码。

**疑问2： Runnable实现类对象是线程对象吗？**

runnable实现类的对象并不是一个线程对象，只不过是实现了Runnable接口的对象而已。

**疑问3： 为什么要把Runnable实现类的对象作为参数传递给thread对象呢？作用是什么？**

作用： 是把Runnable实现类的对象的run方法作为了任务代码去执行了。

**注意： run方法千万不能直接调用，直接调用run方法相当于调用了一个普通的方法而已，并没有开启一个新的线程。**

### 线程常用的方法：

Thread(String name) 初始化线程的名字

setName(String name) 设置线程对象名

getName() 返回线程的名字

static sleep() 那个线程执行了sleep的代码 ，那么该线程就会睡眠指定毫秒数。

currentThread() 返回当前执行该方法的线程对象引用。

getPriority() 返回当前线程对象的优先级 默认线程的优先级是5

setPriority(int newPriority) 设置线程的优先级。虽然设置了线程的优先级，但是具体的实现取决于底层的操作系统的实现（最大的优先级是10 ，最小的1 ， 默认是5）。

### 实例1：常用方法实现

public class Demo extends Thread {

**public Demo(String name){**

**super(name); //指定调用Thread类一个参数的构造方法。给线程初始化名字。**

**}**

public void run() {

for(int i = 0 ; i<100 ; i++){

System.out.println(Thread.currentThread().getName()+":"+i);

}

}

public static void main(String[] args) throws Exception {

//创建一个自定义的线程对象

**Demo d = new Demo("狗娃"); //调用Demo类一个参数的构造方法**

d.setPriority(1); //设置优先数

d.start();

System.out.println("自定义线程的优先级："+ d.getPriority());

Thread.sleep(1000); //指定线程睡眠的毫秒数，**出现在那个线程中就睡眠那个**

Thread mainThread = Thread.currentThread() ; //返回当前线程的对象引用

System.out.println("主线程的优先级："+ mainThread.getPriority()); //默认的优先级是5 .

mainThread.setPriority(10);

System.out.println("主线程的名字："+ mainThread.getName());

for(int i = 0 ; i<100 ; i++){

System.out.println(mainThread.getName()+":"+i);

}

}

}

### 实例2：使用线程的第二种创建方式实现买票

class SaleTickets implements Runnable{

int num = 50; //非静态成员变量

public void run() { //this

while(true){

synchronized ("锁") {

if(num>0){

System.out.println(Thread.currentThread().getName()+"卖出了第"+ num+"号票");

num--;

}else{

System.out.println("售罄了...");

break;

}

}

}

}

}

public class Demo {

public static void main(String[] args) {

**SaleTickets saleTickets = new SaleTickets(); //创建Runnable实现类的对象**

**//创建三个线程对象**

Thread t1 = new Thread(saleTickets,"窗口1");

Thread t2 = new Thread(saleTickets,"窗口2");

Thread t3 = new Thread(saleTickets,"窗口3");

**//调用start方法开启线程**

t1.start();

t2.start();

t3.start();

}

}

## 线程安全

**线程安全问题出现的根本原因：**

1．存在着两个或者两个以上的线程。

2．多个线程共享了着一个资源， 而且操作资源的代码有多句。

### 线程安全问题的解决方案：

**推荐使用： 同步代码块**

**推荐的原因：**

1．同步代码块的锁对象可以由我们自己指定，同步函数的锁对象是固定 的。

2．同步代码块可以随意指定那个范围需要被同步，而同步函数必须是整个函数都同步， 代码不灵活。

#### 1．使用同步代码块

格式：

synchronized(锁对象){

需要被同步的代码；

}

**同步代码块要注意的细节：**

1．锁对象可以是任意的一个对象。

2．锁对象必须是多个线程共享的对象（锁对象必须是唯一）。

3．线程调用了sleep方法是不会释放锁对象的。

4．如果不存在着线程安全问题，不要使用同步代码块或者是同步函数，会降低效率的。

#### 2．同步函数

使用synchronized修饰该函数则称作为同步函数。

**同步函数要注意的事项：**

1．非静态同步函数的锁对象是this对象，静态函数的锁对象是当前所属类的class文件对象。

2．同步函数的锁对象是固定的，无法更改。

### 实例：

class SaleTickets extends Thread{

static int num = 50; //非静态成员变量。 非静态成员变量在每个对象中都维护了一份数据。

Static Object o = new Object(); //定义锁对象

public SaleTickets(String name){

super(name); //调用父类一个参数的构造函数，初始化线程的名字。

}

//线程的任务代码...

public void run() {

while(true){

synchronized (o) { //最简单的锁对象是"锁"（也就是一个String类的对象）

if(num>0){

try {

Thread.sleep(100);

System.out.println(Thread.currentThread().getName()+"卖出了"+num+"号票");

num--;

} catch (InterruptedException e) {

e.printStackTrace();

}

}else{

System.out.println("售空了...");

break;

}

}

}

}

}

public class Demo {

public static void main(String[] args) {

//创建线程对象

SaleTickets thread1 = new SaleTickets("窗口1");

SaleTickets thread2 = new SaleTickets("窗口2");

SaleTickets thread3 = new SaleTickets("窗口3");

//开启线程

thread1.start();

thread2.start();

thread3.start();

}

}

### 死锁现象

java同步机制解决了线程安全问题，但是同时也引发了死锁现象。

**死锁现象如何解决呢： 没法解决。 只能尽量的避免死锁现象。**

**死锁现象出现的根本原因：**

1．存在两个或者两个以上的线程存在。

2．多个线程必须共享两个或者两个以上的资源。

## 线程特殊方法

### 守护线程(后台线程)：setDaemon方法

**当前一个java应用只剩下守护线程的时候，那么守护线程马上结束。**

**守护线程应用场景：**

1．新的软件版本下载。

**守护线程要注意的事项：**

1．所有的线程默认都不是守护线程。

#### 使用方法

**线程对象.setDaemon(true) 设置一个线程为守护线程。**

**线程对象.isDaemon 判断一个线程是否为守护线程。**

### 线程让步：join方法

**如果当前线程执行了join方法，那么当前线程就会让步给新加入的线程先完成任务，然后当前线程才继续的执行自己的任务。**

#### 使用方法：

public void run() { //一个线程代码中

…

Son s = new Son(); //另一个线程

s.start();

try {

**s.join(); //当前线程执行了join方法，就会让步给新加入的线程先完成任务。**

} catch (InterruptedException e) {

e.printStackTrace();

}

…

}

## 线程的通讯

当一个线程完成了一个任务的时候，要通知另外一个线程去处理其他的事情。

### 线程通讯的方法：

**wait()** 执行了wait方法的线程，会让该线程进入以锁对象建立的线程池中等待。

**notify()** 唤醒以锁对象建立的线程池中等待线程中的一个。

**notifyAll()** 唤醒以锁对象建立的线程池中等待线程中的所有的线程。

### 线程通讯要注意的事项：

1．wait、notify、notifyAll方法都是属于Object对象的方法。

2．wait、notify方法必须要在同步代码块或者是同步函数中调用。

3．wait、notify方法必须由锁对象调用，否则报错。

4．一个线程执行了wait方法会释放锁对象的。

### 实例：生产者消费者关系

//产品类

class Product{

String name;

int price;

boolean flag ; //产品是否生成完毕的标识。false为还没有生成完毕，true生成完毕。

}

//生产者类

class Producer extends Thread{

//维护一个产品

Product p;

public Producer(Product p){

this.p = p;

}

public void run() {

int i = 0;

while(true){

synchronized (p) {

if(p.flag==false){

if(i%2==0){

p.name = "摩托车";

p.price= 4000;

}else{

p.name = "自行车";

p.price = 300;

}

System.out.println("生产了"+ p.name+" 价格："+ p.price);

i++;

//生成完毕 --- 改标识

p.flag = true;

//唤醒消费者去消费

p.notifyAll();;

}else{

//如果产品已经生产完毕，应该等待消费者先消费

try {

p.wait();

} catch (InterruptedException e) {

e.printStackTrace();

}

}

}

}

}

}

//消费者

class Customer extends Thread{

//产品

Product p;

public Customer(Product p){

this.p = p;

}

public void run() {

while(true){

synchronized (p) {

if(p.flag==true){

System.out.println("消费者消费了："+ p.name+" 价格："+ p.price);

//改标识

p.flag = false;

p.notifyAll();

}else{

//如果产品已经被消费完毕,应该唤醒生产者去生成

try {

p.wait();

} catch (InterruptedException e) {

e.printStackTrace();

}

}

}

}

}

}

public class Demo {

public static void main(String[] args) {

//创建一个产品对象

Product p = new Product();

//创建线程对象

Producer producer = new Producer(p);

Customer customer = new Customer(p);

//启动线程

producer.start();

customer.start();

}

}

## 停止线程： interrupt方法

**停止线程要注意的实现：**

1．我们停止一个线程一般都会配合一个变量去控制。

2．如果我们停止的是一个等待状态下的线程，那么需要配合interrupt方法去使用。

**注：interrupt() 无法停止一个线程，配合一个变量去控制在用interrupt结束线程等待。**

**线程对象.interrupt(); //强制清除指定线程的wait、 sleep状态。**

### 实例：

public class Demo extends Thread {

**boolean flag = true; //控制变量，用于结束线程**

public Demo (String name){

super(name);

}

public synchronized void run() {

int i = 0;

while(flag){

try {

this.wait(); //等待...

} catch (InterruptedException e) {

System.out.println("**父级无错误，子级只能接收错误**");

}

System.out.println(Thread.currentThread().getName()+":"+ i);

i++;

}

}

public static void main(String[] args) {

//创建线程对象

Demo d = new Demo("狗娃");

d.start();

//当主线程的i到80的时候，停止狗娃线程。

for(int i = 0 ; i<100 ; i++){

**if(i==80){**

**d.flag = false; //改变控制变量**

**d.interrupt(); //强制清除wait状态。使线程判断flag== false结束线程**

**}**

System.out.println(Thread.currentThread().getName()+":"+i);

}

}

}

# 网络编程

## 概况

**网络编程**： 不需要依赖浏览器进行通讯． 比如：QQ 、 飞Q 、 红蜘蛛。

**网页编程**： 以html作为基础实现浏览器与服务器之间的通讯。

**计算机网络**： 分布在不同地域的计算机通过外部设备把计算机链接起来，达到了数据输出、共享资源的目的就称作为一个计算机网络。

**计算机与计算机的通讯三要素：**

**1．IP地址**

**2．端口号**

**3．通讯协议**

## IP地址

IP地址的本质是有32个二进制位数组成的， 为了方便人类记录，所以把一个ip地址分成了4段， 每段8个二进制数据。 2^8 = 0~255

IP地址　＝　网络号 + 主机号

**IP的类别：**

A类地址： 一个网络号 + 三个主机号

B类地址： 两个网络号 + 两个主机号

C类地址： 三个网络号 + 一个主机号

## 端口号

端口号的范围：0－65535

公认端口：从0到1023，它们紧密绑定（binding）于一些服务。

注册端口：从1024到49151。它们松散地绑定于一些服务。

动态和/或私有端口：从49152到65535。

**使用1024到65535即可。**

**常用端口**

21 FTP

80 HTTP

443 HTTPS

## IP地址类： InetAddress

java是面向对象的语言，所以java使用了一个类描述了IP地址。

### InetAddress需要掌握的方法

getLocalHost() 返回本机的IP地址对象。

getByName(String host) 指定字符串形式的IP地址或者是主机名创建一个IP地址对象。

getAllByName(String host) 指定字符串形式的IP地址或者是主机名创建一个IP地址对象数组。

getHostAddress() 返回IP地址字符串的表示形式。

getHostName() 返回计算机的名字。

### 使用：

InetAddress address = InetAddress.getLocalHost(); //获取到本机的IP地址对象

InetAddress address = InetAddress.getByName("192.168.10.15"); //获取指定IP的IP地址对象

System.out.println("IP ： "+ address.getHostAddress()); //输出指定IP的IP地址

System.out.println("计算机的名字："+ address.getHostName()); //输出指定IP的计算机名

InetAddress[] addresses = InetAddress.getAllByName("http://www.baidu.com");

//由域名得到百度的服务器IP地址对象数组

## 网络通讯协议

在java中不管是用哪种协议通讯，计算机与计算机之间的通讯我们都统称为Socket(插座)通讯．通讯的两端计算机都必须要安装上Socket。在不同的协议下就应该有不同的插座。

### UDP 用户数据包协议

**特点：**

1. 将数据极其源和目的封装为数据包，不需要建立连接。
2. 每个数据包大小限制在64K中
3. 因为无连接，所以不可靠,数据包会丢失。
4. 效率高。

**常用领域**：物管的对讲机、视频会议、飞Q通讯游戏行业。

### UDP通讯类： UDP分为发送端、接收端

**基于字节数据发送接收，所以需要把数据转成字节使用。**

**DatagramSocket (udp协议的服务类)**

**DatagramPacket (数据包类)**

**DatagramPacket(byte[] buf, int length, InetAddress address, int port)**

**buf: 当前数据的字节数组表示形式。**

**length : 字节数组的长度。**

**address : 发送的IP地址。**

**port: 端口号。**

### 实例：

#### UDP的发送端

public static void main(String[] args) throws Exception {

**//第一步： 建立udp的服务**

DatagramSocket socket = new DatagramSocket();

**//第二步： 准备数据，把数据封装到数据包中**

String data = "这个是我的第一个udp的例子!!";

byte[] buf = data.getBytes();

**DatagramPacket packet = new DatagramPacket(buf, buf.length, InetAddress.getByName("192.168.1.68"),9090);**

**//第三步：调用udp的服务发送数据**

socket.send(packet);

**//第四步：关闭资源(释放端口号)**

socket.close();

}

#### UDP的接收端

public static void main(String[] args) throws IOException {

**//第一步： 建立UDP的服务,并且要监听一个端口**

DatagramSocket socket = new DatagramSocket(9090);

**//第二步： 准备一个空的数据包**

byte[] buf = new byte[1024];

DatagramPacket packet = new DatagramPacket(buf, buf.length);

**//第三步： 调用up的服务接受数据包，数据包是依赖于字节数据存储东西的。**

socket.receive(packet); **// receive()阻塞型的方法， 没有接受数据会一直等待下去。**

System.out.println(packet.getAddress().getHostAddress()+ "接收到的数据："+ **new String(buf,0,packet.getLength())**);

**// getLength() 获取本次接收到的字节个数。**

**// getAddress() 获取对方的IP地址对象 ,**

**//第四步：关闭资源**

socket.close();

}

#### 局域网飞Q群聊

##### 发送端

public class ChatSender extends Thread {

public void run() {

//第一步： 建立udp的服务

DatagramSocket socket = null;

try {

socket = new DatagramSocket();

//第二步：准备数据， 把数据封装到数据包中发送。

**//数据是来自于键盘**

**BufferedReader keyReader = new BufferedReader(new InputStreamReader(System.in));**

String line = null;

DatagramPacket packet = null;

while((**line = keyReader.readLine()**)!=null){

//键盘录入的数据已经封装到了数据包中了。

packet = new **DatagramPacket(line.getBytes(), line.getBytes().length,**

**InetAddress.getByName("192.168.1.255"), 9090)**;

//调用udp的服务发送数据

socket.send(packet);

}

} catch (Exception e) {

e.printStackTrace();

}finally{

//关闭资源

socket.close();

}

}

}

##### 接收端

public class ChatReceive extends Thread {

public void run() {

//第一步： 建立dup的服务

try {

DatagramSocket socket = new DatagramSocket(9090);

//第二步：准备空的数据包，接收数据

byte[] buf = new byte[1024];

DatagramPacket packet = new DatagramPacket(buf, buf.length);

//调用udp的服务不断的接受数据包。

while(true){

socket.receive(packet);

System.out.println(packet.getAddress().getHostAddress()+"说："+

new String(buf,0,packet.getLength()));

}

} catch (IOException e) {

// TODO Auto-generated catch block

e.printStackTrace();

}

}

}

##### 主线程

public class ChatMain {

public static void main(String[] args) {

//创建了接收端与发送端的线程对象

ChatReceive receive = new ChatReceive();

ChatSender sender = new ChatSender();

//启动线程接收与发送数据

receive.start();

sender.start();

}

}

## TCP 传输控制协议

**特点：**

1．发送数据都是需要把数据封装到数据包中再发送 的，面向无连接。

2．数据包大小不能超过64kb。

3．因为UDP协议是面向无连接的， 所以会出现数据包丢失的情况。

4．因为面向无连接，所以速度快。

5．UDP协议是不分客户端与服务端，只分发送端与接收端。

**常用领域**： 打电话、飞Q文件传输。

**数据包在什么情况下会丢失呢：**

1．带宽不足的时候。

2．cpu处理能力不足的时候。

### TCP通讯类： TCP分为客户端、服务端

**基于IO流实现，所以在建立还通讯通道后就像IO流一样的读写了。**

**Socket (客户端类)**

**ServerSocket (服务端类）**

**Socket socket = new Socket(IP地址, 端口号);**

**注意：服务端每获取到一个Socket就会由生成一个通道专门负责这个Socket的操作。**

### 实例：

#### 客户端 Socket

public static void main(String[] args) throws Exception {

**//第一步： 建立tcp的客户端服务**

**Socket socket = new Socket(“192.168.1.64”, 9090);**

**//第二步： 准备数据 , 获取对应的流通道。**

String data = "这个是我第一个tcp的例子";

OutputStream out = socket.getOutputStream();

**//第三步： 可以吧数据写出**

out.write(data.getBytes());

**//客户端要接收服务端回送的数据**

**//获取socket的输入流**

InputStream inputStream = socket.getInputStream();

byte[] buf = new byte[1024];

int length =inputStream.read(buf);

System.out.println("客户端接收到的内容是："+ new String(buf,0,length));

**//第四步：关闭资源**

socket.close();

}

#### 服务端 ServerSocket

public static void main(String[] args) throws Exception {

**//第一步： 建立tcp的服务端。**

ServerSocket serverSocket = new ServerSocket(9090);

**//第二步：接受客户端的连接**

Socket socket = serverSocket.accept(); //accept() 是一个阻塞型的方法

**//第三步： 获取socket对应的流通道**

InputStream inputStream = socket.getInputStream();

**//第四步： 通过输入流通道读取数据**

byte[] buf = new byte[1024];

int length = inputStream.read(buf);

System.out.println("服务端接收到的数据："+ new String(buf,0,length));

**//服务端给客户端回送数据客户端**

**//获取socket的输出流**

OutputStream out = socket.getOutputStream();

out.write("客户端你辛苦啦！！".getBytes());

**//第五步： 关闭资源**

serverSocket.close();

}

#### 一个服务端可以与多个客户端进行连接

##### 发送图片服务端

public class ImageServer extends Thread {

Socket socket;

static HashSet<String> ips = new HashSet<String>(); //该集合是用户存储客户端的ip地址的。

public ImageServer(Socket socket) {

this.socket = socket;

}

public void run() {

try {

//获取socket输出字节流

OutputStream socketOut = socket.getOutputStream();

//获取图片的输入流，读取图片的数据，把图片数据写出给客户端

FileInputStream fileInputStream = new FileInputStream("F:\\美女\\1.jpg");

byte[] buf = new byte[1024];

int length = 0 ;

while((length = fileInputStream.read(buf))!=-1){

socketOut.write(buf,0,length);

}

String ip = socket.getInetAddress().getHostAddress(); //获取到对方的ip地址

if(ips.add(ip)){ //如果可以存储到集合中，那么就意味着这个是一个新的IP地址。

System.out.println("恭喜："+ ip+"同学下载图片成功！！");

System.out.println("当前下载的人数："+ ips.size());

}

//第五步：关闭资源

fileInputStream.close();

socket.close();

} catch (Exception e) {

e.printStackTrace();

}

}

public static void main(String[] args) throws Exception {

//第一步： 建立tcp服务端的服务

ServerSocket serverSocket = new ServerSocket(9090);

while(true){

Socket socket = serverSocket.accept(); //不断的接受用户的请求连接

new ImageServer(socket).start();

//如果产生了一个Socket，那么就意味着有一个用户与服务端连接了，那么马上开启一线程为其服务。

}

}

}

##### 获取图片的客户端

public class ImageClient {

public static void main(String[] args) throws Exception {

//第一步： 建立tcp客户端服务。

Socket socket= new Socket(InetAddress.getByName("192.168.1.68"),9090);

//获取socket的输入流对象

InputStream inputStream = socket.getInputStream();

//建立一个文件的输出流对象

FileOutputStream fileOutputStream = new FileOutputStream("f:\\美女.jpg");

//边读边写

byte[] buf = new byte[1024];

int length = 0 ;

while((length= inputStream.read(buf))!=-1){

fileOutputStream.write(buf,0,length);

}

//关闭资源

fileOutputStream.close();

socket.close();

}

}

#### 多用户登录注册。

要求：

1．用户注册的数据必须要保存到服务端的文件上面。

2．客户端登录的时候，客户端输入的数据需要与服务端的文件校验，如果存在该用户名与密码，才允许登录成功。

使用字符流写出数据的时候,数据是写入了其内部维护的缓冲字符数组中，需要调用flush或者是close方法数据才会真正的写出去。 或者字符数组已经存储满了，数据也一样会写出去。

##### 客户端

public class LoginClient {

public static void main(String[] args) throws Exception {

Scanner scanner = new Scanner(System.in);

//建立tcp客户端的服务

Socket socket = new Socket(InetAddress.getLocalHost(), 9090);

//获取socket的输入、输出通道。

BufferedReader socketReader = new BufferedReader(new InputStreamReader(socket.getInputStream()));

OutputStreamWriter socketWriter = new OutputStreamWriter(socket.getOutputStream());

//用户选择的功能

while(true){

System.out.println("请选择功能： A(注册) B(登录)");

String option = scanner.next();

if("a".equalsIgnoreCase(option)){

System.out.println("你选择了注册功能");

//注册

getInfo(scanner, socketReader, socketWriter, option);

}else if("b".equalsIgnoreCase(option)){

//登录

System.out.println("你选择了登录功能");

getInfo(scanner, socketReader, socketWriter, option);

}else{

System.out.println("你的选择有误,请重新选择!!");

}

}

}

public static void getInfo(Scanner scanner, BufferedReader socketReader, OutputStreamWriter socketWriter,

String option) throws IOException {

System.out.println("请输入用户名：");

String userName = scanner.next();

System.out.println("请选择密码:");

String password = scanner.next();

//把用户名与密码发送给服务端

String line =option+" "+userName+" "+password+"\r\n";

socketWriter.write(line);

//刷新缓冲流

socketWriter.flush();

//读取服务端的反馈信息

line = socketReader.readLine();

System.out.println(line);

}

}

##### 服务端

public class LoginServer extends Thread {

Socket socket ;

public LoginServer(Socket socket){

this.socket = socket;

}

@Override

public void run() {

try {

//第一步：获取socket的输入、输出流对象

BufferedReader socketReader = new BufferedReader(new InputStreamReader(socket.getInputStream()));

OutputStreamWriter socketWriter = new OutputStreamWriter(socket.getOutputStream());

//第二步： 读取客户端发送的消息。

while(true){

String line = socketReader.readLine();

String[] datas = line.split(" ");

String option = datas[0]; //客户端选择的功能

String userName = datas[1]; //用户名

String password = datas[2]; //密码

Properties properties = new Properties();

//先把配置文件的信息先加载到properties文件上。

properties.load(new FileReader("F:\\users.txt"));

if("a".equalsIgnoreCase(option)){

//注册

//把用户名与密码保存到Properties中

if(!properties.containsKey(userName)){

//如果该用户名不存在，我就把用户的信息添加上去。

properties.setProperty(userName,password);

// 把用户的注册信息保存到文件上。

properties.store(new FileWriter("F:\\users.txt"),"users info");

socketWriter.write("恭喜你,注册成功\r\n");

}else{

//如果用户名已经存在了，那么提示客户端用户名已经存在，请重新注册

socketWriter.write("该用户名已经存在，请重新输入！！\r\n");

}

}else if("b".equalsIgnoreCase(option)){

//登录

String tempPassword = properties.getProperty(userName);

if(tempPassword==null){

socketWriter.write("没有该用户名存在，请重新登录!\r\n");

}else{

if(tempPassword.equals(password)){

socketWriter.write("欢迎"+userName+"登录成功!\r\n");

}else{

socketWriter.write("你的密码有误，请重新输入!\r\n");

}

}

}

socketWriter.flush();

}

} catch (Exception e) {

// TODO Auto-generated catch block

e.printStackTrace();

}

}

public static void main(String[] args) throws Exception {

//建立tcp的服务端， 并且要监听一个端口

ServerSocket serverSocke = new ServerSocket(9090);

//不断的接受用户的请求连接

while(true){

Socket socket = serverSocke.accept();

//每个用户都应该开启一个线程为其服务

new LoginServer(socket).start();

}

}

}

# 图形化界面

## 概况

**软件的交互方式：**

1．dos命令的交互方式。

2．图形化界面的交互方式

**在java中图形化界面编程中把所有的图形类都称作为组件类。**

**所有图形组件类都是位于： java.awt 和 javax.swing 包。**

**在awt包中存在图形类，在swing一样会存在，区别在于swing的图形都是以J开头的。**

**java.awt包的图形类与javax.swing 包的图形类的区别：**

1．java.awt包中的所有图形类的图形都是依赖系统的图形库的。javax.swing中的图形类的图形都是sun自己去实现的。

**所有的图形类都称作为组件：容器组件、非容器组件**

## 图形化界面的工具类：用于生成居中窗体

public class FrameUtil {

//设置窗体出现在中间位置

public static void initFrame(JFrame frame,int width,int height){

**//获取默认系统工具包**

**Toolkit toolkit = Toolkit.getDefaultToolkit();**

**//获取屏幕的分辨率。**

**Dimension d = toolkit.getScreenSize();**

int x = (int) d.getWidth();

int y = (int) d.getHeight();

**frame.setBounds((x-width)/2, (y-height)/2, width, height); //x值,y值,窗体宽，窗体高**

//设置窗体的可见性

frame.setVisible(true);

**//设置窗体关闭时间**

**frame.setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);**

}

}

## 容器组件

### 对话框

#### 构造方法

**Dialog(对话框)**

Dialog(Dialog owner, String title, boolean modal)

owner ： 所有者

title ： 对话框的标题

modal ： 模式 true: 对话框没有关闭的时候，不准操作所有者。 false: 对话框即使没有关闭，还是可以操作所有者

**JOptionPane(对话框)**

//消息、 警告、 错误

showMessageDialog(Component parentComponent, Object message, String title, int messageType)

parentComponent: 所有者

message ： 显示的消息

title ： 对话框的标题

messageType ： 指定对话框的类型 （消息、 警告、 错误）

#### 实例：

public static void main(String[] args) {

//创建一个窗体

JFrame frame = new JFrame("窗体");

//创建一个对话框

/\*

JDialog dialog = new JDialog(frame,"对话框",false);

FrameUtil.initFrame(frame, 500,400); //调用自定义工具类initFrame，居中

dialog.setBounds(580, 250, 200, 200); //对话框位置及大小

dialog.setVisible(true); //设置对话框展示出来

\*/

FrameUtil.initFrame(frame, 500,400);

/\*

**消息对话框INFORMATION\_MESSAGE**

JOptionPane.showMessageDialog(frame, "消息","通知:",JOptionPane.INFORMATION\_MESSAGE);

**警告对话框WARNING\_MESSAGE**

JOptionPane.showMessageDialog(frame, "警告","警告:",JOptionPane.WARNING\_MESSAGE);

**错误对话框ERROR\_MESSAGE**

JOptionPane.showMessageDialog(frame, "错误","出局:",JOptionPane.ERROR\_MESSAGE);

**确认对话框JOptionPane.showConfirmDialog**

int num = JOptionPane.showConfirmDialog(frame, "软件继续安装吗?");

System.out.println("num:"+ num);

\*/

**//输入对话框JOptionPane.showInputDialog**

String money = JOptionPane.showInputDialog(frame,"请输入你要取的金额：");

System.out.println("money："+ money);

}

### 文件对话框：FileDialog

#### 构造方法：

FileDialog(Dialog parent, String title, int mode)

parent : 所有者

title : 标题

mode : FileDialog.LOAD(加载) 或 FileDialog.SAVE(保存)

#### 实例：

public class Demo {

public static void main(String[] args) {

JFrame frame = new JFrame("窗体");

FileDialog dialog = new FileDialog(frame, "请打开文件", FileDialog.SAVE);

//设置居中显示dialog

FrameUtil.initFrame(frame, 500, 400);

dialog.setVisible(true);

System.out.println("文件的路径：" + dialog.getDirectory()); //**getDirectory()获取文件的路径**

System.out.println("文件名："+ dialog.getFile()); //**getFile() 获取文件名**

}

}

### 面板：Panel

#### 实例：

public class Demo {

public static void main(String[] args) {

JFrame frame = new JFrame("窗体");

//面板

JPanel panel = new JPanel();

panel.setBackground(Color.BLUE); //面板背景色

//把面板添加到窗体上。

frame.add(panel); 将面板加入窗体

FrameUtil.initFrame(frame, 500, 400);

}

### 画图：Graphics

**如果需要画图，要使用到JPanel，需要类继承JPanel，重写paint方法。**

**设置画笔的颜色 g.setColor(颜色常量);**

**使用画笔画矩形 g.fill3DRect(x坐标, y坐标, 宽, 高, 是否要立体感);**

**设置字的属性 g.setFont(new Font("字体", 加粗斜体之类的属性常量, 字的大小));**

**使用画笔写字 g.drawString("要写的文本", x坐标, y坐标);**

#### 实例：

public class Demo extends JPanel {

@Override

public void paint(Graphics g) { // Graphics 是一个画笔, 该画笔可以画图形，也可以写文字。

**//设置画笔的颜色**

**g.setColor(Color.GRAY);**

**//使用画笔画矩形**

**g.fill3DRect(0, 0, 20, 20, true);**

**g.fill3DRect(20, 0, 20, 20, true);**

**//设置画笔的颜色**

**g.setColor(Color.red);**

**//设置字的属性**

**g.setFont(new Font("宋体", Font.BOLD, 36));**

**//使用画笔写字**

**g.drawString("GAME OVER!", 200, 250);**

}

public static void main(String[] args) {

JFrame frame = new JFrame("画笔");

Demo d = new Demo();

frame.add(d);

FrameUtil.initFrame(frame, 600, 600);

}

}

## 非容器组件

### 组件方法

**标签对象 JLabel**

**输入框 JTextField**

**密码框 JPasswordField**

**单选按钮 JRadioButton**

**单选分组 ButtonGroup**

**下拉框 JComboBox**

**复选框 JCheckBox**

**文本框 JTextArea**

### 实例：

public class Demo {

public static void main(String[] args) {

JFrame frame = new JFrame("注册");

//创建一个面板

JPanel panel = new JPanel();

**//创建一个标签对象 JLabel**

**JLabel nameLabel = new JLabel("用户名:");**

**//输入框 JTextField**

**JTextField nameField = new JTextField(12);**

//把组件添加面板

panel.add(nameLabel);

panel.add(nameField);

//密码

JLabel passLabel = new JLabel("密码:");

**//密码框 JPasswordField**

**JPasswordField passField = new JPasswordField(12);**

panel.add(passLabel);

panel.add(passField);

//性别： 单选框标签

JLabel sexLabel = new JLabel("性别:");

**//单选按钮 JRadioButton**

**// 注意：单选框一定要进行分组，在同一组的单选框中只能选择其中的一个。**

**JRadioButton man = new JRadioButton("男", true);**

**JRadioButton woman = new JRadioButton("女");**

**//单选分组 ButtonGroup**

**ButtonGroup group = new ButtonGroup();**

**group.add(man);**

**group.add(woman);**

panel.add(sexLabel);

panel.add(man);

panel.add(woman);

**//城市 --- 下拉框 JComboBox(Object[])**

JLabel cityLabel = new JLabel("来自的城市");

**Object[] citys = {"北京","上海","广州","深圳"};**

**JComboBox cityBox = new JComboBox(citys);**

panel.add(cityLabel);

panel.add(cityBox);

**//爱好---复选框 JCheckBox**

JLabel hobitLabel = new JLabel("爱好");

**JCheckBox java = new JCheckBox("java");**

**JCheckBox javascript = new JCheckBox("javascript");**

**JCheckBox write = new JCheckBox("敲java");**

panel.add(hobitLabel);

panel.add(java);

panel.add(javascript);

panel.add(write);

**//自我简介--文本框 JTextArea**

JLabel introLabel = new JLabel("自我简介:");

**JTextArea area = new JTextArea(15, 15);**

panel.add(introLabel);

panel.add(area);

frame.add(panel);

FrameUtil.initFrame(frame, 830, 500);

}

}

### 菜单组件

**菜单组件：**

**菜单条 JMenuBar**

**菜单 JMenu**

**菜单项 JMenuItem**

**关系： 菜单条添加菜单 ， 菜单添加菜单项**

**复选菜单： 菜单添加菜单， 然后菜单再添加菜单项。**

#### 实例：

public class Notepad {

//窗体

JFrame frame = new JFrame("记事本");

**//菜单条**

**JMenuBar bar = new JMenuBar();**

**//菜单**

**JMenu fileMenu = new JMenu("文件");**

**JMenu editMenu = new JMenu("编辑");**

**JMenu helpMenu = new JMenu("帮助");**

**//菜单项**

**JMenuItem open = new JMenuItem("打开");**

**JMenuItem save = new JMenuItem("保存");**

**JMenuItem copy = new JMenuItem("拷贝");**

**//用于制作帮助菜单的复选**

JMenuItem about = new JMenuItem("关于");

JMenuItem version = new JMenuItem("升级");

//文本域

JTextArea area = new JTextArea(20,20);

public void init(){

**//把菜单添加到菜单条上**

bar.add(fileMenu);

bar.add(editMenu);

**//把菜单项添加到菜单**

fileMenu.add(open);

fileMenu.add(save);

editMenu.add(copy);

**//复选菜单，菜单添加到菜单上。**

**editMenu.add(helpMenu);**

**//菜单添加复选菜单项**

helpMenu.add(about);

helpMenu.add(version);

//把菜单条添加到窗体上

frame.add(bar,BorderLayout.NORTH); //添加位置为北

frame.add(area);

FrameUtil.initFrame(frame, 500, 600);

}

public static void main(String[] args) {

new Notepad().init();

}

}

## 布局管理器

布局管理器的作用就是用于摆放组件。

每种不同的布局管理器都有不同的风格。

### 边框布局管理器：BorderLayout

#### 注意事项：

1．如果一个容器使用了BorderLayout布局管理器，那么往该容器添加组件的时候如果没有指定具体的方位，那么默认在中间。

2．Frame默认使用的就是BorderLayout布局管理器.

3．东南西北那个组件是缺少的，那么中间的组件都会占据其空缺位置。

#### 实例：

public class Demo {

public static void main(String[] args) {

JFrame frame = new JFrame("边框布局管理器");

**//创建边框布局管理器**

**BorderLayout borderLayout = new BorderLayout();**

**//让窗体使用边框布局管理器**

**frame.setLayout(borderLayout);**

**// JFrame默认使用了BorderLayout，不添加也可使用**

**frame.add(new JButton("北"),BorderLayout.NORTH);**

**frame.add(new JButton("南"),BorderLayout.SOUTH);**

**frame.add(new JButton("西"),BorderLayout.WEST);**

**frame.add(new JButton("东"),BorderLayout.EAST);**

**frame.add(new JButton("中"),BorderLayout.CENTER);**

//初始化窗体

FrameUtil.initFrame(frame, 300, 300);

}

}

### 流式布局管理器：FlowLayout

**FlowLayout(对齐方向,左右间距,上下间距)**

#### 注意事项：

1．使用FlowLayout的时候默认是居中对齐的。

2．panel默认使用的布局管理器就是FlowLayout．

#### 实例：

public class Demo {

public static void main(String[] args) {

JFrame frame = new JFrame("窗体");

//面板

**JPanel panel = new JPanel();**

**//创建一个流式布局管理器**

**FlowLayout flowLayout = new FlowLayout(FlowLayout.LEFT,10,0);**

**//让面板使用流式布局管理器**

**panel.setLayout(flowLayout);**

**// JPanel默认使用了FlowLayout，不添加也可使用**

frame.add(panel);

panel.add(new JButton("one"));

panel.add(new JButton("two"));

panel.add(new JButton("three"));

panel.add(new JButton("four"));

FrameUtil.initFrame(frame, 300, 300);

}

}

### 表格布局管理器：GridLayout

GridLayout(行数, 列数)

#### 注意事项：

1．如果添加的组件超过了表格的个数，那么会添加多一列处理。

#### 实例：

public class Demo {

public static void main(String[] args) {

JFrame frame = new JFrame("计算器");

**//创建一个表格布局管理器**

**GridLayout gridLayout = new GridLayout(4, 4);**

**//让窗体使用表格布局管理器**

**frame.setLayout(gridLayout);**

for(int i = 0 ; i < 10 ; i++){

frame.add(new JButton(i+""));

}

frame.add(new JButton("+"));

frame.add(new JButton("-"));

frame.add(new JButton("\*"));

frame.add(new JButton("/"));

frame.add(new JButton("="));

frame.add(new JButton("."));

FrameUtil.initFrame(frame, 300, 300);

}

}

## 事件

**当某个组件发生了指定的动作事，会有相应的处理方案。**

**事件分为：事件源、监听器、事件、处理方式**

### 添加监听器：addActionListener

#### 动作监听器：ActionListener(){需写方法}

**动作监听器对于鼠标点击、和空格键都是起作用的。**

##### 需写的方法

**actionPerformed 发生鼠标点击、按下空格键**

##### 实例：

public class Demo {

public static void main(String[] args) {

//创建窗体

JFrame frame = new JFrame("窗体");

//创建一个按钮

JButton button = new JButton("点我啊");

**//给按钮添加一个监听器**

**button.addActionListener(new ActionListener() {**

**//如果发生鼠标点击、按下空格键就会调用actionPerformed方法**

**@Override**

**public void actionPerformed(ActionEvent e) { // ActionEvent 事件..**

**JButton button = (JButton) e.getSource(); //获取事件源对象**

**String content = button.getText(); //获取对象中的文本**

**if("点我啊".equals(content))**

**button.setText("点他吧！"); //修改对象中的文本**

**}else{**

**button.setText("点我啊");**

**}**

**}**

**});**

frame.add(button);

FrameUtil.initFrame(frame, 200,200);

}

}

#### 鼠标监听器：MouseListener (){需写方法}

##### 需写的方法

**mouseReleased 鼠标松开**

**mousePressed 鼠标按下**

**mouseExited 鼠标离开**

**mouseEntered 鼠标进入**

**mouseClicked 鼠标单击**

##### 鼠标监听配置器

**new MouseAdapter() {**

**@Override**

**public void mouseClicked(MouseEvent e) {**

**if(e.getClickCount()==2){ // getClickCount()短时间点击次数**

**System.out.println("双击...");**

**}**

**}**

**}**

##### 实例：

public class Demo {

public static void main(String[] args) {

JFrame frame = new JFrame("窗体");

//创建一个按钮

JButton button = new JButton("点我啊");

/\*

**//给按钮添加一个鼠标监听器**

**button.addMouseListener(new MouseListener() {**

**@Override**

**public void mouseReleased(MouseEvent e) {**

**System.out.println("mouseReleased鼠标松开..");**

**}**

**@Override**

**public void mousePressed(MouseEvent e) {**

**System.out.println("mousePressed鼠标按下...");**

**}**

**@Override**

**public void mouseExited(MouseEvent e) {**

**System.out.println("****mouseExited鼠标离开...");**

**}**

**@Override**

**public void mouseEntered(MouseEvent e) {**

**System.out.println("mouseEntered鼠标进入....");**

**}**

**@Override**

**public void mouseClicked(MouseEvent e) {**

**System.out.println("mouseClicked鼠标单击....");**

**}**

**})**

;\*/

**//MouseAdapter适配器----该类实现了MouseListener接口，但实现的方法全部都是空实现。**

**button.addMouseListener(new MouseAdapter() {**

**@Override**

**public void mouseClicked(MouseEvent e) {**

**if(e.getClickCount()==2){**

**System.out.println("双击了...");**

**}**

**}**

**});**

frame.add(button);

FrameUtil.initFrame(frame, 200, 200);

}

}

#### 键盘监听器KeyListener (){需写方法}

##### 需写的方法

**keyTyped 键入某个键**

**keyReleased 释放某个键**

**keyPressed 按下某个键**

#### 实用的方法

**e.getKeyChar 获取按下键的字符**

**e.getKeyCode 获取按下键的值**

**注：每个键都有自己的值，不会重复。**

##### 键盘监听配置器

**new KeyAdapter() {**

**@Override**

**public void keyPressed(KeyEvent e) {**

**System.out.println("按下键的字符："+ e.getKeyChar()+" 键的code:"+ e.getKeyCode());**

**}**

**}**

##### 实例：

public class Demo {

public static void main(String[] args) {

JFrame frame = new JFrame("窗体");

//创建一个按钮

JButton button = new JButton("点我啊");

/\*

**//给按钮添加一个键盘监听器**

**button.addKeyListener(new KeyListener() {**

**@Override**

**public void keyTyped(KeyEvent e) {**

**System.out.println(" 键入某个键...");**

**}**

**@Override**

**public void keyReleased(KeyEvent e) {**

**System.out.println("释放键 ...");**

**}**

**@Override**

**public void keyPressed(KeyEvent e) {**

**System.out.println("按下某个键...");**

**}**

**});**

\*/

**button.addKeyListener(new KeyAdapter() {**

**@Override**

**public void keyPressed(KeyEvent e) {**

**System.out.println("按下的键："+ e.getKeyChar()+" 键的code:"+ e.getKeyCode());**

**}**

**})**;

frame.add(button);

FrameUtil.initFrame(frame, 200, 200);

}

}

## 笔记本打开保存监听代码：

### 打开事件监听器

open.addActionListener(new ActionListener() {

@Override

public void actionPerformed(ActionEvent e) {

**FileDialog fileDialog = new FileDialog(frame, "选择需要打开的文件", FileDialog.LOAD);**

fileDialog.setVisible(true);

**String path = fileDialog.getDirectory(); //获取保存文件的路径**

**String fileName = fileDialog.getFile(); //获取保存文件的名字**

File file = new File(path,fileName);

try {

**//将文件内容写入到area文本中**

**FileReader fileReader = new FileReader(file);**

**BufferedReader bufferedReader =new BufferedReader(fileReader);**

**String line = null;**

**while((line = bufferedReader.readLine())!=null){**

**area.append(line+"\r\n");**

**}**

**bufferedReader.close();**

} catch (IOException e2) {

// TODO 自动生成的 catch 块

e2.printStackTrace();

}

}

});

### 保存事件监听器

save.addActionListener(new ActionListener() {

@Override

public void actionPerformed(ActionEvent e) {

**FileDialog fileDialog = new FileDialog(frame, "请输入保存的文件名", FileDialog.SAVE);**

fileDialog.setVisible(true);

**String path = fileDialog.getDirectory(); //获取保存文件的路径**

**String fileName = fileDialog.getFile(); //获取保存文件的名字**

File file = new File(path,fileName);

try {

//获取文本域的内容

**String content = area.getText().replaceAll("\n","\r\n"); //将所以的\n替换成\r\n**

**// JTextArea的getText方法遇到\r\n的时候只要了\n,把\r给去除。**

**FileWriter fileWriter = new FileWriter(file);**

**fileWriter.write(content);**

**fileWriter.close();**

} catch (IOException e1) {

e1.printStackTrace();

}

}

});

# 贪吃蛇实现

public class RetroSnaker extends JPanel {

private static final long serialVersionUID = 703945880410489582L;

// 宽

public static final int WIDTH = 30;

// 高

public static final int HEIGHT = 30;

// 每个单元格的宽

public static final int CELLWITH = 20;

// 每个单元格的高

public static final int CELLHEIGHT = 20;

// 地图

char [][] background = new char [HEIGHT][WIDTH];

// 蛇

private LinkedList<Point> snakes = new LinkedList<Point>();

//游戏是否结束

private boolean isGameOver = false; //默认没有结束

// 四个常量代表了四个方向

public static final int DIRECTION\_UP = 1; // 上

public static final int DIRECTION\_DOWN = -1; // 下

public static final int DIRECTION\_LEFT = 2; // 左

public static final int DIRECTION\_RIGHT = -2; // 右

// 当前的方向

private int currentDirecion = -2;

## // 游戏结束判断

public void isGameOver(){

//撞墙

Point head = snakes.getFirst();

if(background[head.y][head.x] == '\*'){

isGameOver = true;

}

//咬到了自己

for(int i = 1; i<snakes.size() ; i++){

Point body = snakes.get(i);

if(body.equals(head)){

isGameOver = true;

}

}

}

## // 蛇的描述

// 初始化蛇

public void initSnake() {

int x = WIDTH / 2;

int y = HEIGHT / 2;

snakes.addFirst(new Point(x - 1, y));

snakes.addFirst(new Point(x, y));

snakes.addFirst(new Point(x + 1, y));

}

// 移动

public void move() {

// 获取原始头的位置

Point head = snakes.getFirst();

// 添加新头

switch (currentDirecion) {

case DIRECTION\_UP:

snakes.addFirst(new Point(head.x, head.y - 1));

break;

case DIRECTION\_DOWN:

snakes.addFirst(new Point(head.x, head.y + 1));

break;

case DIRECTION\_LEFT:

snakes.addFirst(new Point(head.x - 1, head.y));

break;

case DIRECTION\_RIGHT:

snakes.addFirst(new Point(head.x + 1, head.y));

break;

}

if(eatFood()){

createFood();

initBackground();

showFood();

}else{

//删除蛇尾

snakes.removeLast();

}

repaint();

}

// 改变蛇方向的方法

public void changeDirection(int newDirection) {

if (newDirection + currentDirecion != 0) {

// 不是反方向

this.currentDirecion = newDirection;

}

}

## // 地图的描述

// 初始化地图

public void initBackground() {

for (int rows = 0; rows < HEIGHT; rows++) {

for (int cols = 0; cols < WIDTH; cols++) {

// 第一行、最后一行、 第一列、最后一列

if (rows == 0 || rows == (HEIGHT - 1) || cols == 0 || cols == (WIDTH - 1)) {

background[rows][cols] = '\*';

} else {

background[rows][cols] = ' ';

}

}

}

}

## // 食物的描述

//食物

private Point food;

//生成食物

public void createFood(){

Random random = new Random();

while(true){

int x = random.nextInt(WIDTH);

int y = random.nextInt(HEIGHT);

if(background[y][x]!='\*'){

food = new Point(x, y);

break;

}

}

}

//显示食物--- 把食物的坐标反馈到地图上，在地图上画上相应的字符

public void showFood(){

background[food.y][food.x] = '@';

}

//吃食物

public boolean eatFood(){

//获取蛇头

Point head = snakes.getFirst();

if(head.equals(food)){

showFood();

return true;

}else{

return false;

}

}

## // 画图

@Override

public void paint(Graphics g) {

// 地图和食物

for (int rows = 0; rows < HEIGHT; rows++) {

for (int cols = 0; cols < WIDTH; cols++) {

if (background[rows][cols]=='\*') {

g.setColor(Color.GRAY);

} else if(background[rows][cols]=='@'){

g.setColor(Color.YELLOW);

} else if(background[rows][cols]==' '){

g.setColor(Color.WHITE);

}

g.fill3DRect(cols \* CELLWITH, rows \* CELLHEIGHT, CELLWITH, CELLHEIGHT, true);

}

}

// 画蛇

// 画蛇头

Point head = snakes.getFirst();

g.setColor(Color.RED);

g.fill3DRect(head.x \* CELLWITH, head.y \* CELLHEIGHT, CELLWITH, CELLHEIGHT, true);

// 画蛇身

g.setColor(Color.GREEN);

for (int i = 1; i < snakes.size(); i++) {

Point body = snakes.get(i);

g.fill3DRect(body.x \* CELLWITH, body.y \* CELLHEIGHT, CELLWITH, CELLHEIGHT, true);

}

}

//主方法

public static void main(String[] args) {

JFrame frame = new JFrame("贪吃蛇");

final RetroSnaker snakeView = new RetroSnaker();

snakeView.initBackground();

snakeView.initSnake();

snakeView.createFood();

snakeView.showFood();

frame.add(snakeView);

//调用[图形化界面的工具类](#_图形化界面的工具类：用于生成居中窗体)：用于生成居中窗体

FrameUtil.initFrame(frame, CELLWITH \* WIDTH + 30, CELLHEIGHT \* HEIGHT + 50);

while(true) {

snakeView.move();

snakeView.isGameOver(); //每行走一步都应该判断蛇是已经死亡

if(snakeView.isGameOver==true){

System.out.println("游戏已经结束~88");

System.exit(0);

}

snakeView.repaint();

try {

Thread.sleep(300);

} catch (InterruptedException e1) {

// TODO 自动生成的 catch 块

e1.printStackTrace();

}

frame.addKeyListener(new KeyAdapter() {

@Override

public void keyPressed(KeyEvent e) {

int keyCode = e.getKeyCode();

switch (keyCode) {

case KeyEvent.VK\_UP:

snakeView.changeDirection(DIRECTION\_UP);

break;

case KeyEvent.VK\_DOWN:

snakeView.changeDirection(DIRECTION\_DOWN);

break;

case KeyEvent.VK\_LEFT:

snakeView.changeDirection(DIRECTION\_LEFT);

break;

case KeyEvent.VK\_RIGHT:

snakeView.changeDirection(DIRECTION\_RIGHT);

break;

default:

break;

}

}

});

}

}

}

# 正则表达式

正则表达式就是用于操作字符串的一些规则， 在正则表达式中使用了一些特殊的符号代表了字符串的规则。

## 预定义字符

. 任何字符（与行结束符可能匹配也可能不匹配）

\d 数字：[0-9]

\D 非数字： [^0-9]

\s 空白字符：[ \t\n\x0B\f\r]

\S 非空白字符：[^\s]

\w 单词字符：[a-zA-Z\_0-9] a-z A-Z 0-9 \_

\W 非单词字符：[^\w]

注意： 一个预定义字符只能匹配一个字符，除非预定义字符串配合了数量词使用。

## 数量词

X? 一次或一次也没有

X\* 零次或多次

X+ 一次或多次

X{n} 恰好 n 次

X{n,} 至少 n 次

X{n,m} 至少 n 次，但是不超过 m 次

## 范围词

[abc] a、b 或 c（简单类）

[^abc] 任何字符，除了 a、b 或 c（否定）

[a-zA-Z] a 到 z 或 A 到 Z，两头的字母包括在内（范围）

注意：一个范围词没有配合数量词使用也只能匹配一个字符而已。

## 正则对字符串常见的操作：

**正则表达式就是用于操作字符串的规则。**

### 匹配：matches()

/\*匹配一个手机号

手机号码的规则：

1．首位必须是1.

2．第二位： 3 4 、5 、 7、 8、

3．长度 必须是11位

\*/

public static void matchPhone(String phone){

String reg = "1[34578]\\d{9}";

System.out.println(phone.matches(reg)?"合法手机号":"非法手机号");

}

### 切割：split()

//需求： 根据空格切割。

public static void splitTest1(){

String str = "明 天 学 i o";

String reg = " +";

String[] datas = str.split(reg);

System.out.println("数组的元素："+ Arrays.toString(datas));

}

### 替换：replaceAll(String regex, String replacement)

//需求： 把重叠词替换成单个字符。

public static void repalce2(){

String str = "我我要要要成成为为高富富富富帅帅帅帅帅帅";

str = str.replaceAll("(.)\\1+", "$1");

**//注意引用正则的内容如果不是在一个正则表达式内部，那么需要使用："$组号" 进行引用**

System.out.println(str);

}

### 正则查找：

如果正则表达式需要查找内容需要使用以下两个对象：

Pattern(正则对象)

Matcher（匹配器对象）

指定为字符串的正则表达式必须首先被编译为此类Pattern的实例。然后，Pattern对象可以与任意字符序列匹配 ，匹配字符串之后就可以得到一个 Matcher 对象，

所涉及与字符串匹配的状态都驻留在匹配器中 ．

**典型的调用顺序是**

**Pattern p = Pattern.compile("正则表达式");**

**Matcher m = p.matcher("需查找的字符串");**

**boolean b = m.matches();**

**如：**

**//找出三个字符构成的单词。**

**public static void main(String[] args) {**

**String data = "hou tian you ke yi fang jia liao ,da jia shuang ma";**

**String reg = "\\b[a-z]{3}\\b";**

**//第一步：先要把字符串的正则编译成Pattern对象**

**Pattern p = Pattern.compile(reg);**

**//第二步： 使用正则对象去匹配字符串，得到一个matcher 对象。**

**Matcher m = p.matcher(data);**

**while(m.find()){**

**System.out.println(m.group());**

**}**

**}**

单词边界匹配器: 单词边界匹配器不匹配 任何 的字符，只是代表了一个单词的开始或者结束部分。

**\b 单词边界**

**(\\.[a-z]{2,3}){1,2} ()组后也可以加数量词，用于表示多次出现**

#### 匹配器常用的方法：

**find()** 通知匹配器去查找符合该正则的字符串。如果存在符合规则的字符串返回true，否则返回false．

**group()** 获取符合规则的字符串。

**注意：使用匹配器的方法时候，要先调用find方法才能调用group方法。 否则匹配器没有去查找合适的内容，报错。**

# 泛型

泛型是jdk1.5出现的新特性。

## 泛型的好处:

1．可以把运行时出现的问题提前至编译时。

2．避免了无谓的强制类型转换。

## 使用泛型要注意的事项：

**1．泛型中没有多态的概念,左右两边的数据类型必须要一致，或者是只写一边的泛型。**

推荐使用： 两边都写上同样数据类型的泛型。

## 自定义泛型

自定义泛型可以理解为是一个数据类型的变量或者是一个数据类型的占位符。

### 函数自定义泛型的格式：

修饰符 <声明自定义泛型> 返回值类型 函数名(形参列表 ...){ }

### 函数自定义泛型需注意的细节：

1．函数上自定义泛型的具体数据类型是在调用该函数的时候，传递实参数据的时候确定具体的数据类型的。

2．自定义泛型使用的标识符可以自定义的，只要符合标识符的命名规则即可。但是一般自定义泛型使用的标识符都是单个字母而已。

**泛型中是不能使用基本数据类型数据的，如果需要使用基本数据类型数据，那么就要使用基本数据类型对应的包装类型**

int -------->Integer

float ------->Float

double ---- >Double

char -------> Character

boolean ----> Boolean

byte ----->Byte

short ---->Short

long -----> Long

## 自定义泛型类

### 自定义泛型类的格式：

class 类名<自定义的泛型>{ }

### 泛型类要注意的事项：

1．类上声明的自定义泛型的具体数据类型是在使用该类创建对象的时候确定的。

2．如果一个类已经声明了自定义泛型，该类在创建对象的时候没有指定自定义泛型的具体数据类型，那么默认则为Object类型。

3．静态的方法不能使用类上声明的自定义泛型，如果需要使用自定义泛型只能在自己方法上声明。

## 泛型接口

### 泛型接口的定义格式：

interface 接口名<声明自定义的泛型>{ }

### 泛型接口要注意的细节:

1．接口上自定义泛型的具体数据类型是在实现该接口的时候确定的。

2．如果一个接口已经自定义了泛型，在实现该接口的时候没有指定自定义泛型的具体数据类型，那么默认为Object类型。

泛型的上下限

**泛型的通配符： ？**

**? super** Integer **泛型的下限** 只能用于Integer或者是Integer的父类类型数据

**? extends** Number **泛型的上限** 只能用于Number或者是Number的子类类型数据。

需求1： 定义一个方法可以接受任意类型的集合对象， 接收的集合对象只能存储Integer以及Integer父类类型的数据。

? super Integer 泛型的下限 只能用于Integer或者是Integer的父类类型数据

需求2： 定义一个方法可以接受任意类型的集合对象， 接收的集合对象只能存储Number或者Number子类类型的数据。

? extends Number 泛型的上限 只能用于Number或者是Number的子类类型数据。

# 工具类

## Arrays数组工具类：

### 数组排序

sort(int[])

sort(char[])……

### 二分查找,数组需要有序

binarySearch(int[])

binarySearch(double[])

### 将数组变成字符串。

toString(int[])

### 复制数组

copyOf(源数组，新数组长度);

copyOfRange(源数组，起始位置，结束位置);

### 比较两个数组是否相同。

equals(int[],int[]);

### 将数组变成集合。

List asList(T[]);

这样可以通过集合的操作来操作数组中元素，

但是不可以使用增删方法，add，remove。因为数组长度是固定的，会出现

UnsupportOperationExcetion。

可以使用的方法：contains，indexOf。。。

如果数组中存入的基本数据类型，那么asList会将数组实体作为集合中的元素。

如果数组中的存入的引用数据类型，那么asList会将数组中的元素作为集合中

的元素。

## Collections集合工具类：

### 1.对list集合进行排序。

**sort(list);**

//对list进行排序,其实使用的事list容器中的对象的compareTo方法

**sort(list,comaprator);** 按照指定比较器进行排序

### 2.对list进行二分查找：前提该集合一定要有序。

**int binarySearch(list,key);**

//必须根据元素自然顺序对列表进行升级排序

//要求list 集合中的元素都是Comparable 的子类。

**int binarySearch(list,key,Comparator);**

### 3.对集合取最大值或者最小值。

max(Collection)

max(Collection,comparator)

min(Collection)

min(Collection,comparator)

### 4.对list集合进行反转。

reverse(list);

### 5.对list集合中的元素进行位置的置换。

swap(list,x,y);

### 6.对list集合进行元素的替换。如果被替换的元素不存在，那么原集合不变。

replaceAll(list,old,new);

### 7.可以将不同步的集合变成同步的集合。

Set synchronizedSet(Set<T> s)

Map synchronizedMap(Map<K,V> m)

List synchronizedList(List<T> list)

**如果想要将集合变数组：**

**可以使用Collection 中的toArray 方法。注意：是Collection不是Collections工具类**

**传入指定的类型数组即可，该数组的长度最好为集合的size。**

## Math 数学类

### 常用的方法：

abs(double a) 绝对值

ceil(double a) 向大取整

floor(double a) 向小取整

round(double a) 四舍五入

random() 生成随机数范围0.0 ~ 1.0 不包括1.0

System.out.println("绝对值：" + Math.abs(-3.14));

System.out.println("向上取整：" + Math.ceil(-3.14));

System.out.println("向下取整：" + Math.floor(3.14));

System.out.println("四舍五入："+ Math.round(3.55));

System.out.println("随机数："+ Math.random());

## Random 随机数类

int [nextInt](mk:@MSITStore:C:\Users\Guo\Desktop\JAVA%20API【中文】.CHM::/java/util/Random.html#nextInt(int))(int n) 返回一个伪随机数，随机数范围是0-n

**Random** random = new Random();

System.out.println("随机数："+ random.nextInt(11)); // 随机数范围是0-10

题目需求： 实现一个四位的验证码。

public class Demo6 {

public static void main(String[] args) {

char[] arr = {'a','A','中','雨','共','W','O','1','9','4'};

Random random = new Random();

//创建一个字符串缓冲区类

StringBuilder sb = new StringBuilder();

//产生四个随即的索引值。

for(int i = 0 ; i < 4 ; i++){

int index = random.nextInt(arr.length);

char temp = arr[index];

sb.append(temp);

}

System.out.println("验证码："+ sb);

}

}

## Runtime类

代表了当前程序的运行环境。

Runtime对象需要掌握方法：

Process exec(String command) 执行指定路径下的可执行文件。返回子进程子进程对象

long maxMemory() 返回 Java 虚拟机试图使用的最大内存量。

long totalMemory () 返回 Java 虚拟机中当前的内存总量。

long freeMemory () 返回 Java 虚拟机中的空闲内存量。

public static void main(String[] args) throws IOException, Exception {

Runtime runtime = Runtime.getRuntime(); //获取Runtime对象

**Process p = runtime.exec("C:\\Windows\\notepad.exe");**

Thread.sleep(3000); //让当前程序暂停3秒钟

**p.destroy(); //杀死进程。**

System.out.println("试图使用的最大内存量:"+ runtime.maxMemory());

System.out.println("Java 虚拟机中的内存总量："+ runtime.totalMemory());

System.out.println("当前空闲的内存："+ runtime.freeMemory());

## 日期类

### Date 日期类（已过时但仍可用）

Date date = new Date(); 获取当前系统时间的对象。

……详情见JAVA API

### Calendar 日期类（）

Calendar calendar = Calendar.getInstance(); 获取了当前的系统时间

System.out.println("年份："+ calendar.get(Calendar.YEAR)); 年

System.out.println("月份："+ (calendar.get(Calendar.MONTH)+1)); 月（西方是0-11）

System.out.println("日："+ calendar.get(Calendar.DATE)); 日

……详情见JAVA API

### SimpleDateFormat 日期格式化类：

作用：

1．可以将时间对象转成指定格式的字符串。 format();

2．可以把字符串转成日期对象 parse();

SimpleDateFormat dateFormat = new SimpleDateFormat("yyyy年MM月dd日 HH:mm:ss");

//创建日期格式化类对象。 y、M、d、H、m、s都是日期格式符。详情见JAVA API 中的SimpleDateFormat

//把日期对象转换指定格式的字符串的方法 **format**

String text = dateFormat.format(new Date());

System.out.println("当前系统时间："+ text);\*/

**字符串--> 时间对象 字符串的格式必须要与SimpleDateformat指定的模式要一致，否则报错。**

String text = "1990年09月08日 07:01:00";

Date date = dateFormat.parse(text);

System.out.println(date);

## Object 类:

Object类是所有类的终极父类。

Object类常用的方法：

toString() 返回的字符串是用于描述该对象的。(返回：包名+@+内存地址)

equals(Object obj) 判断两个对象是否为同一个对象。（默认比较内存地址）

hashCode() 返回一个对象的哈希码值（内存地址）。（返回：内存地址）

java规范: 一般我们在重写equals方法的时候，我们都会重写hashCode方法。

为了整体性，equals判断为同一对象时，hashCode调用两个相同的对象时应该要是相同的。

查看源代码的方式：

方式一： 按住ctrl+ 鼠标单击

方式二： 按下f3

## System系统类

主要的作用是用于获取系统的一个参数。

### System类需要掌握的方法：

void arraycopy(Object src, int srcPos, Object dest, int destPos, int length) 拷贝数组

src 源数组。

srcPos 源数组中的起始位置。

dest 目标数组。

destPos 目标数据中的起始位置。

length 要复制的数组元素的数量。

long currentTimeMillis() 获取当前的系统时间

void exit(int status) 退出jvm，0表示正常退出jvm，非0 表示异常退出

void gc() 建议jvm尽快的启动垃圾回收器回收垃圾

getenv(String name) 获取环境变量

[Properties](mk:@MSITStore:C:\Users\Guo\Desktop\JAVA%20API【中文】.CHM::/java/util/Properties.html) getProperties() 获取系统属性

String getProperty(String key) 获取指定键指示的系统属性

## Integer类

int [parseInt](mk:@MSITStore:C:\Users\Guo\Desktop\JAVA%20API【中文】.CHM::/java/lang/Integer.html#parseInt(java.lang.String))([String](mk:@MSITStore:C:\Users\Guo\Desktop\JAVA%20API【中文】.CHM::/java/lang/String.html) s) 将字符串参数转换成十进制整数。

## String 类

### 字符串的比较规则：

如果两个字符串可以找到对应位置上不同的字符，那么就比较第一个不同的字符。

如果找不到对应位置上不同的字符，那么则对比两个字符串的长度。

### 字符串创建的方式

![](data:image/png;base64,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)

在String中比较字符串需要用equals去比较。因为在String中equals被重写成了比较字符串的每个字符。

### String类的构造方法：

String() 创建了一个空字符串对象

String("字符串") 构建一个指定的字符串

String(byte[] bytes) 使用byte数组构建字符串（ byte是字符对应的码值，97=’A’）

String(char[] value) 使用字符数组构建字符串

**String(byte[] bytes, int offset, int length)**

**使用byte字节数组构建字符串对象，指定开始使用的位置索引值与使用的长度**

String(char[] value, int offset, int count)

使用字符数组构建字符串对象，并且指定开始使用的位置索引值与使用的字符个数

**总结： 使用字节数组与字符数组是可以构建一个字符串对象的。**

### String类的获取方法

int length() 获取字符的个数

char charAt(int index) 指定索引值查找字符(不可越界)

int indexOf(String str) 查找指定字符串第一次出现的索引值

int lastIndexOf(int ch) 查找指定字符串最后一次出现的索引值

### String类的判断方法

boolean endsWith(String str) 是否以指定的字符或串结束

boolean isEmpty() 是否长度为0，指针指NULL时会报错

boolean contains(CharSequences) 判断字符串是否包含指定的字符或串

boolean equals(Object anObject) 判断的内容是否一致

boolean equalsIgnoreCase(String anotherString) 忽略大小写比较的内容是否一致

### String类的转换方法

char[] toCharArray() 将字符串转换为字符数组

**byte[] getBytes() 把字符串转换字节数组、**

### String类的其他方法

String replace(char oldChar, char newChar) 替换字符或串

String[] split(String regex) 指定分隔符进行切割

String substring(int beginIndex) 指定开始的索引值截取字符串

String substring(int beginIndex, int endIndex) 指定开始与结束的索引值截取字符串

注意 : 截取的位置是从beginIndex开始，末尾是endIndex-1(包头不包尾)

String toUpperCase() 转大写

String toLowerCase() 转小写

String trim() 去除空格

## StringBuffer（字符串缓冲区类）

如果一个字符串的内容需要频繁修改的时候，这时候我们则需要使用字符串缓冲区类。

下例方法没写返回值的返回值为StringBuffer

### StringBuffer类的增加方法

StringBuffer("jack") 在创建对象的时候赋值

append() 在缓冲区的尾部添加新的文本对象

insert() 在指定的下标位置添加新的文本对象

### StringBuffer类的删除方法

delete(int start, int end) 指定开始与结束的索引值删除字符串缓冲区的内容

deleteCharAt(int index) 指定索引值删除字符

### StringBuffer类的查找方法

String toString() 返回这个容器的字符串

int indexOf(String str) 返回指定子字符串第一次出现在该字符串中的索引

String substring(int start) 从开始的位置开始截取字符串

### StringBuffer类的修改方法

replace(int start，int end，String str)

使用给定字符串str替换此序列的子字符串start ~end-1中的字符。

void setCharAt(int index char ch) 指定索引位置替换一个字符

**笔试题： 使用Stringbuffer无参的构造方法默认的初始化容量是多少？ 当容量不够用时会自动增长多少？**

StringBuffer的底层是维护了一个字符数组，存储字符的时候实际上是往该字符数组中存储的，而字符数组的初始化容量是16， 当容量不够使用时，自动增长1倍（1倍+2）。

## StringBuilder（字符串缓冲区类）

操作同StringBuffer一样是存储字符的一个集合容器，字符串缓冲区类。

推荐使用： StringBuilder

**笔试题目： StringBuffer 与 StringBuilder的区别 ？**

*相同点：*

都是字符串缓冲类，底层都是维护了一个字符数组用于存储数据的。

*不同点：*

1．StringBuffer 是线程安全的，操作效率低。 StringBuilder是线程非安全的，操作效率高。

2．StringBuffer 是jdk1.0的时候出现的， StringBuilder是jdk1.5的时候出现。

# 集合

集合： 集合存储任意对象数据的容器。

## 集合的特点：

1．集合可以存储任意类型的对象数据

2．集合的长度是会发生变化的。

## Collection集合体系：

---| Collection 单列集合的根接口

------| List 如果是实现了List接口的集合类具备的。 特点：有序，元素可重复。

---------| ArrayList ArrayList的底层是维护了一个Object数组去实现的。

---------| LinkedList LinkedList的底层是使用了链表数据结构实现的。

---------| Vector (了解) Vector的底层也是使用一个Object数组去实现的。

------| Set 如果是实现了Set接口的集合类具备的。 特点：无序，元素不可重复。

---------| HashSet 底层是使用了哈希表支持的。 特点：存取的速度快。

---------| TreeSet 底层是使用了二叉树数据结构实现。 特点：可以对元素进行排序存储。

**有序：在集合中所谓的“有序”不是指自然顺序，而是指添加进去的顺序与存储的顺序一致。**

**笔试题目：使用 ArrayList无参的构造方法是默认的容量是多少？ 当容量不够使用时，自动回增长多少？**

ArrayList的底层是使用了一个Object数组去实现的，往ArrayList存储数据的时候，数据实际上是存储到了Object数组中， 使用无参构造函数是，Object数组的初始化容量是10， 当容量不够使用时会自动自增原来的0.5倍。

**笔试题目： Vector 与 ArrayList的区别：**

相同点： Vector与ArrayList底层都是使用Object数组去实现的。

不同点：

1．Vector是线程安全的，操作效率低， ArrayList是线程非安全的，操作效率高。

2．Vector是jdk1.0出现 的， ArrayList是jdk1.2出现的。

### ArrayList

ArrayList的底层是维护了一个Object数组去实现的。特点： 查询速度快，增删慢。

应用场景：数据的查询多，增删少时使用。如：图书馆

### LinkedList

LinkedList的底层是使用了链表数据结构实现的。特点： 查询速度慢， 增删快。

#### LinkedList特有的方法：

1：方法介绍

addFirst(E e) 把元素添加到集合的首位置

addLast(E e) 把元素添加到集合的末尾处。

getFirst() 获取集合的首位置元素

getLast() 获取集合的末尾元素

removeFirst() 删除集合的首元素

removeLast() 删除集合的末尾元素

2：数据结构

1：栈 （1.6）

先进后出

push() 入栈

pop() 出栈

2：队列（双端队列1.5）

先进先出

offer() 入队

poll() 出队

3：返回逆序的迭代器对象

descendingIterator() 返回逆序的迭代器对象

### Vector

Vector的底层也是使用一个Object数组去实现的。但是Vector线程安全的，操作效率低。

### hashSet要注意的事项：

往hashSet添加元素的时候，首先会调用元素的hashCode方法得到元素的哈希码值，通过哈希码值就可以算出该元素在哈希表中的存储位置 。

情况1： 如果根据元素的哈希码算出的位置目前没有任何元素存储在该位置上，那么该元素可以直接添加到哈希表中。

情况2： 如果根据元素的哈希码算出的位置目前已经有其他元素存储在了该位置上，那么还会调用元素的equals方法再与这个位置上的元素再比较一次，如果equals方法返回的是true，则视为重复元素，不允许添加到哈希表中，如果equals方法返回的是false，该元素则允许添加到哈希表中。

### TreeSet 要注意的事项：

1．如果往TreeSet添加元素的时候，如果元素本身具备自然顺序的特性，那么treeSet就会按照元素自然顺序的特性进行排序存储。

2．如果往TreeSet添加元素的时候， 如果元素本身不具备自然顺序的特性, 那么元素所属的类就必须要实现Comparable接口，把元素的比较规则定义在compareTo(T o)方法上。

3．在TreeSet中如果比较的方法返回的是0，该元素则被视为重复元素，不允许添加。

4．往TreeSet添加元素的时候，如果元素本身不具备自然顺序的特性，而且元素所属的类没有实现Comparable接口，那么在创建TreeSet对象 的时候就必须要传入一个比较器对象。

**推荐使用： 比较器。**

**比较器的创建格式：**

**class 类名 implements Comparator{ }**

## Colllection要掌握方法：

### 增加:

add(E e) 加一个元素

addAll(Collection c) 把一个集合的元素添加到另外一个集合容器上。

### 删除：

clear() 清除集合的元素

remove(Object o) 删除指定的元素

removeAll(Collection c) 删除两个集合中交集元素

retainAll(Collection c) 保留两个集合中的交集元素，其他的元素删除。

### 查看：

contains(Object o) 如果有指定元素，则返回 true，否则返回false.

containsAll(c) 如果包含指定集合中的所有元素，则返回 true，否则返回false.

isEmpty() 如果Collection不包含任何的元素，则返回true，否则返回false.

size() 查看集合中的元素个数

### 迭代 ：

toArray() 把集合中的元素存储到一个Object数组中返回。

iterator() 获取集合中的迭代器 。 迭代器的作用就是用于抓取集合中的元素。

iterator() **迭代器常用的方法：**

hasNext() 当前游标指向的位置是否有元素

next() 获取当前游标指向的元素，然后游标向下移动一个单位。

remove() 移除迭代器最后一次返回的元素。

## List接口下面特有的方法：

### 增加

add(int index, E element) 指定索引值添加元素

addAll(int index, Collection c) 指定索引值把集合c添加到调用集合中

### 删除

remove(int index) 指定索引值删除元素

### 修改

set(int index, E element) 指定索引值修改元素

### 获取

get(int index) 根据索引值获取元素

indexOf(Object o) 查找返回指定元素第一次出现的索引值, 如果没有则返回-1

lastIndexOf(Object o) 查找返回指定元素最后一次出现的索引值，如果没有则返回-1

subList(int fromIndex, int toIndex) 返回指定开始和结束的索引值截取集合中的元素

### 迭代listIterator()

#### listIterator特有的方法：

next() 先获取当前游标指向的元素，然后游标向下移动一个单位。

hasPrevious() 判断是否有上一个元素

previous() 游标先向上移动一个单位，然后获取当前游标指向的元素。

add(E e) 把元素添加到当前游标指向的位置上。

set(E e) 使用指定的元素替代迭代器最后一次返回的元素。工具类

**迭代器在迭代的过程中要注意的事项：**

1．迭代器在迭代的过程中不准使用集合对象改变集合的元素个数。 否则会报错：ConcurrentModificationException

2．在迭代过程中如果需要改变集合中的元素个数，只能使用迭代器的方法去改变。

# 双列集合

实现了Map接口的集合类具备的特点：存储的数据都是以键值对的形式存在的， 键(key )不能重复，值（value）可以重复

## 体系

---| Map 中的元素是两个对象，键不可以重复，但是值可以重复

------| HashMap 底层是哈希表数据结构。 特点：查询快，增删慢

------| TreeMap 底层是二叉树数据结构。 特点：查询慢，增删快

------| Hashtable(了解)

## 注意：

1.如果往TreeMap添加元素的时候， 如果键key本身不具备自然顺序的特性, 那么key所属的类就必须要实现Comparable接口。

2.往TreeMap添加元素的时候，如果键key本身不具备自然顺序的特性，而且键key所属的类没有实现Comparable接口，那么在创建TreeMap对象 的时候就必须要传入一个比较器对象。

**总体来说和单列集合是一致的**

## Map接口的方法:

### 添加

V put(K key, V value) （可以相同的key值，但是添加的value值会覆

盖前面的，返回值是前一个，如果没有就返回null）

putAll(Map<? extends K,? extends V> m) 从指定映射中将所有映射关

系复制到此映射中（可选操作）。

### 删除

remove(value) 删除关联对象，指定key对象

clear() 清空集合对象

### 获取

value get(key) 根据键key获取对应的值value

int size（） 查看map集合的元素个数

### 判断

boolean isEmpty() 长度为0返回true否则false

boolean containsKey(Object key) 判断集合中是否包含指定的key

boolean containsValue(Object value) 判断集合中是否包含指定的value

## 迭代

### keySet()

**返回所有的key对象的Set集合再通过get方法获取键对应的值。**

**遍历方式一： 可以使用keySet方法遍历。 keySet方法返回的集合只是包含了所有的键，没有包含值。**

Set<String> set = map.keySet(); //把map集合中所有key的数据存储到Set集合中返回。

Iterator<String> it = set.iterator();

while(it.hasNext()){

String key = it.next();

System.out.println("键："+ key+" 值："+ map.get(key));

}

### values()

**获取所有的值**

**遍历的方式二：可以使用values方法进行遍历。 values方法返回的集合对象只是包含了map中的所有值，没有键的数据。**

Collection<String> list = map.values(); // values 把map集合中的所有值存储到一个Collection集合返回。

Iterator<String> it= list.iterator();

while(it.hasNext()){

String value = it.next();

System.out.println("值："+ value);

}

### entrySet()

**将map 集合中的键值映射关系打包成一个对象Map.Entry对象通过Map.Entry 对象的getKey，getValue获取其键和值。**

**遍历的方式三： 使用 entrySet方式遍历。 推荐使用。**

Set<Map.Entry<String,String>> entrys = map.entrySet();

Iterator<Map.Entry<String,String>> it = entrys.iterator();

while(it.hasNext()){

Map.Entry<String,String> entry = it.next();

System.out.println("键： "+ entry.getKey()+ " 值：" + entry.getValue());

}

# 关键字

this 关键字代表本类对应的引用。

super 关键字代表父类存储空间的标识。

final（最终） 常量

final关键字要注意的细节 ：

1．final关键字修饰一个基本类型变量时， 该变量不能重新赋值。

2．final关键字修饰一个引用类型变量时，其引用重新指向新的对象。

3．final修饰一个方法时，该方法不能被重写。

4．final修饰一个类的时候，该类不能被继承。

常量的修饰符: public static final．

常量命名规范： 所有字母大写，单词与单词之间使用下划线分隔 。

## **extends** 继承

使用格式：class 类名1 extends 类名2{ }

继承要注意的细节：

1． 子类可以继承父类的成员,但是千万不要为了减少重复代码而且继承，只有 真正存在继承关系的情况下才去继承。

2．父类私有的成员是不能被继承的。

3．父类的构造方法也是不能被继承的。

4．创建子类对象时默认会先调用父类的无参的构造函数。

## abstract 抽象

使用格式：

abstract class 类名{

public abstract void 方法名();

}

抽象类的应用场景：

描述一类事物的时候，发现该事物确实存在着某种行为，但是目前该行为是不具体的，

那么这时候我们应该抽取该方法的声明，不去实现该方法，这时候我们应该使用抽象类。

abstract不能与以下关键字配合使用：

1．abstract 不能与private配合使用。

2．abstract 不能与final关键字配合使用。

3．abstract 不能与static关键字配合使用。

## Instanceof 判断

instanceof关键字： 判断一个对象是否属于指定的类型。

使用前提：判断的对象与指定的类型必须存在继承的关系，或者是实现的关系。

instanceof关键字的使用格式：

对象 instanceof 类名

## Interface 接口

接口的定义格式：

interface 接口名{ }

实现接口的格式：

class 类名 implements 接口{ }

接口要注意的细节：

1．接口其实是一个特殊的类。

2．接口中的成员变量都是属于常量，默认的修饰符 public static final.

3．接口中的方法都是抽象 的方法， 默认的修饰符： public abstract 。

4．接口是不能用于创建对象。

5．接口是没有构造方法的，因为接口中的变量都是常量，接口中方法都是抽象的方法。

6．一个非抽象类实现一个接口时，必须实现接口中的所有方法。

# 异常处理

----| Throwable

---------| Error 错误一般都是由于jvm或者是硬件引发的问题，一般不会通过代码去处理。

---------| Exception 异常 如果程序出现了异常，那么一般就需要通过代码去处理了。

Throwable常用的方法：

1．toString() 返回的是用于描述该异常情况的类的完整类名。 包名+类名 = 完整类名。

2．getMessage() 返回创建Throwable对象的时候传入的消息字符串的,

3．printStackTrace() 打印异常的栈信息。

## 捕获处理

捕获处理的格式：

try{

可能会发生异常的代码

}catch(异常的类型 变量名){

异常处理代码；

}

## 抛出异常

throw和throws的用法：

throw 定义在函数内，用于抛出异常对象。

throws 定义在函数上，用于抛出异常类，可以抛出多个用逗号隔开。

## finally 块

使用前提：必须配合try块使用，不能单独使用。

finally块在任何情况下都可以执行，只有的java虚拟机退出时无法执行。

使用格式：

try{

可能会发生异常的代码

释放资源；（因为有异常，所以后面的释放资源没有执行）

}catch(异常的类型 变量名){

异常处理代码；

} finally{

释放资源；（帮助释放资源）

}

# 包

目前存在的问题：

1．如果两个java文件的类名一致，那么后编译的class文件就会覆盖 前面编译的class文件。

包：java中的包相当于windows文件夹。

包的好处：

1．解决类名重复class文件覆盖的问题。

2．方便软件版本的发布。

## package 建包

包语句的格式：

package 包名;

存在的问题: 有了包语句之后，每次编译成功我们都需要新建一个文件夹，把对应的class文件拖进去。

解决方案： 只需要在编译的时候加上-d 参数即可。

格式： javac -d 存放class文件的路径 java源文件

包要注意的事项：

1．一个java文件如果有了包语句，那么该类文件的完整类名是"包名+ 类名":

2． 一个java文件只能有一个package语句。

3．package语句必须位于java文件中的第一个语句。

## import 导包

导包语句的作用是简化书写。

导包语句的格式：

import 包名.类名;

导包语句要注意的细节：

1．一个java文件可以出现多个import语句。

2．导包的时候可以使用通配符"\*"来匹配类名。"\*"可以匹配任何的类名。

3．import bb.\*; 该语句不会作用于bb包下面的子包。

推荐不要使用通配符导包，因为结构不清晰。

# 打jar包

如何将class文件打包成jar文件呢？

需要使用到jdk的开发工具jar.exe

## jar工具的使用格式：

jar cvf jar包名 class文件名|包名

## jar要注意的事项：

1．打jar包 的时候必须要指定jar包的入口类，入口类的指定是在清单文件上去指定的，

格式： Main-Class: 包名.类名

2．jar双击运行仅对于图形化界面程序起作用，对于控制台 程序不起作用。

3．如果使用jar包中的类文件，一定要先设置好classpath路径。

## jar的作用：

1．可以将一个项目的class文件打包，方便用户运行项目

2．可以将工具类打包给jar提供给其他人去使用。

# bat处理

jar文件双击运行仅对于图形化界面的程序起作用，对于控制台程序是不起作用。

bat处理文件： bat处理文件就是指一次性可以执行多个命令的文件。

## bat处理文件如何编写 ：

新建一个记事本，然后把后缀名改成bat即可，然后把要执行的命令写在bat文件上。

## bat处理文件常用的命令：

echo 向控制台输出指定的语句.

title 设置控制台标题。

color 设置控制台的颜色

echo off 一个bat处理文件如果执行了echo off命令， 那么echo off以下的命令都会隐藏起来，只显示结果。

@ 隐藏当前行的命令。

rem 表示此命令后的字符为解释行（注释），不执行，只是给自己今后参考用的（相当于程序中的注释） 或者%注释的内容%

pause; 让控制台停留下来。

%[1-9] 表示参数，变量。

# 反射技术

**反射这门技术在做一些比较通用的工具类的开发的时候，就非常有用了。**

**反射： 当一个class文件被加载到内存中的时候，那么jvm就会马上对该class文件的成员进行解剖，然后将class文件的成员数据封装到一个Class对象中，我们如果可以获取到Class对象，那么我们就可以通过该Class对象来操作该类的所有成员。**

**注意：在反射技术中一个类的任何成员都使用了一个类来描述。**

## Class对象的获取方式：

**推荐使用方式1：通过Class.forName获取Class对象.**

### 实例：

**//方式1：通过Class.forName获取Class对象.**

Class clazz1 = Class.forName("cn.itcast.reflect.Person");

System.out.println("clazz1:"+clazz1.getSimpleName());

**//方式2：可以通过类名获取Class对象。**

Class clazz2 = Person.class;

System.out.println("是同一个对象吗？"+(clazz1==clazz2));

**//方式3：可以通过对象获取Class对象**

Class clazz3 = new Person().getClass();

System.out.println("是同一个对象吗："+ (clazz2 == clazz3));

## 通过Class对象获取构造方法

**Constructor类： 该类是用于表述一个构造方法的。**

**getConstructors() 获取了公共的构造方法**

**getDeclaredConstructors() 获取所有构造方法，包括私有的构造方法。**

**getConstructor() 获取单个构造方法**

**getDeclaredConstructor() 获取单个私有的构造方法**

**setAccessible (true) 设置构造方法的访问权限**

**newInstance(对象残数) 创建对象**

### 实例：

public class Demo {

public static void main(String[] args) throws Exception {

Class clazz = Class.forName("cn.itcast.reflect.Person");

//通过class对象找到所有的构造方法。

/\*

**//只获取了公共的构造方法。**

**Constructor[] constructors = clazz1.getConstructors();**

**//获取一个类的所有构造方法，包括私有的构造方法。**

**Constructor[] constructors = clazz1.getDeclaredConstructors();**

for(Constructor constructor : constructors){ //输出显示所有构造方法

System.out.println(constructor);

}

**//获取单个构造方法**

**Constructor constructor = clazz.getConstructor(String.class,int.class);**

**//通过Constructor对象创建对象。**

**Person p = (Person) constructor.newInstance("狗娃",12);**

**System.out.println(p); //输出显示所有构造方法**

\*/

**// 获取私有的构造函数**

**Constructor constructor = clazz.getDeclaredConstructor(null);**

**//设置构造方法的访问权限（暴力反射）**

**constructor.setAccessible(true);**

Person p = (Person) constructor.newInstance(null);

System.out.println(p);

}

}

## 通过Class对象获取成员函数

**Method类： 该类是用于表述一个成员函数的。**

**getMethods 获取所有的方法，获取所有公共的方法，包括继承下来的方法。**

**getDeclaredMethods 获取所有的方法，包括私有的，但是不包括继承下来的方法。**

**获取单个方法**

**getMethod("eat", int.class,String[].class) 获取公共的方法**

**第一个参数是方法名， 第二参数是形参列表的数据类型。**

**getDeclaredMethod("study", null) 获取私有的方法**

**第一个参数是方法名， 第二参数是形参列表的数据类型。**

**执行方法**

**invoke(p, 3,new String[]{"aa","bb"})**

**第一个参数：方法的调用者对象， 后面参数： 方法执行所需要的参数。**

### 实例：

public class Demo {

public static void main(String[] args) throws Exception {

Class clazz = Class.forName("cn.itcast.reflect.Person");

/\*

**//获取所有的方法，获取所有公共的方法，包括继承下来的方法。**

**Method[] methods = clazz.getMethods();**

**//获取所有的方法，包括私有的，但是不包括继承下来的方法。**

**Method[] methods = clazz.getDeclaredMethods();**

for(Method m : methods){

System.out.println(m);

}

\*/

Person p = new Person("狗娃",12);

**//获取单个方法**

**//第一个参数是方法名， 第二参数是形参列表的数据类型。**

**Method m = clazz.getMethod("eat", int.class,String[].class) ;**

**//执行一个方法**

**Person p = new Person("狗娃",12);**

**//第一个参数：方法的调用者对象， 后面参数： 方法执行所需要的参数。**

**m.invoke(p, 3,new String[]{"aa","bb"});**

Method m = clazz.getMethod("sleep", int.class);

m.invoke(null, 23);

**//私有的方法**

**Method m = clazz.getDeclaredMethod("study", null);**

**//设置方法的访问权限是可以访问**

**m.setAccessible(true);**

**m.invoke(p, null); //执行p方法**

}

}

## 通过Class对象获取一个类的成员变量

**Field类： 该类是用于表述一个成员变量的。**

**getDeclaredFields() 获取该类的所有成员变量**

**getDeclaredField(成员变量名) 获取指定成员变量**

**set(p, "铁蛋"); 设置成员变量第一个参数： 对象， 第二参数：成员变量的值。**

### 实例：

public class Demo {

public static void main(String[] args) throws Exception {

Class clazz = Class.forName("cn.itcast.reflect.Person");

**//获取该类的所有成员变量**

**Field[] fields = clazz.getDeclaredFields();**

for(Field field : fields){

System.out.println(field);

}

Person p = new Person("狗剩",12);

**Field nameField = clazz.getDeclaredField("name");**

**nameField.set(p, "铁蛋"); // 第一个参数：对象 第二参数：成员变量的值。**

System.out.println(p);

}

}

# 设计模式

## 单设计模式

**用于保证一个类在内存中只有一个对象。**

**推荐使用：饿汉单例设计模式。懒汉单例设计模式存在线程安全问题。**

### 饿汉单例设计模式

饿汉单例设计模式的步骤:

1．私有化构造函数。

2．声明本类的引用类型变量，并且创建本类的对象。

3．提供一个公共的方法获取本类的对象。

#### 实例：

class Single{

//创建本类的对象。

private static Single s = new Single();

//私有化构造函数

private Single(){}

//提供一个公共的方法获取本类的对象。

public static Single getInstance(){

return s;

}

}

### 懒汉单例设计模式

懒汉单例设计模式：

1．私有化构造函数。

2．声明变量的引用类型变量，但是先不要创建 本类的对象。

3．提供一个公共静态的方法获取本类的对象，获取之前先判断是否已经创建了本类的对象，如果没有创建，那么先创建本类的对象，然后再返回。否则直接返回即可。

#### 实例：

class Single2{

//声明变量的引用类型变量，但是先不要创建 本类的对象。

private static Single2 s;

//私有化构造函数

private Single2(){}

//提供一个公共静态的方法获取本类的对象，获取之前先判断是否已经创建了本类的对象，如果没有创建，那么先创建本类的对象，然后再返回。否则直接返回即可。

public static Single2 getInstance(){

if(s==null){

s =new Single2();

}

return s;

}

}

### 懒汉单例线程安全解决

class Single{

//声明本类的引用类型变量，但是不创建对象。

private static Single s = null;

//私有化构造函数

private Single(){}

public static Single getInstance(){

if(s==null){

synchronized ("锁") {

if(s==null){

s = new Single();

}

}

}

return s;

}

}

## 观察者设计模式

**当一个事物发生了指定的动作的时候，要 通知另外一个事物做出相应的处理。**

需求：编写一个气象站、气象站要不断的更新天气， 人要根据要根据当前的天气作用相应的处理。

问题1： 天气更新了多次，然后人才做出一次的反应。

问题2：目前气象站只能为一个人服务 ？

问题3： 在现实生活中，出了员工要关注天气以外，其他的群体也要关注天气的？

**观察者设计模式的实现步骤：**

**把要通知对方的行为抽取出来定义在一个接口上，然后在本类中维护该接口的成员。**

### 实例：

#### // 气象站

public class WeatherStation {

String[] weathers = {"暴雨","台风","霜冻","晴天"};

String weather;//当前的天气

Random random = new Random();

**// 程序的解耦。 程序设计讲究低耦合, 类与类之间不要过分依赖。**

**ArrayList<Weather> list = new ArrayList<Weather>();**

public void addListener(Weather e){ //

list.add(e);

}

//工作

public void startWork(){

new Thread(){

@Override

public void run() {

while(true){

updateWeather();

//每隔1~1.5秒更新一次天气

for(Weather e:list){

e.notifyWeather(weather);

}

**int millis = random.nextInt(501)+1000;**

try {

Thread.sleep(millis);

} catch (InterruptedException e) {

e.printStackTrace();

}

}

}

}.start();

}

//更新天气的方法

public void updateWeather(){

int index = random.nextInt(weathers.length);

weather = weathers[index];

System.out.println("当前的天气："+ weather);

}

}

#### // 设置接口

**// 如果要订阅天气的群体必须也要实现Weather接口。**

public interface Weather {

public void notifyWeather(String weather);

}

#### // 使用对象1

public class Emp implements Weather{ //**实现了Weather接口**

String name;

public Emp(String name) {

super();

this.name = name;

}

//人要根据天气做出相应的处理方案

public void notifyWeather(String weather){

// "暴雨" ,"台风","霜冻","晴天"

if("暴雨".equals(weather)){

System.out.println(name+"带着雨伞上班！！");

}else if("台风".equals(weather)){

System.out.println(name+"拖着一块大石头上班！！");

}else if("霜冻".equals(weather)){

System.out.println(name+"带着棉被上班！！");

}else if("晴天".equals(weather)){

System.out.println(name+"开开心心上班！！");

}

}

}

#### // 使用对象2

public class Student implements Weather { //**实现了Weather接口**

String name;

public Student(String name) {

this.name = name;

}

public void notifyWeather(String weather){

if("暴雨".equals(weather)){

System.out.println(name+"在宿舍休息！！");

}else if("台风".equals(weather)){

System.out.println(name+"在宿舍休息！！");

}else if("霜冻".equals(weather)){

System.out.println(name+"盖棉被休息！！");

}else if("晴天".equals(weather)){

System.out.println(name+"去教室休息！！");

}

}

}

#### // 实现

public class WeatherMain {

public static void main(String[] args) throws Exception {

**// 群体1**

Emp e = new Emp("狗娃");

Emp e2 = new Emp("如花");

**// 群体2**

Student s = new Student("小明");

Student s2 = new Student("小黑");

**// 气象站**

WeatherStation station = new WeatherStation();

**// 由于两个群体都实现了Weather接口，所以WeatherStation可以添加两个群体的对象**

station.addListener(e);

station.addListener(e2);

station.addListener(s);

station.addListener(s2);

**// 启动气象站**

station.startWork();

}

}

## 工厂设计模式

工厂设计模式就是专门用于产生对象的方法。

需求： 定义一个工厂方法可以产生任何类型的对象，产生的对象是根据配置文件而定。

### 实例：

public class Demo {

public static void main(String[] args) throws Exception {

Person p = (Person) newInstance();

System.out.println("人对象："+ p);

}

public static Object newInstance() throws Exception{

BufferedReader bufferedReader = new BufferedReader(new FileReader("obj.txt"));

**//从文件中读取到完整的类名**

String className = bufferedReader.readLine();

**//运用反射技术根据类名获取Class对象**

Class clazz = Class.forName(className);

**//获取无参的构造函数**

Constructor constructor = clazz.getConstructor(null);

**//创建对象。**

Object o = constructor.newInstance(null);

**//读取配置文件，然后对象的属性数据封装到对象中。**

String line = null;

while((line = bufferedReader.readLine())!=null){

String[] datas = line.split("=");

Field field = clazz.getDeclaredField(datas[0]);

field.setAccessible(true);

if(field.getType()==int.class){

field.set(o, Integer.parseInt(datas[1]));

}else{

field.set(o, datas[1]);

}

}

return o;

}

}