介绍

**前置条件**

本教程假定RabbitMQ在默认的端口(5672)上的本地主机上安装并运行。如果你使用不同的host,port 或credentials，则连接设置需要进行调整。

**从哪里可以获得帮助**

如果你在阅读本教程是遇到困难，可以通过邮件与我们取得联系[contact us](https://groups.google.com/forum/#!forum/rabbitmq-users)

RabbitMQ是一个message broker：它接受和转发消息。 你可以把它想象成一个邮局：当你把你想要发布的邮件放在邮箱中时，你可以确定邮差先生最终将邮件发送给你的收件人。 在这个比喻中，RabbitMQ是邮政信箱，邮局和邮递员。

RabbitMQ和邮局的主要区别在于它不处理纸张，而是accepts, stores and forwards binary blobs of data ‒ *messages*。

RabbitMQ和一般的消息传递使用了一些术语。

* *Producing* 意味着sending. 一个发送messages的程序时一个*producer* :

![http://www.rabbitmq.com/img/tutorials/producer.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEcAAAAzCAYAAADFAxXIAAAABmJLR0QA/wD/AP+gvaeTAAAFy0lEQVRoge2bXWwUVRiGn52fnT07u9BIbbUKCxoTTCgkrS2g4AVRi7FIL7goMcQrYqKRmJiQiNyo6I0mROsdSRMTLf4BIUAiGBMCYhNa0lIs0IQQkbSADRS27e7MzsweL1bCuluhP7szNembvBd7Mrvzfc+cM+d3YU5zmlOJFQrw3o8ANcBjQASoABRAAmNABrgODAJDgO13gH7AEUADsIpYrAFVrWNsLIHnqRiGQ3W1jRBZVFUlFMrF43kengfDwxp37gikBNO8ia73k0x2ks2eAU6Rg1Y2lQvOo0ALpvk66XQ9hiFZvTpLY6PB8uWwbBkkEjBv3oN/KZOBoSEYGICzZ6G31+PEiQyDgwIhhnCcb3DdH4EucrVuVsoAXsM0u1EUj7q6MT79VNLbK3FdiZSl9dCQ5NtvJZs2WQhhI8QwirILeDxoEPkyUZT3MYw7VFen+fjjLENDpYdxP1uWZN8+ydq1aRTFRYiDwNNBQlFRlLcQYoSnnkrz3XflqSFT9fnzktbWDKrqYpod5Jq4r1pBPH6O6uoMe/dKPC94KIW+cEHy8ssOhpFC198k1xOWVQqK8h6a5vDuuy6jo8FDeJAPHpRUVaUR4ldyQ4eyKIYQv1BVZXH8ePBJT8U3b0qam23C4dvA6lKDqcI0f+eZZzIMDwef7HS9a1cWXbeBDaUCM59IZIAXX7QYHw8+wZm6vT2LqjpA00zBhIlGO1m50iaVCj6xUvnLLyW6bgH100ej65+xZEmaW7eCT6jU3r7dQ4hBID4dNM+jaQ49PcEnUg67rqShwUaIr6cKRkGIi3zwQbasAebmQvcci0lWrZJ89ZU/gC5dkmiaAzROBc4WKivL/wKGf3++fVty4IAkkZC0tfkD6J13PGKx3yaPJhbrZ/fu8gdWCOeuOzslTzzhD5wbNySq6gK1k0FTi6q6voxn/guObUt03R84UkpaWmwMo60QxETzjZdYsyZDZeXka1qp1dMDCxf6d7/W1jDhcNHAsBiOab7AunXCl6AKlUzCoUOweTNs2+bffZ97DkZHFwEP3//CWOxP9u/3pzoX9lamKWlslLS3+9ek7joatYFn81FoRXAcZ76vTUrOkpXNBQtcUqkF+UXFzSqbNYhGfYtp1igalYCZX1QMR9dHGRnxK6TZo5ERBbiVX1QMR1Vvce2aXyHNDrkujIyEgb/yi4vhWNYJOjs9v+KaFerrAyk9oD+/uBiO45zk2DF/dhdny8v4+HEQ4izgPOjSeWiaTXe3/91pUH7yyRTwRiGIiUbIScLhn9izx535I/kf6PRp+OMPHfhhsl/Jza/Onw/+qZbbK1em0fXdUyMqxPc0NVmBB19O79sn0fUUD5w2FKuSSOQmbW3lXfAKyleu3J0ybJkqmLt6lXDY4eTJ4JMppcfHJXV1FkIcni6YnBRlJ6Zp0d8ffFKlsONImposDOMc01xc/7cMYzcVFRZdXcEnN9Mas369hRCXyJ0sK5E0bSeGkaGjI/gkp+PLlyW1tWmE6AEeKh2Ye9qMpqXYutXGsoJPeLI+dEgSjVroegcFM+9SaylCXCCRSPHzz8Enfj9fuyZpbbXR9TQTjIDLJQ1F2Y6m2TQ3p+nrCx5EvpNJyUcfeQhhE4kcBRb5BSZfCzGMPWiaQ0uLzalTwdeUDz/MEo/bmGYvsD4IKIVaRDjcjqZZLF2a4pNPcruJfgAZG5N0dEg2brT/OerWDbwSNJCJVAG8TTzeTSjksWzZGDt2ZDlyJLebWQoYris5c0by+eeSDRvShMMO0egNdP0LYHkpkynnIe0q4BVMcz1SvkA6/RA1NWnq6zVWrNBJJKCmJrc/NdGatefB9etw9SoMDsLFi1m6umwGBsJks1mi0W6SycPAUeBMORLw83j/YnJPtpZ4vI5QaDGe9yiWVYnn6cWRhSSRyG10/Qah0CCp1Dkc5yzQB/xO7vh/WRXkfx8KVcG9eMaYxKrcnOY0p/+d/gYb71tb+HAQoQAAAABJRU5ErkJggg==)

* *queue* 是RabbitMQ内的post box 的名称。尽管messages flow经过RabbitMQ和你的应用程序，但他们只能存储在*queue* 中。一个*queue* 只受host’s memory和disk limits，它本质上是一个很大的message buffer，许多*producers*  可以send messages到queue，并且许多consumers可以尝试从一个queue receive数据。这就是我们呈现的queue的方式。

![http://www.rabbitmq.com/img/tutorials/queue.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIIAAABbCAYAAAC/Ml0aAAAABmJLR0QA/wD/AP+gvaeTAAADKklEQVR4nO3dO4hcVRwH4G/HjQmrRuKarBgRXF+VaFSEaCNBEBsflYWVVlpYWrgELQQfCGJtIzYiRBDfnY2taBEsRIRVAz5wEdEYNeuOxTnCzWR3lp172M2E3wdbnDlzzvzv3N+cvcO9M0NERERERERERERERERERERERMT5YDdex0n8iKcw7PQP1xnTve0CvICf8SfewiUNxo4zxONYxj/4Ard0+hfxHn7HX/gYBzpjj+JX/ID78TRWavuekceatMYmBtv1QHgO+3ENbsaRLY5fwm24FQs4hZe2YezduAv78A5e6/S9j1eVnb+Ar/BKp/8ArlIC8Wa9z9W13b1f3xqnyglc12nfYGsrwjJu7LQXlJWl79hxhris057D6TH3n1Ne0aNjd6/THp1n0hqnzqqy/P1v1taCcLrOsYp/a99ag7HjbDbvnfgUf9Tbx9W0WXvSGqfO6IpwvbN31lynPT/S/x0ObjB3n7HjbBaEE3gYl2IGezv9Ww3CpDVOnZeVA6v9yv/OD535ZHyGZ5QdehDHRvqX6phrldXkJuWAqu/YcTYLwgoeUJb6xTrnpEGYtMapswdvKEfEPzn7XcMhfK68upfxxEj/QDnqXlaO4I8rr8a+Y8fZLAgP4htlOf8WT5o8CJPWeF5Y74mOHbCdbx/jHDa70wXssI1WpJltrSIiIiIiIiIiIiIiImLKtTq5snglL54q59F7WePCQblEa7XBXHODcv1DX4M1dg34u0FNzbZvwMwKj/Sdh3ZnHxcu576jXNx3omPK9WyH+tdkCc83mOd7fKBc7dJXy+17tFxCf045fC+/DBn2/XuW4UcN5hkyvKPRPMcZPtZorpbbt698nqKJXJgSSBCiShACCUJUCUIgQYgqQQgkCFElCIEEIaoEIZAgRJUgBBKEqBKEQIIQVYIQSBCiShACCUJUCUIgQYgqQQgkCFElCIEEIaoEIZAgRJUgBNp9P8Lhvbz70Jm/ojKRL9k1z9oV5edsevmEPUcafHT8NwZfM3t7g+9/aLl9b3PRyUb7sFUQ5m39V9uijWM7XUBERERERERERERERERERERExIb+AxQJiV1hxQwjAAAAAElFTkSuQmCC)

* Consuming 与receiving有类似的意义。consumer 是一个主要等待接收messages的程序。

![http://www.rabbitmq.com/img/tutorials/consumer.png](data:image/png;base64,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)

请注意，producer, consumer, and broker不必在同一主机上; 实际上在大多数应用程序中它们不是在同一主机上。

## "Hello World"

### (using the spring-amqp client)

在本教程的这一部分，我们将使用spring-amqp library编写两个程序; 一个发送单个消息的producer，以及接收消息并将其打印出来的consumer。 我们将详细介绍Spring-amqp API中的一些细节，并着重介绍这个非常简单的事情，以便开始使用。 这是一个messaging传递的“Hello World”。

在下图中，“P”是我们的producer，“C”是我们的consumer。 中间的盒子是一个queue - RabbitMQ代表consumer保存的message buffer。

![(P) -> [|||] -> (C)](data:image/png;base64,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)

#### The Spring AMQP Framework

RabbitMQ提供多种protocols。 本教程使用AMQP 0-9-1，它是一种开源的通用消息传递协议。 RabbitMQ有许多不同的语言客户端。

Spring AMQP利用Spring Boot进行配置和dependency management。 Spring支持maven或gradle，但对于本教程，我们将选择使用Spring Boot 1.5.2的maven。 打开 [Spring Initializr](http://start.spring.io/)并提供 : group id（例如org.springframework.amqp.tutorials）artifact id（例如rabbitmq-amqp-tutorials）搜索amqp依赖关系并选择AMQP依赖关系。

生成项目并将生成的项目解压缩到您选择的位置。 现在可以将其导入到您最喜欢的IDE中。 或者，您可以使用您最喜爱的编辑器处理它。

### Configuring the project

Spring Boot提供了许多功能，但我们只会在这里强调一些。 首先，Spring Boot应用程序可以通过application.properties或application.yml文件提供属性。你会在生成的项目中找到一个没有任何内容的application.properties文件。将application.properties重命名为具有以下属性的application.yml文件：

spring:

profiles:

active: usage\_message

logging:

level:

org: ERROR

tutorial:

client:

duration: 10000

创建一个新的目录(package - tut1)，我们可以在其中放置教程代码。 现在我们将创建一个JavaConfig文件（Tut1Config.java）以下面的方式描述我们的bean：

package org.springframework.amqp.tutorials.tut1;

import org.springframework.amqp.core.Queue;

import org.springframework.context.annotation.Bean;

import org.springframework.context.annotation.Configuration;

import org.springframework.context.annotation.Profile;

@Profile({"tut1","hello-world"})

@Configuration

public class Tut1Config {

@Bean

public Queue hello() {

return new Queue("hello");

}

@Profile("receiver")

@Bean

public Tut1Receiver receiver() {

return new Tut1Receiver();

}

@Profile("sender")

@Bean

public Tut1Sender sender() {

return new Tut1Sender();

}

}

请注意，我们已将第一个教程配置文件定义为tut1，package name或hello-world。 我们使用@Configuration让Spring知道这是一个Java Configuration，并且在其中创建Queue ("hello") 并定义我们的Sender and Receiver beans。

我们将通过我们的简单的配置文件运行整个我们的应用程序教程。要启用此功能，我们将修改RabbitAmqpTutorialsApplication.java并启动:

import org.springframework.boot.CommandLineRunner;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.annotation.Bean;

import org.springframework.context.annotation.Profile;

import org.springframework.scheduling.annotation.EnableScheduling;

@SpringBootApplication

@EnableScheduling

public class RabbitAmqpTutorialsApplication {

@Profile("usage\_message")

@Bean

public CommandLineRunner usage() {

return new CommandLineRunner() {

@Override

public void run(String... arg0) throws Exception {

System.out.println("This app uses Spring Profiles to

control its behavior.\n");

System.out.println("Sample usage: java -jar

rabbit-tutorials.jar

--spring.profiles.active=hello-world,sender");

}

};

}

@Profile("!usage\_message")

@Bean

public CommandLineRunner tutorial() {

return new RabbitAmqpTutorialsRunner();

}

public static void main(String[] args) throws Exception {

SpringApplication.run(RabbitAmqpTutorialsApplication.class, args);

}

}

并添加RabbitAmqpTutorialsRunner.java代码，如下所示：

package org.springframework.amqp.tutorials;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.beans.factory.annotation.Value;

import org.springframework.boot.CommandLineRunner;

import org.springframework.context.ConfigurableApplicationContext;

public class RabbitAmqpTutorialsRunner implements CommandLineRunner {

@Value("${tutorial.client.duration:0}")

private int duration;

@Autowired

private ConfigurableApplicationContext ctx;

@Override

public void run(String... arg0) throws Exception {

System.out.println("Ready ... running for " + duration + "ms");

Thread.sleep(duration);

ctx.close();

}

}

### Sending

![(P) -> [|||]](data:image/png;base64,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)

现在有很少的代码需要进入sender and receiver classes。 我们称他们为Tut1Receiver和Tut1Sender。 Sender利用我们的config和RabbitTemplate send the message。

*// Sender*

package org.springframework.amqp.tutorials.tut1;

import org.springframework.amqp.core.Queue;

import org.springframework.amqp.rabbit.core.RabbitTemplate;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.scheduling.annotation.Scheduled;

public class Tut1Sender {

@Autowired

private RabbitTemplate template;

@Autowired

private Queue queue;

@Scheduled(fixedDelay = 1000, initialDelay = 500)

public void send() {

String message = "Hello World!";

this.template.convertAndSend(queue.getName(), message);

System.out.println(" [x] Sent '" + message + "'");

}

}

您会注意到spring-amqp删除了boiler plate code，只留下messaging的逻辑以便于被关注(concerned)。我们的Tut1Config类的bean定义中配置的queue中autowire queue，并且像许多spring connection abstractions一样，我们使用可以autowired sender的RabbitTemplate封装样板rabbitmq client classes。 剩下的就是创建一条message并调用模板的convertAndSend方法，从我们定义的bean和我们刚创建的message传入queue name。

#### Sending doesn't work!

如果这是您第一次使用RabbitMQ，并且您没有看到“已发送”消息，那么您可能会抓住您的头脑，想知道会出现什么问题。 也许broker启动时没有足够的可用磁盘空间（默认情况下它至少需要200 MB空闲空间），因此拒绝接受消息。 检查broker日志文件以确认并在必要时减少限制。  [configuration file documentation](http://www.rabbitmq.com/tutorials/a%3E%20href=%22http:/www.rabbitmq.com/configure.html#config-items%22%3C/a)将告诉你如何设置disk\_free\_limit。

### Receiving

receiver同样是非常简单的。 我们使用@RabbitListener注解Receiver类并传入queue name。 然后我们使用@RabbitHandler注解我们的接收方法，传递已经pushed到queue的有效payload。

package org.springframework.amqp.tutorials.tut1;

import org.springframework.amqp.rabbit.annotation.RabbitHandler;

import org.springframework.amqp.rabbit.annotation.RabbitListener;

@RabbitListener(queues = "hello")

public class Tut1Receiver {

@RabbitHandler

public void receive(String in) {

System.out.println(" [x] Received '" + in + "'");

}

}

### Putting it all together

该应用程序使用Spring Profiles来控制它正在运行的教程，以及它是Sender or Receiver。 使用配置文件选择要运行的教程。 例如：

- {tut1|hello-world},{sender|receiver}

- {tut2|work-queues},{sender|receiver}

- {tut3|pub-sub|publish-subscribe},{sender|receiver}

- {tut4|routing},{sender|receiver}

- {tut5|topics},{sender|receiver}

- {tut6|rpc},{client|server}

当我们继续阅读其他五篇教程时，我们会回到这份清单。 使用maven构建之后，运行应用程序，但是您想运行boot apps（例如，从ide或命令行）。 我们将演示如何从命令行运行。

例如:

*# publisher*

java -jar rabbitmq-tutorials.jar --spring.profiles.active=hello-world,sender

*# consumer*

java -jar rabbitmq-tutorials.jar --spring.profiles.active=hello-world,receiver

#### Listing queues

您可能希望看到RabbitMQ有什么queues以及它们中有多少条messages。 您可以使用rabbitmqctl工具

sudo rabbitmqctl list\_queues

在Windows上省略sudo:

rabbitmqctl.bat list\_queues

有时间转到第2部分( [part 2](http://www.rabbitmq.com/tutorials/tutorial-two-spring-amqp.html))并构建一个简单的work queue模式。