# 16单链表小结：腾讯面试题

## 静态链表的删除操作

我们的故事还没结束，小C看到小A和2B这样非法的勾当，内心觉得很不爽，一句话也不说就离开了队伍。。。。。。

我们先在图上实践一下，然后研究代码：

代码：ListDelete.c

/\* 删除在L中的第i个数据元素 \*/

Status ListDelete(StaticLinkList L, int i)

{

int j, k;

if( i<1 || i>ListLength(L) )

{

return ERROR;

}

k = MAX\_SIZE - 1;

for( j=1; j <= i-1; j++ )

{

k = L[k].cur; // k1 = 1, k2 = 5

}

j = L[k].cur; // j = 2

L[k].cur = L[j].cur;

Free\_SLL(L, j);

return OK;

}

/\* 将下标为k的空闲结点回收到备用链表 \*/

void Free\_SLL(StaticLinkList space, int k)

{

space[k].cur = space[0].cur;

space[0].cur = k;

}

/\* 返回L中数据元素个数 \*/

int ListLength(StaticLinkList L)

{

int j = 0;

int i = L[MAXSIZE-1].cur;

while(i)

{

i = L[i].cur;

j++;

}

return j;

}

## 静态链表优缺点总结

优点：

* + 在插入和删除操作时，只需要修改游标，不需要移动元素，从而改进了在顺序存储结构中的插入和删除操作需要移动大量元素的缺点。

缺点：

* + 没有解决连续存储分配（数组）带来的表长难以确定的问题。
  + 失去了顺序存储结构随机存取的特性。

总的来说，静态链表其实是为了给没有指针的编程语言设计的一种实现单链表功能的方法。

尽管我们可以用单链表就不用静态链表了，但这样的思考方式是非常巧妙的，应该理解其思想，以备不时之需。

## 单链表小结腾讯面试题

题目：快速找到未知长度单链表的中间节点。

既然是面试题就一定有普通方法和高级方法，而高级方法无疑会让面试官大大加分！

普通的方法很简单，首先遍历一遍单链表以确定单链表的长度L。然后再次从头节点出发循环L/2次找到单链表的中间节点。

算法复杂度为：O(L+L/2)=O(3L/2)。

能否再优化一下这个时间复杂度呢？

有一个很巧妙的方法：利用快慢指针！(两个指针同时行进，一个快每次行进两个位置，一个慢每次行进一个位置，当快指针指向单链表的最后则慢指针所指向的即为中间节点)

利用快慢指针原理：设置两个指针\*search、\*mid都指向单链表的头节点。其中\* search的移动速度是\*mid的2倍。当\*search指向末尾节点的时候，mid正好就在中间了。这也是标尺的思想。

我们来看下代码实现：GetMidNode.c

Status GetMidNode(LinkList L, ElemType \*e)

{

LinkList search, mid;

mid = search = L;

while (search->next != NULL)

{

//search移动的速度是 mid 的2倍

if (search->next->next != NULL)

{

search = search->next->next;

mid = mid->next;

}

else

{

search = search->next;

}

}

\*e = mid->data;

return OK;

}

课后作业：写一个完整的程序，实现随机生成20个元素的链表（尾插法或头插法任意），用我们刚才学到的方法快速查找中间结点的值并显示。

程序演示：GetMidNode2.exe

#include "stdio.h"

#define OK 1

#define ERROR 0

#define TRUE 1

#define FALSE 0

typedef int Status; /\* Status是函数的类型,其值是函数结果状态代码，如OK等 \*/

typedef int ElemType; /\* ElemType类型根据实际情况而定，这里假设为int \*/

typedef struct Node

{

ElemType data;

struct Node \*next;

}Node;

typedef struct Node \*LinkList; /\* 定义LinkList \*/

Status visit(ElemType c)

{

printf("%d ",c);

return OK;

}

/\* 初始化顺序线性表 \*/

Status InitList(LinkList \*L)

{

\*L=(LinkList)malloc(sizeof(Node)); /\* 产生头结点,并使L指向此头结点 \*/

if(!(\*L)) /\* 存储分配失败 \*/

{

return ERROR;

}

(\*L)->next=NULL; /\* 指针域为空 \*/

return OK;

}

/\* 初始条件：顺序线性表L已存在。操作结果：返回L中数据元素个数 \*/

int ListLength(LinkList L)

{

int i=0;

LinkList p=L->next; /\* p指向第一个结点 \*/

while(p)

{

i++;

p=p->next;

}

return i;

}

/\* 初始条件：顺序线性表L已存在 \*/

/\* 操作结果：依次对L的每个数据元素输出 \*/

Status ListTraverse(LinkList L)

{

LinkList p=L->next;

while(p)

{

visit(p->data);

p = p->next;

}

printf("\n");

return OK;

}

/\* 随机产生n个元素的值，建立带表头结点的单链线性表L（尾插法） \*/

void CreateListTail(LinkList \*L, int n)

{

LinkList p,r;

int i;

srand(time(0)); /\* 初始化随机数种子 \*/

\*L = (LinkList)malloc(sizeof(Node)); /\* L为整个线性表 \*/

r=\*L; /\* r为指向尾部的结点 \*/

for (i=0; i < n; i++)

{

p = (Node \*)malloc(sizeof(Node)); /\* 生成新结点 \*/

p->data = rand()%100+1; /\* 随机生成100以内的数字 \*/

r->next=p; /\* 将表尾终端结点的指针指向新结点 \*/

r = p; /\* 将当前的新结点定义为表尾终端结点 \*/

}

r->next = NULL; /\* 表示当前链表结束 \*/

// 创建有环链表

//r->next = p;

}

Status GetMidNode(LinkList L, ElemType \*e)

{

LinkList search, mid;

mid = search = L;

while (search->next != NULL)

{

//search移动的速度是 mid 的2倍

if (search->next->next != NULL)

{

search = search->next->next;

mid = mid->next;

}

else

{

search = search->next;

}

}

\*e = mid->data;

return OK;

}

int main()

{

LinkList L;

Status i;

char opp;

ElemType e;

int find;

int tmp;

i=InitList(&L);

printf("初始化L后：ListLength(L)=%d\n",ListLength(L));

printf("\n1.查看链表 \n2.创建链表（尾插法） \n3.链表长度 \n4.中间结点值 \n0.退出 \n请选择你的操作：\n");

while(opp != '0')

{

scanf("%c",&opp);

switch(opp)

{

case '1':

ListTraverse(L);

printf("\n");

break;

case '2':

CreateListTail(&L,20);

printf("整体创建L的元素(尾插法)：\n");

ListTraverse(L);

printf("\n");

break;

case '3':

//clearList(pHead); //清空链表

printf("ListLength(L)=%d \n",ListLength(L));

printf("\n");

break;

case '4':

//GetNthNodeFromBack(L,find,&e);

GetMidNode(L, &e);

printf("链表中间结点的值为：%d\n", e);

//ListTraverse(L);

printf("\n");

break;

case '0':

exit(0);

}

}

}

# 17线性表12

## 循环（取余）链表

循环，顾名思义就是：绕。

打个比方，就是从前山上有座庙，庙里有个老和尚和一个小和尚，有一天老和尚对小和尚说“从前山上有座庙，庙里有个老和尚和一个小和尚，有一天老和尚对小和尚说“从前 。。。。。。

对于单链表，由于每个结点只存储了向后的指针，到了尾部标识就停止了向后链的操作。也就是说，按照这样的方式，只能索引后继结点不能索引前驱结点。

这会带来什么问题呢？

例如不从头结点出发，就无法访问到全部结点。

事实上要解决这个问题也并不麻烦，只需要将单链表中终端结点的指针端由空指针改为指向头结点，问题就结了。

将单链表中终端结点的指针端由空指针改为指向头结点，就使整个单链表形成一个环，这种头尾相接的单链表成为单循环链表，简称循环链表。

No pic you say a J8环节：

![C:\Users\小甲鱼\Desktop\1.png](data:image/png;base64,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)

注：这里并不是说循环链表一定要有头结点。

其实循环链表的单链表的主要差异就在于循环的判断空链表的条件上，原来判断head->next是否为null，现在则是head->next是否等于head。

回到刚才的问题，由于终端结点用尾指针rear指示，则查找终端结点是O(1)，而开始结点是rear->next->next，当然也是O(1)。

代码实现讲解，由于很多朋友要求小甲鱼把代码讲解一下，咱讲就讲吧~\_~

初始化部分：ds\_init.c

插入部分：ds\_insert.c

删除部分：ds\_delete.c

返回结点所在位置：ds\_search.c

**ds\_init.c**

/\*初始化循环链表\*/

void ds\_init(node \*\*pNode)

{

int item;

node \*temp;

node \*target;

printf("输入结点的值，输入0完成初始化\n");

while(1)

{

scanf("%d", &item);

fflush(stdin); //清除缓冲区

if(item == 0)

return;

if((\*pNode) == NULL)

{ /\*循环链表中只有一个结点\*/

\*pNode = (node\*)malloc(sizeof(struct CLinkList));

if(!(\*pNode))

exit(0);

(\*pNode)->data = item;

(\*pNode)->next = \*pNode;

}

else

{

/\*找到next指向第一个结点的结点\*/

for(target = (\*pNode); target->next != (\*pNode); target = target->next)

;

/\*生成一个新的结点\*/

temp = (node \*)malloc(sizeof(struct CLinkList));

if(!temp)

exit(0);

temp->data = item;

temp->next = \*pNode;

target->next = temp;

}

}

}

**ds\_insert.c**

/\*链表存储结构的定义\*/

typedef struct CLinkList

{

int data;

struct CLinkList \*next;

}node;

/\*插入结点\*/

/\*参数：链表的第一个结点，插入的位置\*/

void ds\_insert(node \*\*pNode , int i)

{

node \*temp;

node \*target;

node \*p;

int item;

int j = 1;

printf("输入要插入结点的值:");

scanf("%d", &item);

if(i == 1)

{ //新插入的结点作为第一个结点

temp = (node \*)malloc(sizeof(struct CLinkList));

if(!temp)

exit(0);

temp->data = item;

/\*寻找到最后一个结点\*/

for(target = (\*pNode); target->next != (\*pNode); target = target->next)

;

temp->next = (\*pNode);

target->next = temp;

\*pNode = temp;

}

else

{

target = \*pNode;

for( ; j < (i-1); ++j )

{

target = target->next;

}

// target指向第三个元素的

temp = (node \*)malloc(sizeof(struct CLinkList));

if(!temp)

exit(0);

temp->data = item;

p = target->next;

target->next = temp;

temp->next = p;

}

}

**ds\_search.c**

/\*返回结点所在位置\*/

int ds\_search(node \*pNode, int elem)

{

node \*target;

int i = 1;

for(target = pNode; target->data != elem && target->next != pNode; ++i)

{

target = target->next;

}

if(target->next == pNode) /\*表中不存在该元素\*/

return 0;

else

return i;

}

**ds\_delete.c**

/\*删除结点\*/

void ds\_delete(node \*\*pNode, int i)

{

node \*target;

node \*temp;

int j = 1;

if(i == 1)

{ //删除的是第一个结点

/\*找到最后一个结点\*/

for(target = \*pNode; target->next != \*pNode;target = target->next)

;

temp = \*pNode;

\*pNode = (\*pNode)->next;

target->next = \*pNode;

free(temp);

}

else

{

target = \*pNode;

for( ; j < i-1; ++j)

{

target = target->next;

}

temp = target->next;

target->next = temp->next;

free(temp);

}

}

GirLL.c

#include <stdio.h>

#include <stdlib.h>

/\*链表存储结构的定义\*/

typedef struct CLinkList

{

int data;

struct CLinkList \*next;

}node;

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

/\* 操作 \*/

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

/\*初始化循环链表\*/

void ds\_init(node \*\*pNode)

{

int item;

node \*temp;

node \*target;

printf("输入结点的值，输入0完成初始化\n");

while(1)

{

scanf("%d", &item);

fflush(stdin);

if(item == 0)

return;

if((\*pNode) == NULL)

{ /\*循环链表中只有一个结点\*/

\*pNode = (node\*)malloc(sizeof(struct CLinkList));

if(!(\*pNode))

exit(0);

(\*pNode)->data = item;

(\*pNode)->next = \*pNode;

}

else

{

/\*找到next指向第一个结点的结点\*/

for(target = (\*pNode); target->next != (\*pNode); target = target->next)

;

/\*生成一个新的结点\*/

temp = (node \*)malloc(sizeof(struct CLinkList));

if(!temp)

exit(0);

temp->data = item;

temp->next = \*pNode;

target->next = temp;

}

}

}

/\*插入结点\*/

/\*参数：链表的第一个结点，插入的位置\*/

void ds\_insert(node \*\*pNode , int i)

{

node \*temp;

node \*target;

node \*p;

int item;

int j = 1;

printf("输入要插入结点的值:");

scanf("%d", &item);

if(i == 1)

{ //新插入的结点作为第一个结点

temp = (node \*)malloc(sizeof(struct CLinkList));

if(!temp)

exit(0);

temp ->data = item;

/\*寻找到最后一个结点\*/

for(target = (\*pNode); target->next != (\*pNode); target = target->next)

;

temp->next = (\*pNode);

target->next = temp;

\*pNode = temp;

}

else

{

target = \*pNode;

for( ; j < (i-1); ++j )

{

target=target->next;

}

temp = (node \*)malloc(sizeof(struct CLinkList));

if(!temp)

exit(0);

temp ->data = item;

p = target->next;

target->next = temp;

temp->next = p;

}

}

/\*删除结点\*/

void ds\_delete(node \*\*pNode, int i)

{

node \*target;

node \*temp;

int j = 1;

if(i == 1)

{ //删除的是第一个结点

/\*找到最后一个结点\*/

for(target = \*pNode; target->next != \*pNode;target = target->next)

;

temp = \*pNode;

\*pNode = (\*pNode)->next;

target->next = \*pNode;

free(temp);

}

else

{

target = \*pNode;

for( ; j < i-1; ++j )

{

target = target->next;

}

temp = target->next;

target->next = temp->next;

free(temp);

}

}

/\*返回结点所在位置\*/

int ds\_search(node \*pNode, int elem)

{

node \*target;

int i = 1;

for(target = pNode; target->data != elem && target->next != pNode; ++i)

{

target = target->next;

}

if(target->next == pNode) /\*表中不存在该元素\*/

return 0;

else

return i;

}

/\*遍历\*/

void ds\_traverse(node \*pNode)

{

node \*temp;

temp = pNode;

printf("\*\*\*\*\*\*\*\*\*\*\*链表中的元素\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\n");

do

{

printf("%4d ", temp->data);

}while((temp = temp->next) != pNode);

printf("\n");

}

int main()

{

node \*pHead = NULL;

char opp;

int find;

printf("------------------- 广 告 位 招 租 --------------------\n\n");

printf("欢迎来到鱼C论坛和大家一起交流互助：http://bbs.fishc.com\n\n");

printf("喜欢鱼C就加入成为终身VIP会员吧：http://fishc.taobao.com\n\n");

printf("-------------------------------------------------------\n\n");

printf("1.初始化链表 \n\n2.插入结点 \n\n3.删除结点 \n\n4.返回结点位置 \n\n5.遍历链表 \n\n0.退出 \n\n请选择你的操作：");

while(opp != '0')

{

scanf("%c", &opp);

switch(opp)

{

case '1':

ds\_init(&pHead);

printf("\n");

ds\_traverse(pHead);

break;

case '2':

printf("输入需要插入结点的位置？");

scanf("%d", &find);

ds\_insert(&pHead, find);

printf("在位置%d插入值后：\n", find);

ds\_traverse(pHead);

printf("\n");

break;

case '3':

printf("输入需要删除的结点位置？");

scanf("%d", &find);

ds\_delete(&pHead, find);

printf("删除第%d个结点后:\n", find);

ds\_traverse(pHead);

printf("\n");

break;

case '4':

printf("你要查找倒数第几个结点的值？");

scanf("%d", &find);

printf("元素%d所在位置：%d\n", find, ds\_search(pHead, find));

//ListTraverse(L);

printf("\n");

break;

case '5':

ds\_traverse(pHead);

printf("\n");

break;

case '0':

exit(0);

}

}

return 0;

}

# 18约瑟夫问题

## 约瑟夫问题

据说著名犹太历史学家 Josephus有过以下的故事：在罗马人占领乔塔帕特后，39个犹太人与Josephus及他的朋友躲到一个洞中，39个犹太人决定宁愿死也不要被敌人抓到，于是决定了一个自杀方式，41个人排成一个圆圈，由第1个人开始报数，每报数到第3人该人就必须自杀，然后再由下一个重新报数，直到所有人都自杀身亡为止。

然而Josephus和他的朋友并不想遵从，Josephus要他的朋友先假装遵从，他将朋友与自己安排在第16个与第31个位置，于是逃过了这场死亡游戏。

## 理论付诸实践

小甲鱼：理论为什么能够付诸实践？

热心鱼油：你TMD在说啥\*&（\*%@……！

小甲鱼：我的意思是约瑟夫问题跟我们讲的循环链表有啥关系？

某女鱼油：它们都带套！

小甲鱼：真聪明，亲一个^\_^

小甲鱼：对的，约瑟夫问题里边41个人是围成一个圆圈，我们的循环链表也是一个圆圈，所以可以模拟并让计算机运行告诉我们结果！

小甲鱼：理论为什么能够付诸实践？

热心鱼油：你TMD在说啥\*&（\*%@……！

小甲鱼：我的意思是约瑟夫问题跟我们讲的循环链表有啥关系？

某女鱼油：它们都带套！

小甲鱼：真聪明，亲一个^\_^

小甲鱼：对的，约瑟夫问题里边41个人是围成一个圆圈，我们的循环链表也是一个圆圈，所以可以模拟并让计算机运行告诉我们结果！

**Josephus.c**

//n个人围圈报数，报m出列，最后剩下的是几号？

#include <stdio.h>

#include <stdlib.h>

typedef struct node

{

int data;

struct node \*next;

}node;

node \*create(int n)

{

node \*p = NULL, \*head;

head = (node\*)malloc(sizeof (node ));

p = head;

node \*s;

int i = 1;

if( 0 != n )

{

while( i <= n )

{

s = (node \*)malloc(sizeof (node));

s->data = i++; // 为循环链表初始化，第一个结点为1，第二个结点为2。

p->next = s;

p = s;

}

s->next = head->next;

}

free(head);

return s->next ;

}

int main()

{

int n = 41;

int m = 3;

int i;

node \*p = create(n);

node \*temp;

m %= n; // m在这里是等于2

while (p != p->next )

{

for (i = 1; i < m-1; i++)

{

p = p->next ;

}

printf("%d->", p->next->data );

temp = p->next ; //删除第m个节点

p->next = temp->next ;

free(temp);

p = p->next ;

}

printf("%d\n", p->data );

return 0;

}

**answer.c**

#include <stdio.h>

#include <stdlib.h>

#define MAX\_NODE\_NUM 100

#define TRUE 1U

#define FALSE 0U

typedef struct NodeType

{

int id;

int cipher;

struct NodeType \*next;

} NodeType;

/\* 创建单向循环链表 \*/

static void CreaList(NodeType \*\*, const int);

/\* 运行"约瑟夫环"问题 \*/

static void StatGame(NodeType \*\*, int);

/\* 打印循环链表 \*/

static void PrntList(const NodeType \*);

/\* 得到一个结点 \*/

static NodeType \*GetNode(const int, const int);

/\* 测试链表是否为空, 空为TRUE，非空为FALSE \*/

static unsigned EmptyList(const NodeType \*);

int main(void)

{

int n, m;

NodeType \*pHead = NULL;

while (1)

{

printf("请输入人数n（最多%d个）: ", MAX\_NODE\_NUM);

scanf("%d", &n);

printf("和初始密码m: ");

scanf("%d", &m);

if (n > MAX\_NODE\_NUM)

{

printf("人数太多，请重新输入！\n");

continue;

}

else

break;

}

CreaList(&pHead, n);

printf("\n------------ 循环链表原始打印 -------------\n");

PrntList(pHead);

printf("\n-------------删除出队情况打印 -------------\n");

StatGame(&pHead, m);

}

static void CreaList(NodeType \*\*ppHead, const int n)

{

int i, iCipher;

NodeType \*pNew, \*pCur;

for (i = 1; i <= n; i++)

{

printf("输入第%d个人的密码: ", i);

scanf("%d", &iCipher);

pNew = GetNode(i, iCipher);

if (\*ppHead == NULL)

{

\*ppHead = pCur = pNew;

pCur->next = \*ppHead;

}

else

{

pNew->next = pCur->next;

pCur->next = pNew;

pCur = pNew;

}

}

printf("完成单向循环链表的创建!\n");

}

static void StatGame(NodeType \*\*ppHead, int iCipher)

{

int iCounter, iFlag = 1;

NodeType \*pPrv, \*pCur, \*pDel;

pPrv = pCur = \*ppHead;

/\* 将pPrv初始为指向尾结点，为删除作好准备 \*/

while (pPrv->next != \*ppHead)

pPrv = pPrv->next;

while (iFlag)

{

for (iCounter = 1; iCounter < iCipher; iCounter++)

{

pPrv = pCur;

pCur = pCur->next;

}

if (pPrv == pCur)

iFlag = 0;

pDel = pCur; /\* 删除pCur指向的结点，即有人出列 \*/

pPrv->next = pCur->next;

pCur = pCur->next;

iCipher = pDel->cipher;

printf("第%d个人出列, 密码: %d\n", pDel->id, pDel->cipher);

free(pDel);

}

\*ppHead = NULL;

getchar();

}

static void PrntList(const NodeType \*pHead)

{

const NodeType \*pCur = pHead;

if (EmptyList(pHead))

return;

do

{

printf("第%d个人, 密码: %d\n", pCur->id, pCur->cipher);

pCur = pCur->next;

}

while (pCur != pHead);

getchar();

}

static NodeType \*GetNode(const int iId, const int iCipher)

{

NodeType \*pNew;

pNew = (NodeType \*)malloc(sizeof(NodeType));

if(!pNew)

{

printf("Error, the memory is not enough!\n");

exit(-1);

}

pNew->id = iId;

pNew->cipher = iCipher;

pNew->next = NULL;

return pNew;

}

static unsigned EmptyList(const NodeType \*pHead)

{

if(!pHead)

{

printf("The list is empty!\n");

return TRUE;

}

return FALSE;

}

# 19线性表14

## 循环链表的特点

* 回顾一下，在单链表中，我们有了头结点时，我们可以用O(1)的时间访问第一个结点，但对于要访问最后一个结点，我们必须要挨个向下索引，所以需要O(n)的时间。
* 大家猜的没错，如果用上今天我们学习到的循环链表的特点，用O(1)的时间就可以由链表指针访问到最后一个结点。
* 不过我们需要改造一下现有的循环链表，我们不用头指针，而是用指向终端结点的尾指针来表示循环链表，此时查找开始结点和终端结点都很方便了，如图：

![C:\Users\小甲鱼\Desktop\2.png](data:image/png;base64,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)

* 那么按照这个逻辑的话，判断是否为空链表的条件应该如何呢？
  + 就是判断rear是否等于rear->next，大家猜对了吗？
* 循环链表的特点是无须增加存储量，仅对链接方式稍作改变，即可使得表处理更加方便灵活。

## 一道例题

* **题目：**实现将两个线性表（a1，a2，…，an）和（b1，b2，…，bm）连接成一个线性表（a1，…，an，b1，…bm）的运算。
* **分析：** 
  + 若在单链表或头指针表示的单循环表上做这种链接操作，都需要遍历第一个链表，找到结点an，然后将结点b1链到an的后面，其执行时间是O(n)。
  + 若在尾指针表示的单循环链表上实现，则只需修改指针，无须遍历，其执行时间是O(1)。
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稍作思考看代码实现：cennect.c

//假设A，B为非空循环链表的尾指针

LinkList Connect(LinkList A,LinkList B)

{

LinkList p = A->next; //保存A表的头结点位置

A->next = B->next->next; //B表的开始结点链接到A表尾

free(B->next); //释放B表的头结点,初学者容易忘记

B->next = p;

return B; //返回新循环链表的尾指针

}

有环的定义是，链表的尾节点指向了链表中的某个节点。
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那么要判断单链表中是否有环，主要有以下两种方法。

方法一：使用p、q两个指针，p总是向前走，但q每次都从头开始走，对于每个节点，看p走的步数是否和q一样。如图，当p从6走到3时，用了6步，此时若q从head出发，则只需两步就到3，因而步数不等，出现矛盾，存在环(到了同位置但是步数不等则存在环)。

方法二：快慢指针，使用p、q两个指针，p每次向前走一步，q每次向前走两步，若在某个时候p == q，则存在环。

**Loop.c**

#include "stdio.h"

#define OK 1

#define ERROR 0

#define TRUE 1

#define FALSE 0

typedef int Status;/\* Status是函数的类型,其值是函数结果状态代码，如OK等 \*/

typedef int ElemType;/\* ElemType类型根据实际情况而定，这里假设为int \*/

typedef struct Node

{

ElemType data;

struct Node \*next;

}Node, \*LinkList;

/\* 初始化带头结点的空链表 \*/

Status InitList(LinkList \*L)

{

\*L = (LinkList)malloc(sizeof(Node)); /\* 产生头结点,并使L指向此头结点 \*/

if(!(\*L)) /\* 存储分配失败 \*/

return ERROR;

(\*L)->next=NULL; /\* 指针域为空 \*/

return OK;

}

/\* 初始条件：顺序线性表L已存在。操作结果：返回L中数据元素个数 \*/

int ListLength(LinkList L)

{

int i=0;

LinkList p=L->next; /\* p指向第一个结点 \*/

while(p)

{

i++;

p=p->next;

}

return i;

}

/\* 随机产生n个元素的值，建立带表头结点的单链线性表L（头插法） \*/

void CreateListHead(LinkList \*L, int n)

{

LinkList p;

int i;

srand(time(0)); /\* 初始化随机数种子 \*/

\*L = (LinkList)malloc(sizeof(Node));

(\*L)->next = NULL; /\* 建立一个带头结点的单链表 \*/

for (i=0; i < n; i++)

{

p = (LinkList)malloc(sizeof(Node)); /\* 生成新结点 \*/

p->data = rand()%100+1; /\* 随机生成100以内的数字 \*/

p->next = (\*L)->next;

(\*L)->next = p; /\* 插入到表头 \*/

}

}

/\* 随机产生n个元素的值，建立带表头结点的单链线性表L（尾插法） \*/

void CreateListTail(LinkList \*L, int n)

{

LinkList p,r;

int i;

srand(time(0)); /\* 初始化随机数种子 \*/

\*L = (LinkList)malloc(sizeof(Node)); /\* L为整个线性表 \*/

r = \*L; /\* r为指向尾部的结点 \*/

for (i=0; i < n; i++)

{

p = (Node \*)malloc(sizeof(Node)); /\* 生成新结点 \*/

p->data = rand()%100+1; /\* 随机生成100以内的数字 \*/

r->next=p; /\* 将表尾终端结点的指针指向新结点 \*/

r = p; /\* 将当前的新结点定义为表尾终端结点 \*/

}

r->next = (\*L)->next->next;

}

// 比较步数的方法

int HasLoop1(LinkList L)

{

LinkList cur1 = L; // 定义结点 cur1

int pos1 = 0; // cur1 的步数

while(cur1)

{ // cur1 结点存在

LinkList cur2 = L; // 定义结点 cur2

int pos2 = 0; // cur2 的步数

while(cur2)

{ // cur2 结点不为空

if(cur2 == cur1)

{ // 当cur1与cur2到达相同结点时

if(pos1 == pos2) // 走过的步数一样

break; // 说明没有环

else // 否则

{

printf("环的位置在第%d个结点处。\n\n", pos2);

return 1; // 有环并返回1

}

}

cur2 = cur2->next; // 如果没发现环，继续下一个结点

pos2++; // cur2 步数自增

}

cur1 = cur1->next; // cur1继续向后一个结点

pos1++; // cur1 步数自增

}

return 0;

}

// 利用快慢指针的方法

int HasLoop2(LinkList L)

{

int step1 = 1;

int step2 = 2;

LinkList p = L;

LinkList q = L;

while (p != NULL && q != NULL && q->next != NULL)

{

p = p->next;

if (q->next != NULL)

q = q->next->next;

printf("p:%d, q:%d \n", p->data, q->data);

if (p == q)

return 1;

}

return 0;

}

int main()

{

LinkList L;

Status i;

char opp;

ElemType e;

int find;

int tmp;

i = InitList(&L);

printf("初始化L后：ListLength(L)=%d\n",ListLength(L));

printf("\n1.创建有环链表（尾插法） \n2.创建无环链表（头插法） \n3.判断链表是否有环 \n0.退出 \n\n请选择你的操作：\n");

while(opp != '0')

{

scanf("%c",&opp);

switch(opp)

{

case '1':

CreateListTail(&L, 10);

printf("成功创建有环L(尾插法)\n");

printf("\n");

break;

case '2':

CreateListHead(&L, 10);

printf("成功创建无环L(头插法)\n");

printf("\n");

break;

case '3':

printf("方法一: \n\n");

if( HasLoop1(L) )

{

printf("结论：链表有环\n\n\n");

}

else

{

printf("结论：链表无环\n\n\n");

}

printf("方法二：\n\n");

if( HasLoop2(L) )

{

printf("结论：链表有环\n\n\n");

}

else

{

printf("结论：链表无环\n\n\n");

}

printf("\n");

break;

case '0':

exit(0);

}

}

}

# 20魔术师发牌问题

## 题外话

今天小甲鱼看到到微博有朋友在问，这个《数据结构和算法》系列课程有木有JAVA版本的？

因为这个问题之前也有一些朋友问过，所以咱在这里统一说下哈。

这个你要这么想，我们怀着民族情结看日本AV的时候，我们固然是完全不知道她们在所啥的，这点你要承认，但是我们对于师生，地铁，公车，办公室等的剧情确实了然指掌，完全可以忽略语言的障碍！那么，编程为什么不可以呢？！

## 魔术师发牌问题

问题描述：魔术师利用一副牌中的13张黑牌，预先将他们排好后叠放在一起，牌面朝下。对观众说：“我不看牌，只数数就可以猜到每张牌是什么，我大声数数，你们听，不信？现场演示。”魔术师将最上面的那张牌数为1，把他翻过来正好是黑桃A，将黑桃A放在桌子上，第二次数1,2，将第一张牌放在这些牌的下面，将第二张牌翻过来，正好是黑桃2，也将它放在桌子上这样依次进行将13张牌全部翻出，准确无误。

问题：牌的开始顺序是如何安排的？

请利用循环链表来解决：Magician.c

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 1 | 8 | 2 | 5 | 10 | 3 | 12 | 11 | 9 | 4 | 7 | 6 | 13 |

#include <stdio.h>

#include <stdlib.h>

#define CardNumber 13

typedef struct node

{

int data;

struct node \*next;

}sqlist, \*linklist;

linklist CreateLinkList()

{

linklist head = NULL;

linklist s, r;

int i;

r = head;

for(i=1; i <= CardNumber; i++)

{

s = (linklist)malloc(sizeof(sqlist));

s->data = 0;

if(head == NULL)

head = s;

else

r->next = s;

r = s;

}

r->next = head;

return head;

}

// 发牌顺序计算

void Magician(linklist head)

{

linklist p;

int j;

int Countnumber = 2;

p = head;

p->data = 1; //第一张牌放1

while(1)

{

for(j=0; j < Countnumber; j++)

{

p = p->next;

if(p->data != 0) //该位置有牌的话,则下一个位置

{

p->next;

j--;

}

}

if(p->data == 0)

{

p->data = Countnumber;

Countnumber ++;

if(Countnumber == 14)

break;

}

}

}

// 销毁工作

void DestoryList(linklist\* list)

j

}

int main()

{

linklist p;

int i;

p = CreateLinkList();

Magician(p);

printf("按如下顺序排列：\n");

for (i=0; i < CardNumber; i++)

{

printf("黑桃%d ", p->data);

p = p->next;

}

DestoryList(&p);

return 0;

}

## 拉丁方阵问题

* 拉丁方阵是一种n×n的方阵，方阵中恰有n种不同的元素，每种元素恰有n个，并且每种元素在一行和一列中 恰好出现一次。著名数学家和物理学家欧拉使用拉丁字母来作为拉丁方阵里元素的符号，拉丁方阵因此而得名。
* 例如下图是一个3×3的拉丁方阵：

|  |  |  |
| --- | --- | --- |
| 1 | 2 | 3 |
| 2 | 3 | 1 |
| 3 | 1 | 2 |

* 请利用循环链表来解决：latin.c