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**第一部分：叙述**

DSL（Domain Specified Language）编程：有人将DSL编程称之为声明式编程。

DSL是在模型之上建立的一种更加灵活的对 模型化的理解和使用方式。

语义模型是DSL的核心。

内部DSL：用通用语言的语法表示DSL，需要安装某种风格使用这种语言。

外部DSL：在主程序设计语言之外，用一种单独的语言表示领域专有语言。可以是定制语法，或者遵循另外一种语法，如XML。

DSL定义：针对某一**领域**，具有**受限表达性**的一种计算机程序设计**语言**。

外部DSL：不同于应用系统主要使用语言（c，java，c++，c#）的语言。

内部DSL：通用语言的特定用法。内部DSL通常是一段合法的程序，但是具有特定的风格。而且只用到了语言一部分特性。Ruby形成了显著的DSL文化。后面好好看看。

语言工作平台：专用IDE，用于构建和定义DSL。

DSL伴随语义模型出现，语义模型会表现为程序库或者框架，对于构建DSL而言，语义模型不可或缺。DSL只是位于其上的一层而已。

命令查询时api定义了抽象领域的词汇，而内部DSL则在此基础上添加了语法。

内部DSL给人的感觉是一个整句，而并非一个无关命令。

语言性：领域词汇的连贯性。

片段DSL（SQL，正则表达式），独立DSL。

DSL的受限表达性可以使DSL语言不易出错，即便出错，也易于发现。这是受限表达性的意义。

声明式编程：定义做什么，而不是用一堆命令语句来描述怎么做。这一点很重要。DSL就是用声明式编程。

防止DSL逐渐演变为一种通用语言，要受限表达。目的防止DSL过于复杂，可维护性降低，学习成本提升，偏离方向。

不要让DSL读起来像自然语言。它是程序语言，比自然语言更加准确和简洁。

语义模型位于语言和DSL之间，为二者解耦。

DSL脚本，解析器，语义模型，模型——DSL自上而下几个层次。

内部DSL和外部DSL区别：是否使用通用语言写。

DSL的执行有两种方式，执行语义模型与代码生成。

可以考虑从语义模型生成代码。
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