**Chapter 15  
Java Servlet Technology**

Shortly after the Web began to be used for delivering services, service providers recognized the need for dynamic content. Applets, one of the earliest attempts toward this goal, focused on using the client platform to deliver dynamic user experiences. At the same time, developers also investigated using the server platform for the same purpose. Initially, Common Gateway Interface (CGI) server-side scripts were the main technology used to generate dynamic content. Although widely used, CGI scripting technology had many shortcomings, including platform dependence and lack of scalability. To address these limitations, Java Servlet technology was created as a portable way to provide dynamic, user-oriented content.

Servlet是随着网络多动态内容而兴起的，开始是applet的一些早期的尝试，这些尝试使用client platform以达到目的。同时一些开发者投身到server playform中。

Server端的通用网管接口（CGI）脚本是提供动态内容的主要技术，尽管这项技术被很广泛的使用，但是他包含了很多的缺点。为了提供动态的、用户导向的内容，Java servlet 技术y应运而生。

The following topics are addressed here:

* [What Is a Servlet?](http://docs.oracle.com/javaee/6/tutorial/doc/bnafe.html)
* [Servlet Lifecycle](http://docs.oracle.com/javaee/6/tutorial/doc/bnafi.html)
* [Sharing Information](http://docs.oracle.com/javaee/6/tutorial/doc/bnafo.html)
* [Creating and Initializing a Servlet](http://docs.oracle.com/javaee/6/tutorial/doc/bnafu.html)
* [Writing Service Methods](http://docs.oracle.com/javaee/6/tutorial/doc/bnafv.html)
* [Filtering Requests and Responses](http://docs.oracle.com/javaee/6/tutorial/doc/bnagb.html)
* [Invoking Other Web Resources](http://docs.oracle.com/javaee/6/tutorial/doc/bnagi.html)
* [Accessing the Web Context](http://docs.oracle.com/javaee/6/tutorial/doc/bnagl.html)
* [Maintaining Client State](http://docs.oracle.com/javaee/6/tutorial/doc/bnagm.html)
* [Finalizing a Servlet](http://docs.oracle.com/javaee/6/tutorial/doc/bnags.html)
* [The mood Example Application](http://docs.oracle.com/javaee/6/tutorial/doc/gkcpg.html)
* [Further Information about Java Servlet Technology](http://docs.oracle.com/javaee/6/tutorial/doc/bnagw.html)

What Is a Servlet?

A servlet is a Java programming language class used to extend the capabilities of servers that host applications accessed by means of a request-response programming model. Although servlets can respond to any type of request, they are commonly used to extend the applications hosted by web servers. For such applications, Java Servlet technology defines HTTP-specific servlet classes.

The javax.servlet and javax.servlet.http packages provide interfaces and classes for writing servlets. All servlets must implement the Servlet interface, which defines lifecycle methods. When implementing a generic service, you can use or extend the GenericServlet class provided with the Java Servlet API. The HttpServlet class provides methods, such as doGet and doPost, for handling HTTP-specific services.

Servlet是一个为了扩展servers的功能的java语言类，host application 通过请求-响应模型（request-response model）来接收访问。尽管servlets能够响应几乎任何的请求，但是他们被广泛的使用在扩展web服务器上的应用。为了这些web应用，java servlet技术定义了单独为http使用的类。

Javax.servlet和javax.servlet.http包为写servlet提供了接口和类。所有的servlet必须实现servlet接口，在接口中定义了存在于servlet的生命周期的方法。当要实现一个一般的service，可以使用或者扩展java servlet api中提供的一般的servlet类。例如，HttpServlet类提供了方法，如doGet和doPost来处理特定的http请求。

## Servlet Lifecycle

The lifecycle of a servlet is controlled by the container in which the servlet has been deployed. When a request is mapped to a servlet, the container performs the following steps.

1. If an instance of the servlet does not exist, the web container
   1. Loads the servlet class.
   2. Creates an instance of the servlet class.
   3. Initializes the servlet instance by calling the init method. Initialization is covered in [Creating and Initializing a Servlet](http://docs.oracle.com/javaee/6/tutorial/doc/bnafu.html).
2. Invokes the service method, passing request and response objects. Service methods are discussed in [Writing Service Methods](http://docs.oracle.com/javaee/6/tutorial/doc/bnafv.html).

If it needs to remove the servlet, the container finalizes the servlet by calling the servlet’s destroy method. For more information, see [Finalizing a Servlet](http://docs.oracle.com/javaee/6/tutorial/doc/bnags.html).

一个servlet的生命周期是由该servlet被部署的容器控制的。当一个请求被映射到一个servlet处理后，这个容器就会执行以下步骤：

1. 如果该servlet实例不存在，那么web容器将会：
   1. 载入此servlet的类文件
   2. 创建这个servlet的实例
   3. 调用servlet中的init方法初始化这个servlet实例，初始化包含串讲和初始化一个servlet
2. 调用service方法，传递参数requet和response对象。

如果需要移除某个servlet，容器会通过调用servlet的destroy方法来终止该servlet。

### Handling Servlet Lifecycle Events

You can monitor and react to events in a servlet’s lifecycle by defining listener objects whose methods get invoked when lifecycle events occur. To use these listener objects, you must define and specify the listener class.

出来servlet生命周期中的事件：

通过定义listener对象，你可以监控和响应servlet生命周期中的事件，当生命周期中的事件发生时会激活这些方法。为了使用这些listener，你必须定义并指定这些监听类。

#### Defining the Listener Class

You define a listener class as an implementation of a listener interface. [Table 15-1](http://docs.oracle.com/javaee/6/tutorial/doc/bnafi.html#bnafl) lists the events that can be monitored and the corresponding interface that must be implemented. When a listener method is invoked, it is passed an event that contains information appropriate to the event. For example, the methods in the HttpSessionListener interface are passed an HttpSessionEvent, which contains an HttpSession.

定义监听类-listener class

通过实现一个监听接口-listener interface来定义一个监听类。下表列出了哪些事件可以被监听和相应的需要实现的接口。当一个监听方法被调用了之后，会传递一个包含了该事件信息的参数。

**Table 15-1 Servlet Lifecycle Events**

|  |  |  |
| --- | --- | --- |
| **Object** | **Event** | **Listener Interface and Event Class** |
| Web context | Initialization and destruction | javax.servlet.ServletContextListener and ServletContextEvent |
| Web context | Attribute added, removed, or replaced  添加、移除和替换属性事件 | javax.servlet.ServletContextAttributeListener and ServletContextAttributeEvent |
| Session | Creation, invalidation, activation, passivation, and timeout  创建、验证、激活和timeout事件 | javax.servlet.http.HttpSessionListener, javax.servlet.http.HttpSessionActivationListener, and HttpSessionEvent |
| Session | Attribute added, removed, or replaced | javax.servlet.http.HttpSessionAttributeListener and HttpSessionBindingEvent |
| Request | A servlet request has started being processed by web components  被web组件开始处理一个servlet请求 | javax.servlet.ServletRequestListener and ServletRequestEvent |
| Request | Attribute added, removed, or replaced | javax.servlet.ServletRequestAttributeListener and ServletRequestAttributeEvent |

Use the @WebListener annotation to define a listener to get events for various operations on the particular web application context. Classes annotated with @WebListener must implement one of the following interfaces:

使用 @WebListener注解来定义一个监听器以监控web应用的各种事件，被此注解修饰的类必须实现以下接口中的至少一个。

javax.servlet.ServletContextListener

javax.servlet.ServletContextAttributeListener

javax.servlet.ServletRequestListener

javax.servlet.ServletRequestAttributeListener

javax.servlet..http.HttpSessionListener

javax.servlet..http.HttpSessionAttributeListener

For example, the following code snippet defines a listener that implements two of these interfaces:

import javax.servlet.ServletContextAttributeListener;

import javax.servlet.ServletContextListener;

import javax.servlet.annotation.WebListener;

@WebListener()

public class SimpleServletListener implements ServletContextListener,

ServletContextAttributeListener {

...

### Handling Servlet Errors

Any number of exceptions can occur when a servlet executes. When an exception occurs, the web container generates a default page containing the following message:

A Servlet Exception Has Occurred

But you can also specify that the container should return a specific error page for a given exception.

处理servlet错误

当异常发生时，web容器会产生一个包含以下内容的默认页面：

但是你可以针对特定的异常指定容器返回特定的错误页面。

# 17.3 Sharing Information

Web components, like most objects, usually work with other objects to accomplish their tasks. Web components can do so by doing the following.

* Using private helper objects (for example, JavaBeans components).
* Sharing objects that are attributes of a public scope.
* Using a database.
* Invoking other web resources. The Java Servlet technology mechanisms that allow a web component to invoke other web resources are described in [Invoking Other Web Resources](https://docs.oracle.com/javaee/7/tutorial/servlets007.htm#BNAGI).

Web组件之间也会共同工作已完成他们的任务，他们可能通过以下操作：

使用私有的帮助对象（例如JavaBean组件）

共享public修饰的对象

使用数据库

使用其他的web资源，具体信息参考 [Invoking Other Web Resources](https://docs.oracle.com/javaee/7/tutorial/servlets007.htm#BNAGI)

## 17.3.1 Using Scope Objects

Collaborating web components share information by means of objects that are maintained as attributes of four scope objects. You access these attributes by using the getAttribute and setAttribute methods of the class representing the scope. [Table 17-2](https://docs.oracle.com/javaee/7/tutorial/servlets003.htm#BNAFQ) lists the scope objects.

***Table 17-2 Scope Objects***

| **Scope Object对象空间** | **Class** | **Accessible From** |
| --- | --- | --- |
| Web context | javax.servlet.ServletContext | Web components within a web context. See [Accessing the Web Context](https://docs.oracle.com/javaee/7/tutorial/servlets008.htm#BNAGL). |
| Session | javax.servlet.http.HttpSession | Web components handling a request that belongs to the session. See [Maintaining Client State](https://docs.oracle.com/javaee/7/tutorial/servlets009.htm#BNAGM). |
| Request | Subtype of javax.servlet.ServletRequest | Web components handling the request. |
| Page | javax.servlet.jsp.JspContext | The JSP page that creates the object. |

使用空间对象：

协作的web组件通过对象（这些对象作为四个空间对象的属性）来共享信息（或者可以传递信息）。你可以使用这写对象提供的getAttribute和setAttribute方法操作这些属性。

这些对象如下表所示，包括：ServletContext、httpSession、ServletRequest和JspContext

## 17.3.2 Controlling Concurrent Access to Shared Resources

In a multithreaded server, shared resources can be accessed concurrently. In addition to scope object attributes, shared resources include in-memory data, such as instance or class variables, and external objects, such as files, database connections, and network connections.

对并发访问共享资源的控制：

在多线程的服务器中，共享资源可能被并发访问。这些共享资源除了空间对象属性之外，还包括内存数据例如实例和类的变量，外部对象如文件、数据库连接和网络连接等。

Concurrent access can arise in several situations.

* Multiple web components accessing objects stored in the web context.
* Multiple web components accessing objects stored in a session.
* Multiple threads within a web component accessing instance variables. A web container will typically create a thread to handle each request. To ensure that a servlet instance handles only one request at a time, a servlet can implement the SingleThreadModel interface. If a servlet implements this interface, no two threads will execute concurrently in the servlet's service method. A web container can implement this guarantee by synchronizing access to a single instance of the servlet or by maintaining a pool of web component instances and dispatching each new request to a free instance. This interface does not prevent synchronization problems that result from web components' accessing shared resources, such as static class variables or external objects.

When resources can be accessed concurrently, they can be used in an inconsistent fashion. You prevent this by controlling the access using the synchronization techniques described in the Threads lesson at <http://docs.oracle.com/javase/tutorial/essential/concurrency/>.

一些情况会导致并发访问：

多web组件访问存储在web context中的对象

多web组件访问存储在session中的对象

在一个web组件内的多线程访问实例变量：

通常，一个web容器会为每个请求创建一个线程。一个servlet实例每次只处理一个request，servlet可以实现SingleThreadModel接口。如果一个servlet实现了这个接口，不会有两个线程同时执行servlet中的方法。Web容器通过同步访问一个servlet的单实例，或者维护一个web组件的线程池然后将每个请求分发给空闲的实例来请求。实现了这个接口也不会阻止web组件对共享资源的同步访问，web组件仍然可以访问共享资源如类变量或者外部的对象(这个也间接说明了web的容器可以实现单例而php的cgi模式不能实现单例)。

# 17.4 Creating and Initializing a Servlet

Use the @WebServlet annotation to define a servlet component in a web application. This annotation is specified on a class and contains metadata about the servlet being declared. The annotated servlet must specify at least one URL pattern. This is done by using the urlPatterns or value attribute on the annotation. All other attributes are optional, with default settings. Use the value attribute when the only attribute on the annotation is the URL pattern; otherwise, use the urlPatterns attribute when other attributes are also used.

通过使用@WebServlet注解可以定义一个web应用的servlet组件。这个注解定义在一个类上，包含了定义一个servlet的metadata.这个被注解修饰的servlet必须包含一个指定的url模式。可以使用url格式的字符串或者值属性在这个注解上。除此之外，所有的其他的属性是可选的，如果没有指定则使用默认的配置。

Classes annotated with @WebServlet must extend the javax.servlet.http.HttpServlet class. For example, the following code snippet defines a servlet with the URL pattern /report:

被@WebServlet注解修饰的类必须继承自HttpServlet类

import javax.servlet.annotation.WebServlet;

import javax.servlet.http.HttpServlet;

@WebServlet("/report")

public class MoodServlet extends HttpServlet {

...

The web container initializes a servlet after loading and instantiating the servlet class and before delivering requests from clients. To customize this process to allow the servlet to read persistent configuration data, initialize resources, and perform any other one-time activities, you can either override the init method of the Servlet interface or specify the initParams attribute of the @WebServlet annotation. The initParams attribute contains a @WebInitParam annotation. If it cannot complete its initialization process, a servlet throws an UnavailableException.

Use an initialization parameter to provide data needed by a particular servlet. By contrast, a context parameter provides data that is available to all components of a web application.

当web容器加载和初始化一个servlet类后，会调用init方法初始化一个servlet，然后才会分发处理客户端的请求。为了自定义处理，如允许servlet读取持久性的配置数据，初始化资源和任何其他的一次性的活动，开发者可以重写Servlet接口中的init方法，或者在@WebServlet注解中指定initParms属性。InitParams属性包含一个 @WebInitParam属性。如果在初始化阶段没有完成此初始化过程，servlet会抛出一个UnavailableException异常。

# 17.5 Writing Service Methods

The service provided by a servlet is implemented in the service method of a GenericServlet, in the do*Method* methods (where *Method* can take the value Get, Delete, Options, Post, Put, or Trace) of an HttpServlet object, or in any other protocol-specific methods defined by a class that implements the Servlet interface. The term **service method** is used for any method in a servlet class that provides a service to a client.

The general pattern for a service method is to extract information from the request, access external resources, and then populate the response, based on that information. For HTTP servlets, the correct procedure for populating the response is to do the following:

1. Retrieve an output stream from the response.
2. Fill in the response headers.
3. Write any body content to the output stream.

Response headers must always be set before the response has been committed. The web container will ignore any attempt to set or add headers after the response has been committed. The next two sections describe how to get information from requests and generate responses.

一个servlet提供服务实现了GenericServlet类中的服务方法（HttpServlet类继承了GenericServlet类）。在HttpServlet对象中doMethod方法中（method可以是Get,Delete,Options,Post,Put或者Trace），或者在其他协议(这里指的是http，tcp等协议，以为servlet可以处理几乎任何的请求)中定义的方法，这些方法从实现Servlet接口继承而来。术语**service method**指的是Servlet类中的任意方法，由这些方法来为client提供服务。

服务的一般编程模式是从requesth中获取信息，然后基于这些请求信息访问外部的资源然后做出响应。对于HTTP的Servlet来说，正确的响应请求是遵循以下流程：

1. 打开一个此响应的输出流
2. 填充响应头部
3. 先输出流中写入任何数据

注意：在响应提交之前必须设置好响应头。当响应提交之后，web容器会忽略一切响应头的添加和修改。

下面的两部分描述了如何从request获取信息以及如何产生response。

## 17.5.1 Getting Information from Requests

A request contains data passed between a client and the servlet. All requests implement the ServletRequest interface. This interface defines methods for accessing the following information:

* Parameters, which are typically used to convey information between clients and servlets
* Object-valued attributes, which are typically used to pass information between the web container and a servlet or between collaborating servlets
* Information about the protocol used to communicate the request and about the client and server involved in the request
* Information relevant to localization

You can also retrieve an input stream from the request and manually parse the data. To read character data, use the BufferedReader object returned by the request's getReader method. To read binary data, use the ServletInputStream returned by getInputStream.

从request获取请求信息：

一个request携带者client和servlet之前通信的数据，所有的request实现了ServletRequest接口，通过此接口中的方法可以访问以下信息：

1. 参数-典型的用于client和servlet之间转换数据
2. 对象值属性-典型的用于在web容器和servlet之间或者协同的servlets之间传递数据。
3. 协议信息-request的client和servlet之间交互使用的协议信息
4. 本地的某些信息

除了使用接口提供的方法外，你也可以通过解析request的输入流来手动获取这些相关信息。可以使用BufferedReader对象来读取字节流，或者通过ServletInputStream来获取二进制流。

HTTP servlets are passed an HTTP request object, HttpServletRequest, which contains the request URL, HTTP headers, query string, and so on. An HTTP request URL contains the following parts:

http://[*host*]:[*port*][*request-path*]?[*query-string*]

http servlet传递一个HTTP request对象给方法，HttpServletRequest包含了请求的url、请求头、请求参数等等。一个Http的请求的url包含以下部分：

[http://[*host*]:[*port*][*request-path*]?[*query-string*](http://[host]:[port][request-path]?[query-string)]、

The request path is further composed of the following elements.

* **Context path**: A concatenation of a forward slash (/) with the context root of the servlet's web application.
* **Servlet path**: The path section that corresponds to the component alias that activated this request. This path starts with a forward slash (/).
* **Path info**: The part of the request path that is not part of the context path or the servlet path.

You can use the getContextPath, getServletPath, and getPathInfo methods of the HttpServletRequest interface to access this information. Except for URL encoding differences between the request URI and the path parts, the request URI is always comprised of the context path plus the servlet path plus the path info.

Query strings are composed of a set of parameters and values. Individual parameters are retrieved from a request by using the getParameter method. There are two ways to generate query strings.

* A query string can explicitly appear in a web page.
* A query string is appended to a URL when a form with a GET HTTP method is submitted.

一个请求的path包含以下部分：

1. Context path：前向斜线分隔的context，带有web应用的servlet
2. Servlet path：对以组件别名的部分的路径激活请求，这个路径一个前向斜线/开始
3. Path info：请求路径的path，这个路径不是context路径，也不是servlet path

可以使用HttpServletRequest接口的getContextPath, getServletPath, and getPathInfo方法来获取这些信息，除了Url的编码部分致使的URI和path部分的不同外，请求的URI总是由context path 和servlet path和path info组成。

请求的字符串是一些参数和值的集合。每个参数可以通过调用的request的getParameter方法来获得。这有两个方法来产生query strings:

* 1. 请求的字符串，显示的暴露在web页面中
  2. 当一个HTTPget请求被提交之后，请求的字符串是附加在url之后的

## 17.5.2 Constructing Responses

A response contains data passed between a server and the client. All responses implement the ServletResponse interface. This interface defines methods that allow you to do the following.

* Retrieve an output stream to use to send data to the client. To send character data, use the PrintWriter returned by the response's getWriter method. To send binary data in a Multipurpose Internet Mail Extensions (MIME) body response, use the ServletOutputStream returned by getOutputStream. To mix binary and text data, as in a multipart response, use a ServletOutputStream and manage the character sections manually.
* Indicate the content type (for example, text/html) being returned by the response with the setContentType(String) method. This method must be called before the response is committed. A registry of content type names is kept by the Internet Assigned Numbers Authority (IANA) at <http://www.iana.org/assignments/media-types/>.
* Indicate whether to buffer output with the setBufferSize(int) method. By default, any content written to the output stream is immediately sent to the client. Buffering allows content to be written before anything is sent back to the client, thus providing the servlet with more time to set appropriate status codes and headers or forward to another web resource. The method must be called before any content is written or before the response is committed.
* Set localization information, such as locale and character encoding. See [Chapter 20, "Internationalizing and Localizing Web Applications"](https://docs.oracle.com/javaee/7/tutorial/webi18n.htm#BNAXU) for details.

HTTP response objects, javax.servlet.http.HttpServletResponse, have fields representing HTTP headers, such as the following.

* Status codes, which are used to indicate the reason a request is not satisfied or that a request has been redirected.
* Cookies, which are used to store application-specific information at the client. Sometimes, cookies are used to maintain an identifier for tracking a user's session (see [Session Tracking](https://docs.oracle.com/javaee/7/tutorial/servlets009.htm#BNAGR)).

构造响应：

一个response包含了在server和client之间传递的数据。所有的响应实现了ServletResponse接口。这个接口定义了允许你调用以下的方法：

1. 使用一个输出流以向client发送数据
   1. 为了发送字节流数据，调用response的getWriter方法返回的PrintWriter对象；在一个MIME体类型中返回二进制数据可以使用getOutputStream方法返回的ServletOutputStream 对象。在多部分响应中，为了返回二进制数据和文本数据，可以使用ServletOutputStream 对象并手动控制字节部分的返回。
2. 通过setContentType方法告诉client响应的类型
   1. 这个方法必须在response被提交（commit）之前调用
   2. 可以在网站[http://www.iana.org/assignments/media-types/](http://www.iana.org/assignments/media-types/" \t "_blank) 查看可用的MIME类型
3. 使用setBufferSize表明是否是buffer输出
   1. 默认的，任何输出到输出流的数据会被立即发送给client。缓冲的设置可以控制是的输出在发送到client之前先写入缓冲，因此为servlet提供更多的时间以设置合适的状态码和headers或者转发到另一个web资源。
   2. 这个方法必须在任何输出或者response提交之前调用才能生效
4. 设置初始化信息，例如本地和字符编码信息，详细信息查看 [Chapter 20, "Internationalizing and Localizing Web Applications"](https://docs.oracle.com/javaee/7/tutorial/webi18n.htm#BNAXU)

HTTP响应对象，javax.servlet.http.HttpServletResponse,包含了一下字段代表了响应的HTTP状态码，如下：

1. 状态码
   1. 用来指明request是否被很好的处理或者一个request被重定向了
2. Cookies
   1. 用来在client方存储特定的应用信息
   2. 某些时候，cookie可以被用来追踪用户的session

# 7.6 Filtering Requests and Responses

A **filter** is an object that can transform the header and content (or both) of a request or response. Filters differ from web components in that filters usually do not themselves create a response. Instead, a filter provides functionality that can be "attached" to any kind of web resource. Consequently, a filter should not have any dependencies on a web resource for which it is acting as a filter; this way, it can be composed with more than one type of web resource.

过滤请求和响应

一个filter对象是用来转换一个request的header和content。Filters与web组件不同因为它们自己通常不产生响应。相反，一个filter提供了功能，能够被附加（attach）到任何的web资源上。而且，一个filter不应该依赖于任何的web资源因为让是一个filter，这样他才能够组成更多类型的web资源。

The main tasks that a filter can perform are as follows.

* Query the request and act accordingly.
* Block the request-and-response pair from passing any further.
* Modify the request headers and data. You do this by providing a customized version of the request.
* Modify the response headers and data. You do this by providing a customized version of the response.
* Interact with external resources.

Applications of filters include authentication, logging, image conversion, data compression, encryption, tokenizing streams, XML transformations, and so on.

You can configure a web resource to be filtered by a chain of zero, one, or more filters in a specific order. This chain is specified when the web application containing the component is deployed and is instantiated when a web container loads the component.

一个filter的主要职责是：

* 1. 依照请求和act查询
  2. 阻断request和响应以便未来传递和处理
  3. 改变request的头和数据，通过为request自定义一个version信息
  4. 改变response的头和数据，通过为response自定义一个version信息
  5. 与外部的资源进行交互

应用的过滤功能包含：权限验证、日志、图片转换、数据压缩、编码、tokenzing流和xml数据转换等等。

## 17.6.1 Programming Filters

The filtering API is defined by the Filter, FilterChain, and FilterConfig interfaces in the javax.servlet package. You define a filter by implementing the Filter interface.

Use the @WebFilter annotation to define a filter in a web application. This annotation is specified on a class and contains metadata about the filter being declared. The annotated filter must specify at least one URL pattern. This is done by using the urlPatterns or value attribute on the annotation. All other attributes are optional, with default settings. Use the value attribute when the only attribute on the annotation is the URL pattern; use the urlPatterns attribute when other attributes are also used.

Classes annotated with the @WebFilter annotation must implement the javax.servlet.Filter interface.

To add configuration data to the filter, specify the initParams attribute of the @WebFilter annotation. The initParams attribute contains a @WebInitParam annotation. The following code snippet defines a filter, specifying an initialization parameter:

Filters的编程

Filter的api由javax.servlet包中的Filter接口、FilterChain和FilterConfig接口来定义。需要实现Filter接口来定义一个filter

在web应用中使用@ WebFilter 注解来定义一个filter，这个注解需要在类上并且包含了声明一个filter的metadata。这个被注解修饰的类必须指定一个url的格式来表明它可以拦截的请求。这可以通过在注解的valu属性或者直接在注解参数里面使用url格式的字符串来定义。其他的属性都是可选的，如果没有指定则使用的是默认值。当只在注解中声明url格式的时候需要使用value的来声明。当还指定了其他的属性的时候使用url格式的字符串。

import javax.servlet.Filter;

import javax.servlet.annotation.WebFilter;

import javax.servlet.annotation.WebInitParam;

@WebFilter(filterName = "TimeOfDayFilter",

urlPatterns = {"/\*"},

initParams = {

@WebInitParam(name = "mood", value = "awake")})

public class TimeOfDayFilter implements Filter {

...

The most important method in the Filter interface is doFilter, which is passed request, response, and filter chain objects. This method can perform the following actions.

* Examine the request headers.
* Customize the request object if the filter wishes to modify request headers or data.
* Customize the response object if the filter wishes to modify response headers or data.
* Invoke the next entity in the filter chain. If the current filter is the last filter in the chain that ends with the target web component or static resource, the next entity is the resource at the end of the chain; otherwise, it is the next filter that was configured in the WAR. The filter invokes the next entity by calling the doFilter method on the chain object, passing in the request and response it was called with or the wrapped versions it may have created. Alternatively, the filter can choose to block the request by not making the call to invoke the next entity. In the latter case, the filter is responsible for filling out the response.
* Examine response headers after invoking the next filter in the chain.
* Throw an exception to indicate an error in processing.

In addition to doFilter, you must implement the init and destroy methods. The init method is called by the container when the filter is instantiated. If you wish to pass initialization parameters to the filter, you retrieve them from the FilterConfig object passed to init.

Filter接口中最重要方法是doFilter，这个方法传递了request、response和filter链对象。这个方法能够处理以下的行为：

1. 检查request的头
2. 如果filter希望修改request的头或者数据的时候修改request对象（从而自定义了request的对象）
3. 如果filter希望修改response的头或者数据的时候修改request对象（从而自定义了response的对象）
4. 激活在filter链条里面的下一个filter实体：

如果当前的filter是chain中的最后一个filter,.然后就是目标web组件或者静态资源，那么下一个实体就是这个chain中的资源。否则下一个filter就是在war中配置的filter。

一个filter通过调用chain对象的doFilter方法来调用下一个实体。传递request和response作为参数。这些request和response可能是已经处理过的（即被此filter处理）。可选择的是，这个filter可以通过不调用下一个实体的方法来选择阻塞请求。在后面的例子中，这个filter负责填充这个response。

1. 在激活filter chain中的下一个filter实体后检查response的头（该filter chain利用了某种设计模式，在处理完请求后会自动回来调用之后的对响应的请求）
2. 如果在处理过程中出错则可以抛出异常

为了实现doFilter方法，必须实现Filter接口的init和destroy方法。当filter初始化的时候被容器调用。如果你希望传递init参数给filter则可以通过FilterConfig对象来传递给init方法

## 17.6.2 Programming Customized Requests and Responses

There are many ways for a filter to modify a request or a response. For example, a filter can add an attribute to the request or can insert data in the response.

A filter that modifies a response must usually capture the response before it is returned to the client. To do this, you pass a stand-in stream to the servlet that generates the response. The stand-in stream prevents the servlet from closing the original response stream when it completes and allows the filter to modify the servlet's response.

To pass this stand-in stream to the servlet, the filter creates a response wrapper that overrides the getWriter or getOutputStream method to return this stand-in stream. The wrapper is passed to the doFilter method of the filter chain. Wrapper methods default to calling through to the wrapped request or response object.

To override request methods, you wrap the request in an object that extends either ServletRequestWrapper or HttpServletRequestWrapper. To override response methods, you wrap the response in an object that extends either ServletResponseWrapper or HttpServletResponseWrapper.

自定义request和response的编程：

Filter可以利用许多方式来修改一个request和response。例如，filter可以为request添加一个属性或者向response中插入一条数据。

修改了一个response的filter必须在这个reponse被发送到client之前捕获这个response。为了做到这一点，你可以传递一个标准输入流到servlet产生response。这个标准输入流会在原始的response stream完成并允许filter修改的时候阻止原始response steam的关闭。

为了传递一个标准的输入流到servlet，filter可以通过创建一个response wrapper，这个wrapper重写getWriter或者getOutputStream方法来返回一个标准输入流。这个wrapper被传递给filter chain对象的doFiltrer方法。Wrapper方法默认通过被封装的request和response对象来调用。

为了重写request方法，你的wrapper需要继承ServletRequestWrapper or HttpServletRequestWrapper；为了重写response方法，你的wrapper需要继承自ServletResponseWrapper or HttpServletResponseWrapper。

## 17.6.3 Specifying Filter Mappings

A web container uses filter mappings to decide how to apply filters to web resources. A filter mapping matches a filter to a web component by name or to web resources by URL pattern. The filters are invoked in the order in which filter mappings appear in the filter mapping list of a WAR. You specify a filter mapping list for a WAR in its deployment descriptor by either using NetBeans IDE or coding the list by hand with XML.

指定Filter的拦截映射

一个web容器使用filter映射来决定如何应用filter到web资源上。一个filter映射通过filter名字或者url格式定义的web资源匹配一个filter到一个web组件上。War包中的filter映射列表中的filter会按照顺序被调用。可以通过ide或者手动编写xml文件来为一个war包在部署目录指定一个filter 映射列表。

If you want to log every request to a web application, you map the hit counter filter to the URL pattern /\*.

You can map a filter to one or more web resources, and you can map more than one filter to a web resource. This is illustrated in [Figure 17-1](https://docs.oracle.com/javaee/7/tutorial/servlets006.htm#BNAGH), in which filter F1 is mapped to servlets S1, S2, and S3; filter F2 is mapped to servlet S2; and filter F3 is mapped to servlets S1 and S2.

如果你希望记录一个web应用的所有请求，你可以指明url模式为/\*。

***Figure 17-1 Filter-to-Servlet Mapping***
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[Description of "Figure 17-1 Filter-to-Servlet Mapping"](https://docs.oracle.com/javaee/7/tutorial/img_text/jeett_dt_018.htm)

Recall that a filter chain is one of the objects passed to the doFilter method of a filter. This chain is formed indirectly by means of filter mappings. The order of the filters in the chain is the same as the order in which filter mappings appear in the web application deployment descriptor.

When a filter is mapped to servlet S1, the web container invokes the doFilter method of F1. The doFilter method of each filter in S1's filter chain is invoked by the preceding filter in the chain by means of the chain.doFilter method. Because S1's filter chain contains filters F1 and F3, F1's call to chain.doFilter invokes the doFilter method of filter F3. When F3's doFilter method completes, control returns to F1's doFilter method.

Filter到servlet的映射图：

回想一下filter的chain，这个对象的方法doFilter需要传递一个filter对象作为参数。这个chain被filter映射规范化了。在chain中的filter的顺序与web应用部署描述文件中定义的filter映射的顺序数一致的。

正如上面图表展示的，但一个filter被映射到servlet-S1，web容器 会调用F1的doFilter方法。在S1的filter chain中的每一个filter的doFilter方法都会被它之前的filter通过chain.doFilter方法来调用。因为servlet 1的filter chain上包含filter F1和F3，所以在F1中调用doFilter方法将会激活F3中的doFilter方法。当F3的doFilter方法处理完成时会返回到F1的doFilter方法。

### 17.6.3.1 To Specify Filter Mappings Using NetBeans IDE

1. Expand the application's project node in the **Project** tab.
2. Expand the **Web Pages** and **WEB-INF** nodes under the project node.
3. Double-click web.xml.
4. Click **Filters** at the top of the editor window.
5. Expand the **Servlet Filters** node in the editor window.
6. Click **Add Filter Element** to map the filter to a web resource by name or by URL pattern.
7. In the Add Servlet Filter dialog box, enter the name of the filter in the **Filter Name** field.
8. Click **Browse** to locate the servlet class to which the filter applies.

You can include wildcard characters so that you can apply the filter to more than one servlet.

1. Click **OK**.
2. To constrain how the filter is applied to requests, follow these steps.
   1. Expand the **Filter Mappings** node.
   2. Select the filter from the list of filters.
   3. Click **Add**.
   4. In the Add Filter Mapping dialog box, select one of the following dispatcher types:
      * **REQUEST**: Only when the request comes directly from the client
      * **ASYNC**: Only when the asynchronous request comes from the client
      * **FORWARD**: Only when the request has been forwarded to a component (see [Transferring Control to Another Web Component](https://docs.oracle.com/javaee/7/tutorial/servlets007.htm#BNAGK))
      * **INCLUDE**: Only when the request is being processed by a component that has been included (see [Including Other Resources in the Response](https://docs.oracle.com/javaee/7/tutorial/servlets007.htm#BNAGJ))
      * **ERROR**: Only when the request is being processed with the error page mechanism (see [Handling Servlet Errors](https://docs.oracle.com/javaee/7/tutorial/servlets002.htm#BNAFN))

You can direct the filter to be applied to any combination of the preceding situations by selecting multiple dispatcher types. If no types are specified, the default option is **REQUEST**.

# 7.7 Invoking Other Web Resources

Web components can invoke other web resources both indirectly and directly. A web component indirectly invokes another web resource by embedding a URL that points to another web component in content returned to a client. While it is executing, a web component directly invokes another resource by either including the content of another resource or forwarding a request to another resource.

激活其他的web资源：

Web组件可以直接或者间接的激活其他的web资源。一个web组件可以通过在返回client的内容中嵌入一个指向其他web资源的url来间接激活其他web组件。一个web组件可以包含进一个其他的web资源或者直接将request请求到其他的资源来间接激活另一个web的资源。

To invoke a resource available on the server that is running a web component, you must first obtain a RequestDispatcher object by using the getRequestDispatcher("URL") method. You can get a RequestDispatcher object from either a request or the web context; however, the two methods have slightly different behavior. The method takes the path to the requested resource as an argument. A request can take a relative path (that is, one that does not begin with a /), but the web context requires an absolute path. If the resource is not available or if the server has not implemented a RequestDispatcher object for that type of resource, getRequestDispatcher will return null. Your servlet should be prepared to deal with this condition.

为了在一个运行web组件的服务器上激活一个可获得的资源，必须通过getRequestDispatcher("URL")方法来包含进一个RequestDispatcher 对象。可以从一个请求或者一个web的context中获取一个RequestDispatcher 对象。然而这个两个方法有在行为上有一些的不同。这个方法将path作为一个参数传递给被请求的资源。

## 17.7.1 Including Other Resources in the Response

It is often useful to include another web resource, such as banner content or copyright information, in the response returned from a web component. To include another resource, invoke the include method of a RequestDispatcher object:

include(request, response);

If the resource is static, the include method enables programmatic server-side includes. If the resource is a web component, the effect of the method is to send the request to the included web component, execute the web component, and then include the result of the execution in the response from the containing servlet. An included web component has access to the request object but is limited in what it can do with the response object.

* It can write to the body of the response and commit a response.
* It cannot set headers or call any method, such as setCookie, that affects the headers of the response.

## 17.7.2 Transferring Control to Another Web Component

In some applications, you might want to have one web component do preliminary processing of a request and have another component generate the response. For example, you might want to partially process a request and then transfer to another component, depending on the nature of the request.

To transfer control to another web component, you invoke the forward method of a RequestDispatcher. When a request is forwarded, the request URL is set to the path of the forwarded page. The original URI and its constituent parts are saved as the following request attributes:

javax.servlet.forward.request\_uri

javax.servlet.forward.context\_path

javax.servlet.forward.servlet\_path

javax.servlet.forward.path\_info

javax.servlet.forward.query\_string

The forward method should be used to give another resource responsibility for replying to the user. If you have already accessed a ServletOutputStream or PrintWriter object within the servlet, you cannot use this method; doing so throws an IllegalStateException.