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**SpringMVC学习笔记----**

**一、SpringMVC基础入门，创建一个HelloWorld程序**

1.首先，导入SpringMVC需要的jar包。

![](data:image/png;base64,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)

2.添加Web.xml配置文件中关于SpringMVC的配置

<!--configure the setting of springmvcDispatcherServlet and configure the mapping-->

<servlet>

<servlet-name>springmvc</servlet-name>

<servlet-class>org.springframework.web.servlet.DispatcherServlet</servlet-class>

<init-param>

<param-name>contextConfigLocation</param-name>

<param-value>classpath:springmvc-servlet.xml</param-value>

</init-param>

<!-- <load-on-startup>1</load-on-startup> -->

</servlet>

<servlet-mapping>

<servlet-name>springmvc</servlet-name>

<url-pattern>/</url-pattern>

</servlet-mapping>

3.在src下添加springmvc-servlet.xml配置文件

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xmlns:context="http://www.springframework.org/schema/context"

xmlns:mvc="http://www.springframework.org/schema/mvc"

xsi:schemaLocation="http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans.xsd

http://www.springframework.org/schema/context http://www.springframework.org/schema/context/spring-context-4.1.xsd

http://www.springframework.org/schema/mvc http://www.springframework.org/schema/mvc/spring-mvc-4.1.xsd">

<!-- scan the package and the sub package -->

<context:component-scan base-package="test.SpringMVC"/>

<!-- don't handle the static resource -->

<mvc:default-servlet-handler />

<!-- if you use annotation you must configure following setting -->

<mvc:annotation-driven />

<!-- configure the InternalResourceViewResolver -->

<bean class="org.springframework.web.servlet.view.InternalResourceViewResolver"

id="internalResourceViewResolver">

<!-- 前缀 -->

<property name="prefix" value="/WEB-INF/jsp/" />

<!-- 后缀 -->

<property name="suffix" value=".jsp" />

</bean>

</beans>

4.在WEB-INF文件夹下创建名为jsp的文件夹，用来存放jsp视图。创建一个hello.jsp，在body中添加“Hello World”。

5.建立包及Controller，如下所示

6.编写Controller代码

@Controller

@RequestMapping("/mvc")

public class mvcController {

@RequestMapping("/hello")

public String hello(){

return "hello";

}

}

7.启动服务器，键入 http://localhost:8080/项目名/mvc/hello

**二、配置解析**

1.Dispatcherservlet

　　DispatcherServlet是前置控制器，配置在web.xml文件中的。拦截匹配的请求，Servlet拦截匹配规则要自已定义，把拦截下来的请求，依据相应的规则分发到目标Controller来处理，是配置spring MVC的第一步。

2.InternalResourceViewResolver

　　视图名称解析器

3.以上出现的注解

@Controller 负责注册一个bean 到spring 上下文中

@RequestMapping 注解为控制器指定可以处理哪些 URL 请求

**三、SpringMVC常用注解**

@Controller

　　负责注册一个bean 到spring 上下文中  
@RequestMapping

　　注解为控制器指定可以处理哪些 URL 请求  
@RequestBody

　　该注解用于读取Request请求的body部分数据，使用系统默认配置的HttpMessageConverter进行解析，然后把相应的数据绑定到要返回的对象上 ,再把HttpMessageConverter返回的对象数据绑定到 controller中方法的参数上

@ResponseBody

　　 该注解用于将Controller的方法返回的对象，通过适当的HttpMessageConverter转换为指定格式后，写入到Response对象的body数据区

@ModelAttribute

　　在方法定义上使用 @ModelAttribute 注解：Spring MVC 在调用目标处理方法前，会先逐个调用在方法级上标注了@ModelAttribute 的方法

　　在方法的入参前使用 @ModelAttribute 注解：可以从隐含对象中获取隐含的模型数据中获取对象，再将请求参数 –绑定到对象中，再传入入参将方法入参对象添加到模型中

@RequestParam

　　在处理方法入参处使用 @RequestParam 可以把请求参 数传递给请求方法

@PathVariable

　　绑定 URL 占位符到入参  
@ExceptionHandler

　　注解到方法上，出现异常时会执行该方法  
@ControllerAdvice

　　使一个Contoller成为全局的异常处理类，类中用@ExceptionHandler方法注解的方法可以处理所有Controller发生的异常

**四、自动匹配参数**

//match automatically

@RequestMapping("/person")

public String toPerson(String name,double age){

System.out.println(name+" "+age);

return "hello";

}

**五、自动装箱**

1.编写一个Person实体类

package test.SpringMVC.model;

public class Person {

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

public int getAge() {

return age;

}

public void setAge(int age) {

this.age = age;

}

private String name;

private int age;

}

2.在Controller里编写方法

//boxing automatically

@RequestMapping("/person1")

public String toPerson(Person p){

System.out.println(p.getName()+" "+p.getAge());

return "hello";

}

**六、使用InitBinder来处理Date类型的参数**

//the parameter was converted in initBinder

@RequestMapping("/date")

public String date(Date date){

System.out.println(date);

return "hello";

}

//At the time of initialization,convert the type "String" to type "date"

@InitBinder

public void initBinder(ServletRequestDataBinder binder){

binder.registerCustomEditor(Date.class, new CustomDateEditor(new SimpleDateFormat("yyyy-MM-dd"),

true));

}

**七、向前台传递参数**

//pass the parameters to front-end

@RequestMapping("/show")

public String showPerson(Map<String,Object> map){

Person p =new Person();

map.put("p", p);

p.setAge(20);

p.setName("jayjay");

return "show";

}

前台可在Request域中取到"p"

**八、使用Ajax调用**

//pass the parameters to front-end using ajax

@RequestMapping("/getPerson")

public void getPerson(String name,PrintWriter pw){

pw.write("hello,"+name);

}

@RequestMapping("/name")

public String sayHello(){

return "name";

}

前台用下面的Jquery代码调用

$(function(){

$("#btn").click(function(){

$.post("mvc/getPerson",{name:$("#name").val()},function(data){

alert(data);

});

});

});

**九、在Controller中使用redirect方式处理请求**

//redirect

@RequestMapping("/redirect")

public String redirect(){

return "redirect:hello";

}

**十、文件上传**

1.需要导入两个jar包

2.在SpringMVC配置文件中加入

<!-- upload settings -->

<bean id="multipartResolver" class="org.springframework.web.multipart.commons.CommonsMultipartResolver">

<property name="maxUploadSize" value="102400000"></property>

</bean>

3.方法代码

@RequestMapping(value="/upload",method=RequestMethod.POST)

public String upload(HttpServletRequest req) throws Exception{

MultipartHttpServletRequest mreq = (MultipartHttpServletRequest)req;

MultipartFile file = mreq.getFile("file");

String fileName = file.getOriginalFilename();

SimpleDateFormat sdf = new SimpleDateFormat("yyyyMMddHHmmss");

FileOutputStream fos = new FileOutputStream(req.getSession().getServletContext().getRealPath("/")+

"upload/"+sdf.format(new Date())+fileName.substring(fileName.lastIndexOf('.')));

fos.write(file.getBytes());

fos.flush();

fos.close();

return "hello";

}

4.前台form表单

<form action="mvc/upload" method="post" enctype="multipart/form-data">

<input type="file" name="file"><br>

<input type="submit" value="submit">

</form>

**十一、使用@RequestParam注解指定参数的name**

@Controller

@RequestMapping("/test")

public class mvcController1 {

@RequestMapping(value="/param")

public String testRequestParam(@RequestParam(value="id") Integer id,

@RequestParam(value="name")String name){

System.out.println(id+" "+name);

return "/hello";

}

}

**十二、RESTFul风格的SringMVC**

1.RestController

@Controller

@RequestMapping("/rest")

public class RestController {

@RequestMapping(value="/user/{id}",method=RequestMethod.GET)

public String get(@PathVariable("id") Integer id){

System.out.println("get"+id);

return "/hello";

}

@RequestMapping(value="/user/{id}",method=RequestMethod.POST)

public String post(@PathVariable("id") Integer id){

System.out.println("post"+id);

return "/hello";

}

@RequestMapping(value="/user/{id}",method=RequestMethod.PUT)

public String put(@PathVariable("id") Integer id){

System.out.println("put"+id);

return "/hello";

}

@RequestMapping(value="/user/{id}",method=RequestMethod.DELETE)

public String delete(@PathVariable("id") Integer id){

System.out.println("delete"+id);

return "/hello";

}

}

2.form表单发送put和delete请求

在web.xml中配置

<!-- configure the HiddenHttpMethodFilter,convert the post method to put or delete -->

<filter>

<filter-name>HiddenHttpMethodFilter</filter-name>

<filter-class>org.springframework.web.filter.HiddenHttpMethodFilter</filter-class>

</filter>

<filter-mapping>

<filter-name>HiddenHttpMethodFilter</filter-name>

<url-pattern>/\*</url-pattern>

</filter-mapping>

在前台可以用以下代码产生请求

<form action="rest/user/1" method="post">

<input type="hidden" name="\_method" value="PUT">

<input type="submit" value="put">

</form>

<form action="rest/user/1" method="post">

<input type="submit" value="post">

</form>

<form action="rest/user/1" method="get">

<input type="submit" value="get">

</form>

<form action="rest/user/1" method="post">

<input type="hidden" name="\_method" value="DELETE">

<input type="submit" value="delete">

</form>

**十三、返回json格式的字符串**

1.导入以下jar包

2.方法代码

@Controller

@RequestMapping("/json")

public class jsonController {

@ResponseBody

@RequestMapping("/user")

public User get(){

User u = new User();

u.setId(1);

u.setName("jayjay");

u.setBirth(new Date());

return u;

}

}

**十四、异常的处理**

1.处理局部异常（Controller内）

@ExceptionHandler

public ModelAndView exceptionHandler(Exception ex){

ModelAndView mv = new ModelAndView("error");

mv.addObject("exception", ex);

System.out.println("in testExceptionHandler");

return mv;

}

@RequestMapping("/error")

public String error(){

int i = 5/0;

return "hello";

}

2.处理全局异常（所有Controller）

@ControllerAdvice

public class testControllerAdvice {

@ExceptionHandler

public ModelAndView exceptionHandler(Exception ex){

ModelAndView mv = new ModelAndView("error");

mv.addObject("exception", ex);

System.out.println("in testControllerAdvice");

return mv;

}

}

3.另一种处理全局异常的方法

在SpringMVC配置文件中配置

<!-- configure SimpleMappingExceptionResolver -->

<bean class="org.springframework.web.servlet.handler.SimpleMappingExceptionResolver">

<property name="exceptionMappings">

<props>

<prop key="java.lang.ArithmeticException">error</prop>

</props>

</property>

</bean>

error是出错页面

**十五、设置一个自定义拦截器**

1.创建一个MyInterceptor类，并实现HandlerInterceptor接口

public class MyInterceptor implements HandlerInterceptor {

@Override

public void afterCompletion(HttpServletRequest arg0,

HttpServletResponse arg1, Object arg2, Exception arg3)

throws Exception {

System.out.println("afterCompletion");

}

@Override

public void postHandle(HttpServletRequest arg0, HttpServletResponse arg1,

Object arg2, ModelAndView arg3) throws Exception {

System.out.println("postHandle");

}

@Override

public boolean preHandle(HttpServletRequest arg0, HttpServletResponse arg1,

Object arg2) throws Exception {

System.out.println("preHandle");

return true;

}

}

2.在SpringMVC的配置文件中配置

<!-- interceptor setting -->

<mvc:interceptors>

<mvc:interceptor>

<mvc:mapping path="/mvc/\*\*"/>

<bean class="test.SpringMVC.Interceptor.MyInterceptor"></bean>

</mvc:interceptor>

</mvc:interceptors>

3.拦截器执行顺序

**十六、表单的验证（使用Hibernate-validate）及国际化**

1.导入Hibernate-validate需要的jar包

(未选中不用导入)

2.编写实体类User并加上验证注解

public class User {

public int getId() {

return id;

}

public void setId(int id) {

this.id = id;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

public Date getBirth() {

return birth;

}

public void setBirth(Date birth) {

this.birth = birth;

}

@Override

public String toString() {

return "User [id=" + id + ", name=" + name + ", birth=" + birth + "]";

}

private int id;

@NotEmpty

private String name;

@Past

@DateTimeFormat(pattern="yyyy-MM-dd")

private Date birth;

}

ps:@Past表示时间必须是一个过去值

3.在jsp中使用SpringMVC的form表单

<form:form action="form/add" method="post" modelAttribute="user">

id:<form:input path="id"/><form:errors path="id"/><br>

name:<form:input path="name"/><form:errors path="name"/><br>

birth:<form:input path="birth"/><form:errors path="birth"/>

<input type="submit" value="submit">

</form:form>

ps:path对应name

4.Controller中代码

@Controller

@RequestMapping("/form")

public class formController {

@RequestMapping(value="/add",method=RequestMethod.POST)

public String add(@Valid User u,BindingResult br){

if(br.getErrorCount()>0){

return "addUser";

}

return "showUser";

}

@RequestMapping(value="/add",method=RequestMethod.GET)

public String add(Map<String,Object> map){

map.put("user",new User());

return "addUser";

}

}

ps:

　　1.因为jsp中使用了modelAttribute属性，所以必须在request域中有一个"user".

　　2.@Valid 表示按照在实体上标记的注解验证参数

　　3.返回到原页面错误信息回回显，表单也会回显

5.错误信息自定义

在src目录下添加locale.properties

NotEmpty.user.name=name can't not be empty

Past.user.birth=birth should be a past value

DateTimeFormat.user.birth=the format of input is wrong

typeMismatch.user.birth=the format of input is wrong

typeMismatch.user.id=the format of input is wrong

在SpringMVC配置文件中配置

<!-- configure the locale resource -->

<bean id="messageSource" class="org.springframework.context.support.ResourceBundleMessageSource">

<property name="basename" value="locale"></property>

</bean>

6.国际化显示

在src下添加locale\_zh\_CN.properties

username=账号

password=密码

locale.properties中添加

username=user name

password=password

创建一个locale.jsp

<body>

<fmt:message key="username"></fmt:message>

<fmt:message key="password"></fmt:message>

</body>

在SpringMVC中配置

<!-- make the jsp page can be visited -->

<mvc:view-controller path="/locale" view-name="locale"/>

让locale.jsp在WEB-INF下也能直接访问

最后，访问locale.jsp，切换浏览器语言，能看到账号和密码的语言也切换了

**十七、压轴大戏--整合SpringIOC和SpringMVC**

1.创建一个test.SpringMVC.integrate的包用来演示整合，并创建各类

2.User实体类

public class User {

public int getId() {

return id;

}

public void setId(int id) {

this.id = id;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

public Date getBirth() {

return birth;

}

public void setBirth(Date birth) {

this.birth = birth;

}

@Override

public String toString() {

return "User [id=" + id + ", name=" + name + ", birth=" + birth + "]";

}

private int id;

@NotEmpty

private String name;

@Past

@DateTimeFormat(pattern="yyyy-MM-dd")

private Date birth;

}

3.UserService类

@Component  
public class UserService {

public UserService(){

System.out.println("UserService Constructor...\n\n\n\n\n\n");

}

public void save(){

System.out.println("save");

}

}

4.UserController

@Controller

@RequestMapping("/integrate")

public class UserController {

@Autowired

private UserService userService;

@RequestMapping("/user")

public String saveUser(@RequestBody @ModelAttribute User u){

System.out.println(u);

userService.save();

return "hello";

}

}

5.Spring配置文件

在src目录下创建SpringIOC的配置文件applicationContext.xml

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans.xsd

http://www.springframework.org/schema/util

http://www.springframework.org/schema/util/spring-util-4.0.xsd

http://www.springframework.org/schema/context

http://www.springframework.org/schema/context/spring-context.xsd

"

xmlns:util="http://www.springframework.org/schema/util"

xmlns:p="http://www.springframework.org/schema/p"

xmlns:context="http://www.springframework.org/schema/context"

>

<context:component-scan base-package="test.SpringMVC.integrate">

<context:exclude-filter type="annotation"

expression="org.springframework.stereotype.Controller"/>

<context:exclude-filter type="annotation"

expression="org.springframework.web.bind.annotation.ControllerAdvice"/>

</context:component-scan>

</beans>

在Web.xml中添加配置

<!-- configure the springIOC -->

<listener>

<listener-class>org.springframework.web.context.ContextLoaderListener</listener-class>

</listener>

<context-param>

<param-name>contextConfigLocation</param-name>

<param-value>classpath:applicationContext.xml</param-value>

</context-param>

6.在SpringMVC中进行一些配置，防止SpringMVC和SpringIOC对同一个对象的管理重合

<!-- scan the package and the sub package -->

<context:component-scan base-package="test.SpringMVC.integrate">

<context:include-filter type="annotation"

expression="org.springframework.stereotype.Controller"/>

<context:include-filter type="annotation"

expression="org.springframework.web.bind.annotation.ControllerAdvice"/>

</context:component-scan>

**十八、SpringMVC详细运行流程图**

**十九、SpringMVC运行原理**

1. 客户端请求提交到DispatcherServlet  
2. 由DispatcherServlet控制器查询一个或多个HandlerMapping，找到处理请求的Controller  
3. DispatcherServlet将请求提交到Controller  
4. Controller调用业务逻辑处理后，返回ModelAndView  
5. DispatcherServlet查询一个或多个ViewResoler视图解析器，找到ModelAndView指定的视图  
6. 视图负责将结果显示到客户端

**二十、SpringMVC与struts2的区别**

1、springmvc基于方法开发的，struts2基于类开发的。springmvc将url和controller里的方法映射。映射成功后springmvc生成一个Handler对象，对象中只包括了一个method。方法执行结束，形参数据销毁。springmvc的controller开发类似web service开发。  
2、springmvc可以进行单例开发，并且建议使用单例开发，struts2通过类的成员变量接收参数，无法使用单例，只能使用多例。  
3、经过实际测试，struts2速度慢，在于使用struts标签，如果使用struts建议使用jstl。