**Multiple interpretari ale unei expresii regulate in diverse contexte**

Cuprins(schita):

1. Introducere:

* Ce reprezinta regex urile, scurta descriere a modului in care sunt folosite si cum sunt interpretate.

1. Regex Engines si algoritmi de potrivire

* Ce sunt Regex engine urile, care sunt algoritmii de protrivire ce stau la baza regex urile, o mica descriere a implementarii/proiectarii regex engine urilor, exemple de regex engines, de ce sunt ele utile.

1. Impacte negative sau efecte neasteptate ale modului actual de interpretare al expresiilor regulare

* Care sunt impactele negative in proiectarea regex engine urilor actuale, ReDoS si alte impacte de performanta

1. Alternative

* Care sunt alternativele care pot rezolva problemele evidentiale la capitolul precedent.

1. Concluzie

* De ce sunt mutiple interpretari, cum sunt exploatate aceste interpretari si cum se pot rezolva

+ Referinte

Ipoteza de lucru:

Expresiile regulare sau regex urile devin din ce in ce mai des folosite in diverse contexte/ platforme, iar corectitudinea lor este cruciala dpdv al functionalitatii si securitatii. Pentru aceasta regex urile scrise de programatori trebuie testate/ verificare iar cea mai buna optiune la ora actuala este <https://regex101.com/>, dar nu se ofera nicio garantie ca interpretarea va fi aceeasi si in Python, Java, C++ etc.

Posibile Experimente si Metodologie

Scrierea unor expresii regulate si testarea acestora folosind multiple limbaje de nivel inalt(Python, Java, C++ etc.) si/sau multiple platforme si compararea rezultatelor acestora.

Research questions:

De ce expresiile regulare pot avea multiple interpretari in functie de context/platofrme?

Care sunt efectele negative ale acestei multiple interpretari?

Care sunt alternativele pentru a preveni interpretarea multipla.
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