Data Science Certificate Course

Connor Bruce

## Course 1: R Basics

### Section 1: R Basics, Functions, and Data Types

#### 1.1 Motivation and Getting Started

* This course will focus on US crime statistics as the Case Study.
* install.packages("\_\_\_") to install packages (must be connected to internet)
* library(\_\_\_) to load package into script after it has been installed (only need to install once)

Here is an example of loading packages and using them to create a graph

library(tidyverse)  
library(dslabs)  
  
data(murders)  
  
murders %>%  
 ggplot(aes(population, total, label = abb, color =region)) +  
 geom\_label()
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#### 1.2 R Basics

##### Objects

* Objects can be variables, or other, more complicated things, such as functions
* ls() outputs a list of objects. Alternatively, it can been in the Environment tab at the top right.

Objects example: Variables being used to solve quadratic formula

a = 1  
b = 1  
c = -1  
  
(-b + sqrt(b^2-4\*a\*c))/(2\*a)

## [1] 0.618034

(-b - sqrt(b^2-4\*a\*c))/(2\*a)

## [1] -1.618034

##### Functions

* To see the code behind a function, type the function without the parenthesis into the console
* Nested functions: Call a function to get an argument for another function. Example:

log(exp(1))

## [1] 1

* To get help with a function, can use the help() function using the function as the argument.

#help(log)

* Or you can check the arguments:

args(log)

## function (x, base = exp(1))   
## NULL

#### 1.3 Data Types

##### Data Frames

* class() can be used to determine the type of data.
* str() can show the structure of the data frame
* head() shows the first 6 rows
* Can use $ as a variable accessor. Will return a vector with the column of the variables

class(murders)

## [1] "data.frame"

str(murders)

## 'data.frame': 51 obs. of 5 variables:  
## $ state : chr "Alabama" "Alaska" "Arizona" "Arkansas" ...  
## $ abb : chr "AL" "AK" "AZ" "AR" ...  
## $ region : Factor w/ 4 levels "Northeast","South",..: 2 4 4 2 4 4 1 2 2 2 ...  
## $ population: num 4779736 710231 6392017 2915918 37253956 ...  
## $ total : num 135 19 232 93 1257 ...

head(murders)

## state abb region population total  
## 1 Alabama AL South 4779736 135  
## 2 Alaska AK West 710231 19  
## 3 Arizona AZ West 6392017 232  
## 4 Arkansas AR South 2915918 93  
## 5 California CA West 37253956 1257  
## 6 Colorado CO West 5029196 65

pop = murders$population  
length(pop)

## [1] 51

##### Other Data Types

* Character Strings

class(murders$state)

## [1] "character"

* Logical Variables (True/False)

z = 3 == 2  
z

## [1] FALSE

class(z)

## [1] "logical"

##### Factors

* Good for storing categorical data (more memory efficient) - numbers associated with a character string
* Recommended to avoid
* table() can be used to show how many are in each category

levels(murders$region)

## [1] "Northeast" "South" "North Central" "West"

table(murders$region)

##   
## Northeast South North Central West   
## 9 17 12 13

### Section 2: Vectors, Sorting

#### 2.1 Vectors

* Create vectors by using the concatenate function, c()
* Can assign names to the numeric values in a vector
* Two ways to assign names are shown below

codes = c(380,124,818)  
country = c("italy", "canada","egypt")  
names(codes) = country  
codes2 = c(italy = 380, canada = 124, egypt = 818)  
codes

## italy canada egypt   
## 380 124 818

codes2

## italy canada egypt   
## 380 124 818

* seq(a,b,c) provides a vector from a to b by jumps of c
* Can also do a sequence using :

seq(1,10)

## [1] 1 2 3 4 5 6 7 8 9 10

1:10

## [1] 1 2 3 4 5 6 7 8 9 10

seq(1,100,10)

## [1] 1 11 21 31 41 51 61 71 81 91

##### Subsetting

* [] are used to access elements of a vector
* Indexes at 1
* Below are examples of pulling different elements from the codes vector

codes[2]

## canada   
## 124

codes[c(1,3)]

## italy egypt   
## 380 818

codes["canada"]

## canada   
## 124

codes[c("egypt","italy")]

## egypt italy   
## 818 380

##### Vector Coercion

* Coercion is an attempt by r to be flexible with data types.
* The below code should throw an error because all elements of a vector must be the same type, however R coerces 1 and 3 into character variables in order to avoid and error

x = c(1,"canada",3)  
x

## [1] "1" "canada" "3"

* Variables can be converted into different types

x = 1:5  
x

## [1] 1 2 3 4 5

y = as.character(x)  
y

## [1] "1" "2" "3" "4" "5"

as.numeric(y)

## [1] 1 2 3 4 5

* Can only coerce in certain ways and if impossible, will replace with NA

x = c("1", "b", "2")  
as.numeric(x)

## Warning: NAs introduced by coercion

## [1] 1 NA 2

#### 2.2 Sorting

* sort() sorting into ascending order
* order() provides the index of the values in ascending order
* Can use the index to extract the necessary information

sort(murders$total)

## [1] 2 4 5 5 7 8 11 12 12 16 19 21 22 27 32  
## [16] 36 38 53 63 65 67 84 93 93 97 97 99 111 116 118  
## [31] 120 135 142 207 219 232 246 250 286 293 310 321 351 364 376  
## [46] 413 457 517 669 805 1257

order(murders$total)

## [1] 46 35 30 51 12 42 20 13 27 40 2 16 45 49 28 38 8 24 17 6 32 29 4 48 7  
## [26] 50 9 37 18 22 25 1 15 41 43 3 31 47 34 21 36 26 19 14 11 23 39 33 10 44  
## [51] 5

index = order(murders$total)  
murders$abb[index]

## [1] "VT" "ND" "NH" "WY" "HI" "SD" "ME" "ID" "MT" "RI" "AK" "IA" "UT" "WV" "NE"  
## [16] "OR" "DE" "MN" "KS" "CO" "NM" "NV" "AR" "WA" "CT" "WI" "DC" "OK" "KY" "MA"  
## [31] "MS" "AL" "IN" "SC" "TN" "AZ" "NJ" "VA" "NC" "MD" "OH" "MO" "LA" "IL" "GA"  
## [46] "MI" "PA" "NY" "FL" "TX" "CA"

* max() gives the maximum value in a vector, which.max() give the index of that value

max(murders$total)

## [1] 1257

which.max(murders$total)

## [1] 5

i\_max = which.max(murders$total)  
murders$state[i\_max]

## [1] "California"

* rank() gives the “rank” of each value in the vector (1 being the smallest value) (also works with min)

x = c(31,4,15,92,65)  
rank(x)

## [1] 3 1 2 5 4

* Here is an overall comparison of sort(), order(), and rank()

x = c(31,4,15,92,65)  
sortx = sort(x)  
orderx = order(x)  
rankx = rank(x)  
sorderank = matrix(c(x,sortx,orderx,rankx), ncol = 4)  
colnames(sorderank) = c("original", "sort", "order", "rank")  
rownames(sorderank) = c(" "," "," "," "," ")  
sorderank

## original sort order rank  
## 31 4 2 3  
## 4 15 3 1  
## 15 31 1 2  
## 92 65 5 5  
## 65 92 4 4

* Can use is.na() to find which entries in a vector are NA (returns as a vector of logical variables)
* True = 1, False = 0
* Can also use [!\_\_\_] to take everything from a vector that is not something.

#### 2.3 Vector Arithmetic

* We can see that California has the most murders and can also see that California also has the largest population

murders$state[which.max(murders$population)]

## [1] "California"

* Therefore, we should be looking at the murders per capita
* It is possible to scale a vector. e.g vector to inches to centimeters

height = c(12,23,15,32,42,26,51,10)  
height \* 2.54

## [1] 30.48 58.42 38.10 81.28 106.68 66.04 129.54 25.40

* Now we can do this with the murders vector to get a rate of murders per 100,000 and then order those to find which has the highest rate and the lowest rate. It can be seen that, while California has the most murders, it ranks 14th in terms of murder rate.

murder\_rate = murders$total/murders$population\*100000  
murders$state[order(murder\_rate, decreasing = T)]

## [1] "District of Columbia" "Louisiana" "Missouri"   
## [4] "Maryland" "South Carolina" "Delaware"   
## [7] "Michigan" "Mississippi" "Georgia"   
## [10] "Arizona" "Pennsylvania" "Tennessee"   
## [13] "Florida" "California" "New Mexico"   
## [16] "Texas" "Arkansas" "Virginia"   
## [19] "Nevada" "North Carolina" "Oklahoma"   
## [22] "Illinois" "Alabama" "New Jersey"   
## [25] "Connecticut" "Ohio" "Alaska"   
## [28] "Kentucky" "New York" "Kansas"   
## [31] "Indiana" "Massachusetts" "Nebraska"   
## [34] "Wisconsin" "Rhode Island" "West Virginia"   
## [37] "Washington" "Colorado" "Montana"   
## [40] "Minnesota" "South Dakota" "Oregon"   
## [43] "Wyoming" "Maine" "Utah"   
## [46] "Idaho" "Iowa" "North Dakota"   
## [49] "Hawaii" "New Hampshire" "Vermont"

### Section 3: Indexing, Data Wrangling, Plots

#### 3.1 Indexing

* We can subset a vector based on properties of another vector.
* We can use logical operators to index vectors.
* Suppose we want to figure out which states have a murder rate of <= .71 per 100,000:

index = murder\_rate <= .71  
index

## [1] FALSE FALSE FALSE FALSE FALSE FALSE FALSE FALSE FALSE FALSE FALSE TRUE  
## [13] FALSE FALSE FALSE TRUE FALSE FALSE FALSE FALSE FALSE FALSE FALSE FALSE  
## [25] FALSE FALSE FALSE FALSE FALSE TRUE FALSE FALSE FALSE FALSE TRUE FALSE  
## [37] FALSE FALSE FALSE FALSE FALSE FALSE FALSE FALSE FALSE TRUE FALSE FALSE  
## [49] FALSE FALSE FALSE

murders$state[index]

## [1] "Hawaii" "Iowa" "New Hampshire" "North Dakota"   
## [5] "Vermont"

sum(index)

## [1] 5

* Now supposed we want to move to a state in the Western region that has a murder rate that is <= 1.

west = murders$region == "West"  
safe = murder\_rate <= 1  
index = safe & west  
murders$state[index]

## [1] "Hawaii" "Idaho" "Oregon" "Utah" "Wyoming"

##### Indexing Functions

* which() gives entries of a logical vector that are true
* match() looks for entries in a vector and returns the index needed to access them.
* %in% determines whether each element of a first vector is in a second vector.

x = c(FALSE, TRUE, FALSE, TRUE, TRUE, FALSE)  
which(x)

## [1] 2 4 5

index = match(c("New York","Florida","Texas"), murders$state)  
index

## [1] 33 10 44

murders$state[index]

## [1] "New York" "Florida" "Texas"

x = c("a","b","c","d","e")  
y = c("a","d","f")  
y %in% x

## [1] TRUE TRUE FALSE

c("Boston", "Dakota", "Washington") %in% murders$state

## [1] FALSE FALSE TRUE

#### 3.2: Data Wrangling

First, the dplyr package must be installed and loaded in

library(dplyr)

dplyr Functions:

* mutate() can be used to change a data table by adding a new column or changing an existing one. Works in the dataframe, not the workspace
* filter() can be used to filter the data by subsetting rows.
* select() can be used to subset data by selecting specific columns.

Using this, we can now edit our murders data frame to add the information we want to add:

murders = mutate(murders, rate = total/population\*100000)  
head(murders)

## state abb region population total rate  
## 1 Alabama AL South 4779736 135 2.824424  
## 2 Alaska AK West 710231 19 2.675186  
## 3 Arizona AZ West 6392017 232 3.629527  
## 4 Arkansas AR South 2915918 93 3.189390  
## 5 California CA West 37253956 1257 3.374138  
## 6 Colorado CO West 5029196 65 1.292453

filter(murders, rate <= .71)

## state abb region population total rate  
## 1 Hawaii HI West 1360301 7 0.5145920  
## 2 Iowa IA North Central 3046355 21 0.6893484  
## 3 New Hampshire NH Northeast 1316470 5 0.3798036  
## 4 North Dakota ND North Central 672591 4 0.5947151  
## 5 Vermont VT Northeast 625741 2 0.3196211

new\_table = select(murders, state, region, rate)  
filter(new\_table, rate <= .71)

## state region rate  
## 1 Hawaii West 0.5145920  
## 2 Iowa North Central 0.6893484  
## 3 New Hampshire Northeast 0.3798036  
## 4 North Dakota North Central 0.5947151  
## 5 Vermont Northeast 0.3196211

In order to streamline, results can be sent from one function to another function using the pipe operator %>%:

murders %>% select(state, region, rate) %>% filter(rate <= .71)

## state region rate  
## 1 Hawaii West 0.5145920  
## 2 Iowa North Central 0.6893484  
## 3 New Hampshire Northeast 0.3798036  
## 4 North Dakota North Central 0.5947151  
## 5 Vermont Northeast 0.3196211

##### Data Frames

* Data frames can be created using the data.frame() function
* Columns are created using name = data, name = data, name = data, …
* Warning: data.frame turns character variables into factors, to avoid, add stringsAsFactors = FALSE Example:

grades = data.frame(names = c("John", "Juan", "Jean","Yao"),exam\_1 = c(95,80,90,85),exam\_2 = c(90,85,85,90), stringsAsFactors = F)  
grades

## names exam\_1 exam\_2  
## 1 John 95 90  
## 2 Juan 80 85  
## 3 Jean 90 85  
## 4 Yao 85 90

#### 3.3: Basic Plots

More will be learned on plots during the course based on the ggplot2 package.

Below are 3 different types of plots: scatterplot, histogram, and boxplot. All are related to the murders data set that we have been working with:

x = murders$population / 10^6  
y = murders$total  
plot(x,y)
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hist(murders$rate)
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boxplot(rate~region, data=murders)
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### Section 4: Programming Basics

#### 4.2 Conditionals

* Most common conditional is the if/else statement

Let’s use the if/else statement to see if any of the states have a murder rate lower that .5, and print them if they do:

ind = which.min(murder\_rate)  
if(murder\_rate[ind] < .5) {  
 print(murders$state[ind])  
} else {  
 print("No state has murder rate that low")  
}

## [1] "Vermont"

if(murder\_rate[ind] < .25) {  
 print(murders$state[ind])  
} else {  
 print("No state has murder rate that low")  
}

## [1] "No state has murder rate that low"

* Can also use ifelse(boolean statement, return if true, return if false) statement
* The ifelse statement can be useful because it can be used on vectors

a=0  
ifelse(a > 0,1/a, NA)

## [1] NA

a=5  
ifelse(a > 0,1/a, NA)

## [1] 0.2

a = c(0,1,2,-4,5)  
ifelse(a > 0,1/a, NA)

## [1] NA 1.0 0.5 NA 0.2

* Another example using na\_example. Say we want to replace all the NAs in the data set with 0, we can use ifelse to do this:

data(na\_example)  
sum(is.na(na\_example))

## [1] 145

no\_nas = ifelse(is.na(na\_example),0,na\_example)

* any and all are useful function: any takes a vector and returns TRUE if there is at least one TRUE, all returns TRUE if all of the entries are TRUE:

z = c(T,T,F)  
z2 = c(F,F,F)  
z3 = c(T,T,T)  
any(z)

## [1] TRUE

all(z)

## [1] FALSE

any(z2)

## [1] FALSE

all(z2)

## [1] FALSE

any(z3)

## [1] TRUE

all(z3)

## [1] TRUE

#### 4.3 Functions

* Functions are useful for operations that need to be done multiple times.
* Values/variables in functions only live in the function, not in the global environment
* Format to create a function: my\_function = function(VARIABLES){operation that operate on VARIABLES and return value}

Example for creating the mean function:

avg = function(x){  
 s = sum(x)  
 n = length(x)  
 s/n  
}  
avg(c(1,2,3,4,5,6,7))

## [1] 4

x = 1:100  
identical(mean(x),avg(x))

## [1] TRUE

Function that computes either arithmetic or geometric average:

avg2 = function(x, arithmetic = T){  
 n = length(x)  
 ifelse(arithmetic, sum(x)/n, prod(x)^(1/n))  
}  
avg2(1:10)

## [1] 5.5

avg2(1:10, F)

## [1] 4.528729

#### 4.4 For Loops

* Say we want to prove the formula sum of 1 to n = :

compute\_s\_n = function(n){  
 x = 1:n  
 sum(x)  
}  
compute\_s\_n(3)

## [1] 6

compute\_s\_n(100)

## [1] 5050

* For loops allow us to change define the range that a variable takes:
* For loop format looks like: for(i in range of values){operations that use i in that range of values}
* Whatever variable in the range will be set to the end value

Simple Example:

for(i in 1:5){  
 print(i)  
}

## [1] 1  
## [1] 2  
## [1] 3  
## [1] 4  
## [1] 5

i

## [1] 5

Here is a for loop for the sum problem:

m = 25  
#create an empty vector  
s\_n = vector(length=m)  
for(n in 1:m){  
 s\_n[n]=compute\_s\_n(n)  
}  
n = 1:m  
plot(n,s\_n)  
lines(n,(n\*(n+1))/2)
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##### Other Functions

* For loops are rarely used because there is usually a more powerful way to do the same task
* Examples are: apply, sapply, tapply, and mapply

## Course 2: Data Visualization

### Section 1: Intro to Data Visualization and Distributions

#### 1.1 Intro to Data Visualization

Data Types:

* Discrete Numerical: numbers from a countably infinite list
* Continuous Numerical: can be any number
* Categorical: data can be broken up into categories (e.g Male and Female, or regions of the US)
* Ordinate: Ordered categorical (can also be numbers) (e.g tall, average, short)

#### 1.2 Intro to Distributions

* For categorical data, the distribution simply describes the proportions of each unique category

library(dslabs)  
data(heights)  
head(heights)

## sex height  
## 1 Male 75  
## 2 Male 70  
## 3 Male 68  
## 4 Male 74  
## 5 Male 61  
## 6 Female 65

prop.table(table(heights$sex))

##   
## Female Male   
## 0.2266667 0.7733333

* When there are more categories, a bar plot is better at describing the distribution.
* Cumulative Distribution Function (CDF) is a function that reports the the proportion of data below a certain value:
* The proportion of data that are between two values (a and b) can be calculated using:
* If we want to get the proportion of data that is above a certain value:

Here is an example of creating a cdf related for the heights:

a <- seq(min(heights$height), max(heights$height), length = 100)   
heightcdf\_function <- function(x) {   
 mean(heights$height <= x)  
}  
heightcdf\_values <- sapply(a, heightcdf\_function)  
plot(a, heightcdf\_values)

![](data:image/png;base64,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)

heightcdf\_function(72)

## [1] 0.8704762