# Notes\_Python

## 1.常用代码

### 1.1代码片段和知识

#### 1.1.1python基础代码

|  |  |  |
| --- | --- | --- |
|  | 代码 | 功能 |
| 基础操作 | help() | 查看函数功能 |
| import os  os.chdir("C:\\Users\\Administrator\\Desktop\\python\_operation")  os.getcwd() | 设置工作路径 |
| total = item\_one + \  item\_two + \  item\_three | 书写多行语句 |
| print | word\_example=’ abc ‘  print(word\_example.rstrip())  print(word\_example.lstrip())  print(word\_example.strip())  print(word\_example.title()) | 删除右侧空白  删除左侧空白  删除两侧空白  第一字符大写 |
| print (‘’’  ‘’’)  print(‘abc’+A[0]+’def’) | 打印多行字符串  打印多个字符 |
| print（”abc\nefg”）  print（”abc\n\tefg”） | 打印换行符  打印换行符并在开头空一行 |
| ‘abc’  ”ab’c” | 打印字符串(双引号可以防止和字符中单引号冲突 ) |
|  | .count('A') | 计数字符串A的数目 |
| 条件格式if | if age < 4:  price = 0  elif age < 18:  price = 5  elif age < 65:  price = 10  elif age >= 65:  price = 5 | 多重if循环 |
| 条件格式while | active=True  while active:  message=input(prompt)  if message==’quit‘:  active=False  else:  print(message)  message = “”  while message != ‘quit’:  message=input(prompt)  print(message)  if message==’quit’:  break | 在输入quit时结束循环 |
| 变量设置 | a, b = b, a | a和b的值互换 |
| (a, b) = readfasta(lines) | 使用函数对a和b复制 |
| x = 3 if (y == 1) else 2 | 如果y等于1就把x赋值给3，否则赋值给2 |
| 输入字符 | A=input（”what is A?”） |  |
| pip模块 | curl [https://bootstrap.pypa.io/get-pip.py -o get-pip.py](https://bootstrap.pypa.io/get-pip.py%20-o%20get-pip.py)  python get-pip.py  pip install -U pip  python -m pip install -U pip | 下载pip安装模块  安装pip  linux更新pip  windows更新pip |
|  |  |  |

1.2.2python 中的是。

所以

#### 1.1.2创建数值格式

|  |  |  |
| --- | --- | --- |
| 列表\_基础 | A=[“abc”,”efg”]  print（A[0].title()）  print(A[-1])  A.append(“hij”)  A.insert(0,”klm”)  del A[0]  A.pop[0]  A.remove(‘abc’) | 设置列表  打印列表的第一个元素并设置首字母大写  打印列表的最后一个元素  在列表末尾添加元素  在列表第0个位置添加元素  删除列表第0个位置的元素  删除列表第0个位置的元素  删除内容为’abc’的元素 |
| 列表\_截取 | print(A[2:])  print(a[i:j]) b  print(A[-3:])  B=A[:]  set(A)  print（A.sort(reverse=true)）  [::-1]  A[::3] = 1 | 取第2个元素之后的所有元素  取a[i]到a[j-1]  输出最后三个元素  复制整个列表  取得列表中不重复的部分  把列表A的顺序由小到大排序并打印列表A  python的slice notation的特殊用法。a[::-1]相当于 a[-1:-len(a)-1:-1]，也就是从最后一个元素到第一个元素复制一遍。所以你看到一个倒序的列表。  列表中每3个元素改为1（以3为步长） |
| seq\_1[i:i + len(seq\_2)] | 截取序列中长度为len(seq\_2)的部分 |
| 产生序列 | range(2,5,1)#= range(2,5)  A=list(range(2,11,2))  range(2,11,2)#≈ xrange(2,11,2) | 生成差为1的等差序列#差为1时1可以省略  生成等差序列并形成列表  生成差为2，最大值为11的等差序列（xrange返回一个可迭代的对象，而range返回的是一个列表，要生成很大的数字序列的时候，用xrange会比range性能优很多，因为不需要一上来就开辟一块很大的内存空间。） |
| 集合 | s = {1,2,3,1,2,3,4,5}  print(list(set(li))) | 创建集合  使用集合的特性去除列表中的重复元素 |
| 布尔表达式 | a=True | 设置a为真 |
| 字典 | C={‘a’:’b’,’c’:’d’}  C[‘a’]  C[‘a’]=’b’  del C[‘a’]=’b’  for key,value in C.item(): | 创建字典  查看字典的值  设置字典的值  删除键值对  遍历字典中的键值对 |
| 函数 | def greet\_user(a,b=”efg”):  print(“hello”+a+b)  greet\_user(a=”abc”,b) | 定义函数，并设置 |
| 类 | class Dog()  def \_\_init\_\_(self,name,age):  #初始化属性name和age  self.name = name  self.age = age  def sit(self):  #模拟小狗被命令时蹲下  print(self.name.title()+”is now sitting.”  def roll\_over(self):  print(self.name.title()+”rolled over!”) | 创建名为Dog的类，\_\_init\_\_()具有三个形参，我们通过实参向Dog()传递变量，而每个与类相关联的方法调用都会自动传递实参self |
|  |  |  |

#### 1.1.3文件读取和批量处理

|  |  |  |
| --- | --- | --- |
| 代码 | 格式 | 备注 |
| import pandas as pd  pd.read\_csv('C:\\test0424\\data.csv') | csv | #read\_csv默认读取用‘，’分隔符的文件，不需要用sep来指定分隔符 |
| pd.read\_table('C:\\test0424\\data.txt') | txt | 直接输入原文件，不按‘，’分隔 |
| pd.read\_csv('C:\\test0424\\data.txt',sep='|')  pd.read\_table('C:\\test0424\\data.txt',sep=’|’) | txt | 设定读取数据，按‘|’分隔 |
| pd.read\_csv('C:\\data1.txt',header=None,  skiprows=[0,3,6]) | txt | 指定读入的行 |
| data.to\_csv('C:\\outdata2.txt',sep=',',index=False,columns=['a','c','d']) | txt | 将‘！’作为分隔符，生成txt文件  不加入标签，并指定输入的列 |
| chunker = pd.read\_csv('C:\\ata1.txt',chunksize=3)  for m in chunker:  print(len(m))  print m | txt | 分块读取 |
| with open(‘example\_file.txt’) as example\_file:  contents = file\_object.read()  print(contents) | txt | 打开文件并输出全部内容 |
| with open(‘example\_file.txt’,’w’) as example\_file:  for lines in example\_file.readlines()  #oneline=’’  for line in lines:  print(line.rstrip())  #oneline += line.strip() | txt | 打开文件并按行输出全部内容  #并将所有的行合并为1行 |
| f = open('rosalind\_subs.txt', 'r')  s = f.read() | txt | 直接读取整个文件 |
| f = open('rosalind\_subs.txt', 'r')  s = f.readlines() | txt | 按行读取文件，把每行作为一个元素 |

|  |  |
| --- | --- |
| r | 以只读方式打开文件。文件的指针将会放在文件的开头。这是默认模式。 |
| rb | 以二进制格式打开一个文件用于只读。文件指针将会放在文件的开头。这是默认模式。 |
| r+ | 打开一个文件用于读写。文件指针将会放在文件的开头。 |
| rb+ | 以二进制格式打开一个文件用于读写。文件指针将会放在文件的开头。 |
| w | 打开一个文件只用于写入。如果该文件已存在则打开文件，并从开头开始编辑，即原有内容会被删除。如果该文件不存在，创建新文件。 |
| wb | 以二进制格式打开一个文件只用于写入。如果该文件已存在则打开文件，并从开头开始编辑，即原有内容会被删除。如果该文件不存在，创建新文件。 |
| w+ | 打开一个文件用于读写。如果该文件已存在则打开文件，并从开头开始编辑，即原有内容会被删除。如果该文件不存在，创建新文件。 |
| wb+ | 以二进制格式打开一个文件用于读写。如果该文件已存在则打开文件，并从开头开始编辑，即原有内容会被删除。如果该文件不存在，创建新文件。 |
| a | 打开一个文件用于追加。如果该文件已存在，文件指针将会放在文件的结尾。也就是说，新的内容将会被写入到已有内容之后。如果该文件不存在，创建新文件进行写入。 |
| ab | 以二进制格式打开一个文件用于追加。如果该文件已存在，文件指针将会放在文件的结尾。也就是说，新的内容将会被写入到已有内容之后。如果该文件不存在，创建新文件进行写入。 |
| a+ | 打开一个文件用于读写。如果该文件已存在，文件指针将会放在文件的结尾。文件打开时会是追加模式。如果该文件不存在，创建新文件用于读写。 |
| ab+ | 以二进制格式打开一个文件用于追加。如果该文件已存在，文件指针将会放在文件的结尾。如果该文件不存在，创建新文件用于读写。 |

|  |  |
| --- | --- |
|  |  |
| import glob  import os  os.chdir(r"G:\myPictures")  for file\_name in glob.glob("\*.jpg"):  print file\_name | #指定目录 TODO:支持中文路径  #获取指定目标下所有的jpg文件的文件名  glob模块根据Unix shell使用的规则查找与指定模式匹配的所有路径名，结果以任意顺序返回。 |
| import glob  glob.glob('./[0-9].\*')  glob.glob('\*.gif')  glob.glob('?.gif')  glob.glob('\*\*/\*.txt', recursive=True)  glob.glob('./\*\*/', recursive=True) | ['./1.gif', './2.txt']  ['1.gif', 'card.gif']  ['1.gif']  ['2.txt', 'sub/3.txt']  ['./', './sub/']  <https://docs.python.org/3/library/glob.html> |

#### 1.1.5list数目

list = []

for value in range(1,11):

list.append(value\*\*3)

for i in range(0,10):

print(list[i])

#上下范围均为1-10

#### 1.1.6好的书写习惯

if (age <= 12) and (age >= 3):

while not

#### 1.1.7格式化符号和转义符

|  |  |  |
| --- | --- | --- |
| 判断 | > | 大于 |
| < | 小于 |
| >= | 大于等于 |
| <= | 小于等于 |
| == | 等于。比较两个值是否相等。之所以用两个等号，是为了和变量赋值区分开来。 |
| != | 不等于 |
| += | 左侧加上右侧的值 |
| 格式化符号 | %c | 转换成字符（ASCII 码值，或者长度为一的字符串） |
| %r | 优先用repr()函数进行字符串转换 |
| %s | 优先用str()函数进行字符串转换 |
| %d / %i | 转成有符号十进制数 |
| %u | 转成无符号十进制数 |
| %o | 转成无符号八进制数 |
| %x / %X | 转成无符号十六进制数（x / X 代表转换后的十六进制字符的大小写） |
| %e / %E | 转成科学计数法（e / E控制输出e / E） |
| %f / %F | 转成浮点数（小数部分自然截断） |
| %g / %G | %e和%f / %E和%F 的简写 |
| %% | 输出% （格式化字符串里面包括百分号，那么必须使用%%） |
| 转义字符 | \(在行尾时) | 续行符 |
| \\ | 反斜杠符号 |
| \’ | 单引号 |
| \” | 双引号 |
| \a | 响铃 |
| \b | 退格(Backspace) |
| \e | 转义 |
| \000 | 空 |
| \n | 换行 |
| \v | 纵向制表符，垂直空出几个格 |
| \t | 横向制表符，水平制表符就是水平空出几个格。令 num = |n-8|%8，那么\t对应的空格的个数 spaceNum,有： |
| \r | 回车 |
| \f | 换页 |
| \oyy | 八进制数yy代表的字符，例如：\o12代表换行 |
| \xyy | 十进制数yy代表的字符，例如：\x0a代表换行 |
| \other | 其它的字符以普通格式输出 |

#### 1.1.8格式切换

|  |  |
| --- | --- |
| 函数 | 描述 |
| [int(x [,base])](http://www.runoob.com/python/python-func-int.html) | 将x转换为一个整数 |
| [long(x [,base] )](http://www.runoob.com/python/python-func-long.html) | 将x转换为一个长整数 |
| [float(x)](http://www.runoob.com/python/python-func-float.html) | 将x转换到一个浮点数 |
| [complex(real [,imag])](http://www.runoob.com/python/python-func-complex.html) | 创建一个复数 |
| [str(x)](http://www.runoob.com/python/python-func-str.html) | 将对象 x 转换为字符串 |
| [repr(x)](http://www.runoob.com/python/python-func-repr.html) | 将对象 x 转换为表达式字符串 |
| [eval(str)](http://www.runoob.com/python/python-func-eval.html) | 用来计算在字符串中的有效Python表达式,并返回一个对象 |
| [tuple(s)](http://www.runoob.com/python/att-tuple-tuple.html) | 将序列 s 转换为一个元组 |
| [list(s)](http://www.runoob.com/python/att-list-list.html) | 将序列 s 转换为一个列表 |
| [set(s)](http://www.runoob.com/python/python-func-set.html) | 转换为可变集合 |
| [dict(d)](http://www.runoob.com/python/python-func-dict.html) | 创建一个字典。d 必须是一个序列 (key,value)元组。 |
| [frozenset(s)](http://www.runoob.com/python/python-func-frozenset.html) | 转换为不可变集合 |
| [chr(x)](http://www.runoob.com/python/python-func-chr.html) | 将一个整数转换为一个字符 |
| [unichr(x)](http://www.runoob.com/python/python-func-unichr.html) | 将一个整数转换为Unicode字符 |
| [ord(x)](http://www.runoob.com/python/python-func-ord.html) | 将一个字符转换为它的整数值 |
| [hex(x)](http://www.runoob.com/python/python-func-hex.html) | 将一个整数转换为一个十六进制字符串 |
| [oct(x)](http://www.runoob.com/python/python-func-oct.html) | 将一个整数转换为一个八进制字符串 |

### 1.2实际操作代码

#### 1.2.1.词频统计

filename = input(“enter a filename:”).strip()

infile = open(filename, ”r”)

wordCounts = { }

for line in infile:

processLine(line.lower(), wordCounts)

pairs = list(wordCounts.items())

items = [[x,y] for (y, x) in pairs]

items.sort()

turtle.title(‘词频结果柱状图’)

turtle.setup(900, 750, 0, 0)

t = turtle.Turtle()

t.hideturtle()

t.width(3)

drawGraph(t)

def processLine(line, wordCounts):

line = replacePunctuations(line)

words = line.split()

for word in words:

if word in wordCounts:

word Counts[word] += 1

else:

wordCounts[word] = 1

#空格替换为标点

def replacePunctuation(line):

for ch in line:

if ch in “~!@#$%%^&\*()\_{}|:”<>?/.,;’[]\=-“’”””:

line = line.replace(ch, “ “)

return line

def drawLine(t, x1, y1, x2, y2):

t.penup()

t.goto (x1, y1)

t.pendown()

t.goto (x2, y2)

def drawText(t, x, y, text):

t.penup()

t.goto (x, y)

t.pendown()

t.write(text)

def drawRectangle(t, x, y)

x = x\*xScale

y = y\*yScale

drawLine(t, x-5, 0, x-5, y)

drawLine(t, x-5, y, x+5, y)

drawLine(t, x+5, 0, x+5, y)

drawLine(t, x+5, 0, x-5, y)

def drawBar(t):

for in range(count):

drawRectangle(t, i+1, data[i])

def drawGraph(t):

drawLine (t, 0, 0, 360, 0)

drawLine (t, 0, 300, 0, 0)

for x in range(count):

x = x + 1

drawText(t, x\*xScale-4, -20, (words[x-1]))

drawText(t, x\*xScale-4, data[x-1]\*yScale+10, data[x-1])

drawBar(t)

#### 1.2.2迭代产生的列表生成代码

#通过函数判断变量可否迭代

>>> from collections import Iterable

>>> isinstance('abc', Iterable) # str是否可迭代

True

>>> isinstance([1,2,3], Iterable) # list是否可迭代

True

>>> isinstance(123, Iterable) # 整数是否可迭代

False

#使用迭代直接产生计算结果

>>> [x \* x for x in range(1, 11)]

[1, 4, 9, 16, 25, 36, 49, 64, 81, 100]

#使用迭代拼接字符

>>> [m + n for m in 'ABC' for n in 'XYZ']

['AX', 'AY', 'AZ', 'BX', 'BY', 'BZ', 'CX', 'CY', 'CZ']

#列出当前目录下的所有文件和目录名

>>> import os # 导入os模块，模块的概念后面讲到

>>> [d for d in os.listdir('.')] # os.listdir可以列出文件和目录

['.emacs.d', '.ssh', '.Trash', 'Adlm', 'Applications', 'Desktop', 'Documents', 'Downloads', 'Library', 'Movies', 'Music', 'Pictures', 'Public', 'VirtualBox VMs', 'Workspace', 'XCode']

#### 1.2.3使默认参数指向不变对象，去除使用append（）中的bug

def add\_end(L=None):

if L is None:

L = []

L.append('END')

return L

1.2.4导入fasta文件

def readfasta(lines):  
 *"""读入并处理FASTA文件的函数"""* seq = []  
 index = []  
 seqplast = ""  
 numlines = 0  
  
 for i in lines:  
 if '>' in i: # 判断是序列行还是说明行  
 index.append(i.replace("\n", "").replace(">", ""))  
 seq.append(seqplast.replace("\n", ""))  
 seqplast = ""  
 numlines += 1  
 else:  
 seqplast = seqplast + i.replace("\n", "") # 把分行的序列拼接成一个字符串  
 numlines += 1  
 if numlines == len(lines):  
 seq.append(seqplast.replace("\n", ""))  
 seq = seq[1:]  
 return index, seq

### 1.3模块介绍

#### 1.3.1常用的模块

list =[“numpy”,”biopython”,”pandas”

|  |  |  |
| --- | --- | --- |
| 模块名 | 特征 | 功能 |
| numpy | 所有科学计算更高层工具的基础 | 1. N维数组。2. 可以不需要使用循环，就对整个数组内的数据行标准数学运算。3. 非常便于传送数据到用低级语言（如C或C++）编写的外部库，也便于外部库以Numpy数组形式返回数据。 |
| Scipy | 科学计算的模块 | 它提供便捷和快速的N维向量数组操作。提供模块用于优化、线性代数、积分以及其它数据科学中的通用任务。 |
| pandas | 包含高级数据结构，以及和让数据分析变得快速、简单的工具。 | 1. 带有坐标轴的数据结构，支持自动或明确的数据对齐。3. 合并流行数据库（如：基于SQL的数据库）中能找到的关系操作。Pandas是进行数据清洗/整理（data munging）的最好工具。 |
| Matlplotlib | Python的一个可视化模块。 | 它可方便地制作线条图、饼图、柱状图以及其它专业图形。 |
| Scikit-learn | 一个用于机器学习的Python模块,建立在Scipy之上。 | Classification、 Regression、 Clustering、 Dimensionality reduction、 Model selection、 Preprocessing。 |
|  |  |  |
|  |  |  |

#### 1.3.2os模块

import os

print(os.getcwd()) # 打印当前工作目录

os.chdir('/Users/<username>/Desktop/') # 将当前工作目录改变为`/Users/<username>/Desktop/`

#### 1.3.3pip模块

python -m pip install --upgrade pip

<https://pip.pypa.io/en/stable/user_guide/#running-pip>

1.3.4re模块

|  |  |  |
| --- | --- | --- |
| 代码 |  |  |
| re.match(regex, content) | 匹配string 开头，成功返回Match object, 失败返回None，只匹配一个。 |  |
| re.search(regex, content) | 在string中进行搜索，成功返回Match object, 失败返回None, 只匹配一个。 |  |
| re.findall(regex, content) | 在string中查找所有 匹配成功的组, 即用括号括起来的部分。返回list对象，每个list item是由每个匹配的所有组组成的list。 |  |
| re.finditer(regex, content) | 在string中查找所有 匹配成功的字符串, 返回iterator，每个item是一个Match object。 |  |
| re.match(r"\d/", info) | 使用Python的r前缀，就不用考虑转义的问题 |  |
| re.sub(r"\d/", "", info) | 使用re替换string中每一个匹配的子串后返回替换后的字符串。 |  |

### 1.4行列处理

添加新的列

import pandas as pd

feature = pd.read\_csv("C://Users//Machenike//Desktop//xzw//lr\_train\_data.txt", delimiter="\t", header=None, usecols=[0, 1])

feature.columns = ["a","b"]

print(feature.head())

feature = feature.reindex(columns=list('cabd'), fill\_value=1)

print(feature.head())

我们添加了c、d两列，结果如下：

a b

0 4.459256 8.225418

1 0.043276 6.307400

2 6.997162 9.313393

3 4.754832 9.260378

4 8.661904 9.767977

c a b d

0 1 4.459256 8.225418 1

1 1 0.043276 6.307400 1

2 1 6.997162 9.313393 1

3 1 4.754832 9.260378 1

4 1 8.661904 9.767977 1

feature = feature.reindex(columns=list('cab'), fill\_value=1)

print(feature.head())

a b

0 4.459256 8.225418

1 0.043276 6.307400

2 6.997162 9.313393

3 4.754832 9.260378

4 8.661904 9.767977

c a b

0 1 4.459256 8.225418

1 1 0.043276 6.307400

2 1 6.997162 9.313393

3 1 4.754832 9.260378

4 1 8.661904 9.767977

### 1.5数学统计代码

#### 1.5.1常用数学代码

|  |  |
| --- | --- |
| 代码 | 功能 |
| map(function,num)  def f(x):  ... return x \* x  r = map(f, [1, 2, 3, 4, 5, 6, 7, 8, 9])  list(r) | map将传入的函数依次作用到序列的每个元素，并把结果作为新的Iterator返回。  [1, 4, 9, 16, 25, 36, 49, 64, 81] |
| reduce（[function,num1,num2]）  from functools import reduce  def fn(x, y):  ... return x \* 10 + y  reduce(fn, [1, 3, 5, 7, 9]) | 把一个函数作用在一个序列[x1, x2, x3, ...]上，这个函数必须接收两个参数，reduce把结果继续和序列的下一个元素做累积计算  13579 |
| filter() | filter()接收一个函数和一个序列，把传入的函数依次作用于每个元素，然后根据返回值是True还是False决定保留还是丢弃该元素。 |
| def not\_empty(s):  return s and s.strip()  list(filter(not\_empty, ['A', '', 'B', None, 'C', ' '])) | 把一个序列中的空字符串删掉。得到['A', 'B', 'C'] |
|  |  |
|  |  |
|  |  |

#### 1.5.2生成器(generator)

生成器是一次生成一个值的特殊类型函数。可以将其视为可恢复函数。调用该函数将返回一个可用于生成连续 x 值的生成【Generator】，简单的说就是在函数的执行过程中，yield语句会把你需要的值返回给调用生成器的地方，然后退出函数，下一次调用生成器函数的时候又从上次中断的地方开始执行，而生成器内的所有变量参数都会被保存下来供下一次使用，进而节约大量内存。

列表元素可以按照某种算法推算出来，在循环的过程中不断推算出后续的元素。生成器和函数的执行流程不一样。函数是顺序执行，遇到return语句或者最后一行函数语句就返回。变成生成器（generator）的函数，在每次调用next()的时候执行，遇到yield语句返回，再次执行时从上次返回的yield语句处继续执行。

def fib(max):

n, a, b = 0, 0, 1

while n < max:

yield b

a, b = b, a + b

n = n + 1

print(b)

return 'done'

f=fib(5)

f.\_\_next\_\_()

f.\_\_next\_\_()

f.\_\_next\_\_()

f.\_\_next\_\_()

f.\_\_next\_\_()

f.\_\_next\_\_()

f.\_\_next\_\_()

#fib函数实际上是定义了斐波拉契数列的推算规则，可以从第一个元素开始，推算出后续任意的元素。但是用for循环调用generator时，发现拿不到generator的return语句的返回值。如果想要拿到返回值，必须捕获StopIteration错误，返回值包含在StopIteration的value中：

>>> g = fib(6)

>>> while True:

... try:

... x = next(g)

... print('g:', x)

... except StopIteration as e:

... print('Generator return value:', e.value)

... break

#### 1.5.3迭代器

可以直接作用于for循环的对象统称为可迭代对象（Iterable），有两种：一、集合数据类型，如list、tuple、dict、set、str等；二、generator，包括生成器和带yield的generator function。

可作用于next()函数的对象都是Iterator类型，它们表示一个惰性计算的序列。集合数据类型如list、dict、str等是Iterable但不是Iterator，不过可以通过iter()函数获得一个Iterator对象。Python的for循环本质上就是通过不断调用next()函数实现的。通过isinstance()来判断一个对象是否是迭代对象。

生成器都是Iterator对象，但list、dict、str虽然是Iterable，却不是Iterator。因为Python的Iterator对象表示的是一个数据流，Iterator对象可以被next()函数调用并不断返回下一个数据，直到没有数据时抛出StopIteration错误。可以把这个数据流看做是一个有序序列，但我们却不能提前知道序列的长度，只能不断通过next()函数实现按需计算下一个数据，所以Iterator的计算是惰性的，只有在需要返回下一个数据时它才会计算。Iterator甚至可以表示一个无限大的数据流，例如全体自然数。而使用list是永远不可能存储全体自然数的。

## 2.知识

### 2.1python基础知识

#### 2.1.1python程序结构

Python程序结构

1. 程序由模块构成，2.模块包含语句，3. 语句包含表达式，4.表达式建立并处理对象

（python中没有类型声明，运行的表达式决定了建立对象的类型，这点有点儿像matlab。）

Python语法实质上是有语句和表达式组成的。表达式处理对象并嵌套在语句中。语句编程实现程序操作中更大的逻辑关系。此外，语句还是对象生成的地方，有些语句会生成新的对象类型（函数、类等）。语句总是存在于模块中，而模块本身则又是由语句来管理的。

**程序设计步骤**

分析问题的可计算部分-确定IPO组分-设计算法-编写程序-测试和升级

#### 2.1.3python2和python3的区别和切换

3里只有input函数，它接收你输入的字符串，不管你输的是什么。 text = input()

像2一样得到用户输入的一个值 value = eval(input())

或者，如果你只是需要一个整数值，也可以：value = int(input())

打开文件不再支持 file 方法，只能用 open

range不再返回列表，而是一个可迭代的range对象

除法 / 不再是整除，而是得到浮点数，整除需要用双斜杠 //

urllib和urllib2合并成了urllib，常用的urllib2.urlopen()变成了urllib.request.urlopen()

字符串及编码相关有大变动，简单来说就是原来的str变成了新的bytes，原来的unicode变成了新的str。

#### 2.1.4pipenv

pipenv 是一种python包管理工具，完美的解决了python的包和版本的管理，并对包之间的依赖关系也管理起来，方便了开发者构建自己的开发运行环境。

* 之前人们使用pip + virtualenv 来管理python依赖包，使用 --python=参数来区分python版本（不再使用pyenv,减少包依赖）。而pipenv的思路简单理解便是把pip和virutalenv 2个工具统一起来，使用 pipenv 来代替。
* pipenv 使用 Pipfile 来代替 requirement.txt 文件记录python包。
* 增加了Pipfile.lock 文件来锁定python软件的包名及版本，以及其依赖关系的列表。
* 它参考了其他语言的包管理工具（bundler, composer, npm, cargo, yarn, etc.），旨在将最好的包管理工具带入python世界。

|  |  |
| --- | --- |
| 命令 | 注释 |
| pipenv install  pipenv --python 3.7  pipenv install [moduel]  pipenv install [moduel] --dev  pipenv uninstall[module]  pipenv uninstall --all  pipenv --rm | 创建虚拟环境  创建python3.7虚拟环境  安装包  安装包到开发环境  卸载包  卸载所有包  删除虚拟环境 |
| which python3 | 查看当前python3的版本 |
| pipenv shell | 激活虚拟环境 |
| Exit | 退出虚拟环境 |
| pipenv graph | 查看包的依赖关系 |
| pipenv pipenv –venv  pipenv pipenv --where  pipenv --py | 列出本地工程路径  列出虚拟环境路径 |
| pipenv run python [pyfile] | 运行python脚本 |

#### 2.1.6尾递归

尾递归是指，在函数返回的时候，调用自身本身，并且，return语句不能包含表达式。这样，编译器或者解释器就可以把尾递归做优化，使递归本身无论调用多少次，都只占用一个栈帧，不会出现栈溢出的情况。把每一步的乘积传入到递归函数中：

def fact(n):

return fact\_iter(n, 1)

def fact\_iter(num, product):

if num == 1:

return product

return fact\_iter(num - 1, num \* product)

### 2.2概念

#### 2.1.1编程概念

**列表**

由多个元素组成的数据结构。列表可以作为堆栈使用。

**元组**

不可修改的列表。

**字典**

一系列无序的键值对，可以使用键访问其关联的值。

**形参**

函数完成其工作所需的一项信息。

**实参**

调用函数时传递给函数的信息。

**位置实参**

调用函数时，python将函数调用中的每个实参按照实参的顺序关联到函数定义中的一个形参（实参和形参的顺序相同）。

**关键字实参**

在实参中将名称和值关联起来，以键值对的形式传递（在输出函数时写清楚哪个变量对应哪条信息）。

**模块**

模块是扩展名为.py的文件，包含要导入到程序中的代码。可以将函数存储在其中，进而一起导入主程序。可以通过as命令给模块设置别名，进而高效调用模块。

**类（class）&实例**

类是抽象的模板，是一种面向对象的程序设计方法，可以定义一大类对象都有的通用行为。实例是类创建出来的一个个具体的“对象”，每个对象都拥有相同的方法，但各自的数据可能不同。

**集合**

集合（set）是一个无序的不重复元素序列

**封装**

抽象对象，打包数据和操作

**多态**

决定对象如何回应消息，使同一函数名启用不同方法

**继承**

写一个新类并使其自动获得另一个类的所有属性和方法，新类还可以定义自己的属性和方法，此时原有的类称为父类，新类称为子类。一个类可以借用另外一个类的行为定义，可以减少重复代码并强化程序复用性。

**物理行&逻辑行**

物理行是在编写程序时所 看见 的。逻辑行是Python“看见”的单个语句。Python假定每个物理行对应一个逻辑行。Python希望每行都只使用一个语句，这样使得代码更加易读。如果想要在一个物理行中使用多于一个逻辑行，那么需要使用分号（;）来特别地标明这种用法。分号表示一个逻辑行/语句的结束。为了让代码更加易读，强烈建议坚持在每个物理行只写一句逻辑行。

网络专用计算机

物联网

脚本语言

索引的索引

in 运算符可判断当有对象是否序列对象成员

lambda可以创建小型匿名函数，可以节省内存并简洁

2递归函数

所有的递归函数都要以基例结尾

有一个或多个基例无需再次递归

每次调用都会引起新函数的开始

递归有本地值的副本，包括该值的参数。

每次函数调用中的相关n值在递归链暂时存储，在函数返回时使用

字符串反转

构造递归函数需要基例。基例不进行递归，否则递归就会无限循环进行。

3unicode和utf8文件编码格式

readlines和writelines是按照列表操作

4序列类型和字典类型存取方式不同

序列键值对的键可以用数字类型之外的类型的数据

排列方式和映射值的方式不同

7对象命名可以采用目标+功能的方法

9LU分解可以将一个矩阵分解为一个单位下三角矩阵和一个上三角矩阵。可用于数值分析。

列表的计算比单个的计算要快

#### 2.1.2函数编写规范

**python之禅**

The Zen of Python, by Tim Peters

|  |  |  |
| --- | --- | --- |
| 原句 | 解释 | 代码 |
| Beautiful is better than ugly. | #优美胜于丑陋（Python 以编写优美的代码为目标）  不要把程序的某一行写得太长 | 一个带有数字参数的list函数，其功能是返回参数中的奇数  halve\_evens\_only = lambda nums: map(lambda i: i/2,\  filter(lambda i: not i%2, nums))  def halve\_evens\_only(nums):  return [i/2 for i in nums if not i % 2]  使用isinstance 而不是type  不要这样做：  if type(s) == type(""): ...  if type(seq) == list or \  ty应该是这样：  if isinstance(s, basestring): ...  if isinstance(seq, (list, tuple)): ...pe(seq) == tuple: ...  https://stackoverflow.com/questions/1549801/what-are-the-differences-between-type-and-isinstance/1549854#1549854  https://www.jb51.net/article/63423.htm |
| Explicit is better than implicit. | #明了胜于晦涩（优美的代码应当是明了的，命名规范，风格相似） |  |
| Simple is better than complex. | #简洁胜于复杂（优美的代码应当是简洁的，不要有复杂的内部实现） |  |
| Complex is better than complicated. | #复杂胜于凌乱。如果复杂不可避免，那代码间也不能有难懂的关系，要保持接口简洁；必要的复杂逻辑是难免的，而繁复啰嗦的代码是不可接受的  # A complex person is like an iPod. That is to say that they are consistent, straightforward and ‘user friendly’ while also being rather sophisticated. | Complicated:  counter = 0  while counter < 5:  print counter  counter += 1  Complex:  for i in xrange(5):  print i |
| Flat is better than nested. | 扁平胜于嵌套（优美的代码应当是扁平的，不能有太多的嵌套） |  |
| Sparse is better than dense. | 间隔胜于紧凑（优美的代码有适当的间隔，不要奢望一行代码解决问题） |  |
| Readability counts. | 可读性很重要 |  |
| Special cases aren't special enough to break the rules.Although practicality beats purity. |  |  |
| Errors should never pass silently. Unless explicitly silenced. | 不要包容所有错误，除非你确定需要这样做（精准地捕获异常，不写 except:pass 风格的代码） |  |
| In the face of ambiguity, refuse the temptation to guess. There should be one-- and preferably only one --obvious way to do it. | 当存在多种可能，不要尝试去猜测  而是尽量找一种，最好是唯一一种明显的解决方案（如果不确定，就用穷举法） |  |
| Although that way may not be obvious at first unless you're Dutch. |  |  |
| Now is better than never.  Although never is often better than \*right\* now. | 做也许好过不做，但不假思索就动手还不如不做（动手之前要细思量） |  |
| If the implementation is hard to explain, it's a bad idea.  If the implementation is easy to explain, it may be a good idea. | 如果你无法向人描述你的方案，那肯定不是一个好方案；反之亦然（方案测评标准） |  |
| Namespaces are one honking great idea -- let's do more of those! |  |  |

**代码行**

代码行的长度应小于等于79以保证编辑器窗口中可以看到整行代码。格式可以为：

def function\_name(

parameter\_0, parameter\_0, parameter\_0,

parameter\_0, parameter\_0, parameter\_0):

function body

#### 2.1.3数学概念

**位置实参：**

调用函数时，必须将函数调用的每个实参关联到函数定义中的一个形参。

**关键字实参：**

传递给名称的名称-值对。

**任意数量的位置实参：**

在最后一个形参加一个\*，创建一个空元组以放置收到的所有值。

**任意数量的关键字实参：**

在参数上加2个\*，创建一个空字典以放置收到的所有名称-值对。

**序列化(Serialization)**:

将对象态信息（如变量）转换为可以存储或传输的形式的过程。在序列化期间，对象将其当前状态写入到临时或持久性存储区。以后，可以通过从存储区中读取或反序列化对象的状态，重新创建该对象。

**反序列化（unpicking）**：

把变量内容从序列化的对象重新读到内存里。

**自顶向下的设计**

从顶层开始分解问题为更小的问题进行求解

**自底向上的设计**

从底层模块开始一个一个进行测试

**敏捷开发**

把软件功能模块化，分成多个相互联系、独立运行的小项目，软件一直处于可使用状态，以人为核心、迭代、循序渐进，自底向上逐步有序。

好的程序员会使用多种程序设计方法：螺旋、分阶段、敏捷开发等

类 某种类型集合的描述

对于整型和浮点型非零值均可视为TRUE，bool类型仅仅是一类特殊的整数

函数可以有两个返回值

**切比雪夫函数:**

如果Λ(n)表示[曼戈尔特函数](https://baike.baidu.com/item/%E6%9B%BC%E6%88%88%E5%B0%94%E7%89%B9%E5%87%BD%E6%95%B0)：

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMgAAAAmBAMAAABzOMlfAAAAMFBMVEX///9QUFAEBATm5uZ0dHRiYmIMDAxAQECenp7MzMwwMDC2trYWFhaKiooiIiIAAADfyTzTAAAAAXRSTlMAQObYZgAABCZJREFUSA2tVk1oVFcU/up78z+TmVLsqmhMUZQgjIEuqosMCLaK6KDUgmgIMZ1mI0xBDC1dvG5FzCBUQUSnoiiKZnCh4KIZpIUWFYKL0oWQJ6J2mZIgaon0nHvf/ctMTMx4IHPPz3fOuffde84JsCglGw4k5UhLEGpLwHirSw5qryNJ4ZE/eDxoo0emDmxvZ5iv63dOkinMtwPeia0jZ9ttOLVqGuhqdWjVjDmqLidlZHr4eW/cQT2IpCQnCRxTe+GAo+5zpEhY6dfvOPozw1LkJH7VMbUXLgMD2FPz/xwvEGAXEAtjGwx055l/8SQRfFVj1YD3CbY1iDm9tsgyJ8l0M7cIDSN247Op2q5hf4aQo8D+JwdfAXd7enpC2uez0u5i2MV6Sn/j549juzkJNq3hLJzEY7fF6D/gu8JNZJspRj8GEh/am7uP8xxO0mh5R3lCsmMhrZwEFGAxyhDuPn2l/KTw+B2Uzg+N1xysl1HBheKAsB3/hxfh8tKAF+L8JjCHSzhf+yAkzFNQunRZo1OvsEoLBPyGoER/XRPKeSeRhdymnBNV0GF6ab99ATnSt5/Aioa+k+S0t17E459MN11ALzHbvpc6kYQuMCJZyH5NybRuFkJ2JT0nbzbYh6tso48xgP4vNSw2mK5LId0kYG4wNRsAH0X2HF0jf28gpD9VyMwrEg8GXQUkSpkRHK1U2XASOIJbgcIgUfk24uNNJCZjZYIaOvC6BL9Ocm6OflQhi+uKQPT5LfpN8nFxPKPPlhSfbSgOeFapVA5FYnqSmOwb+lGF/IUBIgobaaKHmCtbCGLzOvRPrkFLWeZ+Ha+ZQr6pbXCTiCJhY9VCEGuKRGdzAfib5SsT5KcKub+o342bJD0b+W5xY4yXXLlVCkiVGoxPm0I2pwfM0ySY1+otNLSpJVCiHKNNqkLOB9pFvAotdcb0Fb0XppCtk6Q+7Syw7f01MB7oQs7XzJ0ctmFo0wykfUGD5U5dYKyuCzlqocIePeHNP06yKFuC5UismO1Ol3DtSso1gRUzupB3KD2tUZI/PG4+qiVYdjXbQ1vXlj92Ed7+x1CFfN0CySTJbjwnpWoJlh2Qs93uEo55vqAKuWkZZFtJ1LGHlKolWHZAzna7SzjmFqEqNLnAMtA4J8pWMUWLPdtvs97MdrtLsGVhkoWctAE5UWjxAqaIUS2BAffoz5rt3CU6JErC81XP9lOVoXUjpDCz3aqt5eaKPpdqCRQmLnZuZns+WG5s7ZcOwf/e0StQs/0I26zZ/h5OkuvGLxSU7kTO9lNDLyr0uazZzl2iU9rocRMzs11OQDPbKXnndO6HBgU5qWf7aRHSzHbYXaKzdKolqChmtsPuEsq8vFW1BOVt3XZT6Tpfq24IM9udLuGC3llacLY7XeKdw77VQRTkWxHG+D+Pig4uk8JUvAAAAABJRU5ErkJggg==)

则下面函数：
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和
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称为切比雪夫函数。它是[切比雪夫](https://baike.baidu.com/item/%E5%88%87%E6%AF%94%E9%9B%AA%E5%A4%AB)为了证明[素数定理](https://baike.baidu.com/item/%E7%B4%A0%E6%95%B0%E5%AE%9A%E7%90%86)而给出的，是重要的数论函数。函数(1)与素数个数函数π(x)有十分密切的联系。事实上，素数定理：
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等价于θ(x)～x或Ψ(x)～x(x→∞)，并且可由[算术基本定理](https://baike.baidu.com/item/%E7%AE%97%E6%9C%AF%E5%9F%BA%E6%9C%AC%E5%AE%9A%E7%90%86)推出关于Ψ(x)的一个重要性质，即：

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIUAAAAoBAMAAAAidiQ/AAAAMFBMVEX///8WFhZAQEAiIiJ0dHRiYmK2trZQUFAMDAyenp6Kiorm5ubMzMwEBAQwMDAAAAB1KBF3AAAAAXRSTlMAQObYZgAAAvNJREFUSA2NlU1oE1EQx6dJNk12kzSKIohCrEJBBHMR0V6ivbQXiaggimU96cUmfoAHUYMHURSsCOrJ5ubRIFERlCzeFQ/iQSwK6sVDCNhKbapx5u17s2/D7jZz2Pefmd/MvrzO2wIEW65mfg7ODB6d+vCgPjCd68271nN8NVvLPhfCOKKsXt2FH7qLelaUkGsYJ9JXay6VlLBc5my/DyGcoLKLfbBwrSvVvnAw50KJv40+Gt3Mo+anvgMJ5FTlnf43QgaM23ANOylErDp335cBmOtqgSbp4zKQcKQQi8a9WNATqOP/tMAk6iRvrKhldM76rSdQZ3q2FzmHMm7jQ9geJWjVuHRHT5Deqb3uO/qvGdjPioTHGXlfAp3WHxmxtsB14ytMMHCGFQnmIFcAo2jQhToEJxzKGUv0RDPPQifdhVHXw2erAbAZr4K7UeYgVYLp8WMrWPrt2RNH4F8QFTaayWe6sFt6ACM2SxLMYTx2MfkeQ2NVudf1ilyXLpg1QLdHhj1mVUaszOFlGsonaHdr5C83qaGwFaOUK8Mu5fbtw+P2Yfs6kgDL8EPQqbosynRjDl5f7zxGHP08mCOiAlkbR6kDH0XxQdkCrMV4c5zOWpn/A8AcbCgj1JrCMy1aC/R7taG7PP8TA29VCzjAys/hqW+D01gcKyVvEhMr0tO1p7SkHNcBoI5sOsdBKSqOF3lM0qTDEpZXglad0+Ok12qBC0IXZMTE3Xqmc15UKFO/+htF6Lmc4bSO+jg9gTrLO0dHvdibYaZ9HEddcZT9EitthjkWzIm0tayod/qG1AyrJIRwIp9buiGt1+ACb4Y5FMKJfEVcL3r8Yl6bYY4Fc5wOEGqGA1IDh9QMD1xAoD0gHcFNqMFYpVUwZ+bvOtb0LEy+uhVZH8W93HuycR53eOpwZAuI4tKbUnDvEv41a9E9orjh6gzAzA4QX+mINlFc3D7iALwpN7fbER3oH2g4NwRjVDtcoE9bhK3GtdvtckQ5p0K4/4HE7GAT5ECYAAAAAElFTkSuQmCC)

上式使函数Ψ(x)与[对数函数](https://baike.baidu.com/item/%E5%AF%B9%E6%95%B0%E5%87%BD%E6%95%B0)建立了简单的联系，从而为证明素数定理和研究[素数分布](https://baike.baidu.com/item/%E7%B4%A0%E6%95%B0%E5%88%86%E5%B8%83)奠定了基础。

切比雪夫多项式是一个正交多项式序列Ti(x),—个n次多项式可以表示为多个切比雪夫多项式的加权和。在NumPy中，使用Chebyshev类表示由切比雪夫多项式组成的多项式p(x):

![](data:image/png;base64,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)

Ti(x)多项式可以通过Chebyshev.basis(i)获得。通过多项式类的convert()方法可以在不同类型的多项式之间相互转换，转换的目标类型由kind参数指定。

切比雪夫多项式的根被称为切比雪夫节点，可以用于多项式插值。相应的插值多项式能最大限度地降低龙格现象，并且提供多项式在连续函数的最佳一致逼近。

**龙格现象:**

在计算方法中，有利用多项式对某一函数的近似逼近，这样，利用多项式就可以计算相应的函数值。例如，在事先不知道某一函数的具体形式的情况下，只能测量得知某一些分散的函数值。这样，利用已经测的数据，应用待定系数法便可以求得一个多项式函数f（x）。应用此函数就可以计算或者说预测其他日期的气温值。一般情况下，多项式的次数越多，需要的数据就越多，而预测也就越准确。

龙格在研究多项式插值的时候，发现有的情况下，并非取节点（日期数）越多多项式就越精确。著名的例子是f（x）=1/(1+25x^2).它的插值函数在两个端点处发生剧烈的波动，造成较大的误差。究其原因，是舍入误差造成的。

**雅克比矩阵:**

假设某函数从![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABQAAAANBAMAAABbflNtAAAAMFBMVEX///+enp5iYmKKiop0dHTMzMwEBAQMDAzm5uZQUFAwMDBAQEAWFhYiIiK2trYAAAAOEiLTAAAAAXRSTlMAQObYZgAAAGhJREFUCB1jYIAAG8ajUBaHrN0Jhrd//p9e2cAgE1DAwFBwv4EzlWEm3wIGhgXrGzh+MtxjUgUzWb8wHOCeAGa+uQDRvWC9eTHUnAXrezLgzNa/cGaDvgGEfeF+AztEhfTf/xc57oJEAdC7JpNVpR3bAAAAAElFTkSuQmCC) 映到 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABcAAAANBAMAAACwSehuAAAAMFBMVEX///+enp5iYmKKiop0dHTMzMwEBAQMDAzm5uZQUFAwMDBAQEAWFhYiIiK2trYAAAAOEiLTAAAAAXRSTlMAQObYZgAAAHBJREFUCB1jYIAAG5YCGQEom0PWozAmgOHtn/+nVzYwmLXmsQMlCu43cKYyTGJZ8ArIWbC+geMnww1uAaUAMIf1C8MFXobdEJk3F6DmAJWZF8PYQE5PBhKn9S8Sp0HfAMa7cL+BHaZO+u//ixx3ITIA02colhlKiU8AAAAASUVORK5CYII=) ， 其雅可比矩阵是从 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABQAAAANBAMAAABbflNtAAAAMFBMVEX///+enp5iYmKKiop0dHTMzMwEBAQMDAzm5uZQUFAwMDBAQEAWFhYiIiK2trYAAAAOEiLTAAAAAXRSTlMAQObYZgAAAGhJREFUCB1jYIAAG8ajUBaHrN0Jhrd//p9e2cAgE1DAwFBwv4EzlWEm3wIGhgXrGzh+MtxjUgUzWb8wHOCeAGa+uQDRvWC9eTHUnAXrezLgzNa/cGaDvgGEfeF+AztEhfTf/xc57oJEAdC7JpNVpR3bAAAAAElFTkSuQmCC) 到 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABcAAAANBAMAAACwSehuAAAAMFBMVEX///+enp5iYmKKiop0dHTMzMwEBAQMDAzm5uZQUFAwMDBAQEAWFhYiIiK2trYAAAAOEiLTAAAAAXRSTlMAQObYZgAAAHBJREFUCB1jYIAAG5YCGQEom0PWozAmgOHtn/+nVzYwmLXmsQMlCu43cKYyTGJZ8ArIWbC+geMnww1uAaUAMIf1C8MFXobdEJk3F6DmAJWZF8PYQE5PBhKn9S8Sp0HfAMa7cL+BHaZO+u//ixx3ITIA02colhlKiU8AAAAASUVORK5CYII=) 的线性映射，其重要意义在于它表现了一个多变数向量函数的最佳线性逼近。因此，雅可比矩阵类似于单变数函数的导数。 假设 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFoAAAAPBAMAAACWxcV1AAAAMFBMVEX///8EBATm5uZQUFBiYmLMzMwiIiKenp6Kioq2trYWFhYwMDBAQEAMDAx0dHQAAADgJkCyAAAAAXRSTlMAQObYZgAAAU5JREFUKBVjYHj75/RKBqIBzwKGdojiab/+r9msgK6RM3/9r9NGMFG2DQxToewL+QrMojBxOM3L9onBMADK5XWAi2/Yr8D0Gc6DMbi5PzHoG0B5/A0gBncCkACqZv0H4sGAA4gBUh3/AMQCgvkBnEBr2BYAmUDVsxKANBxUg1hA1ZzLYEL9afkw5ob9vTdgbDDNkgSkuLl/3G2ACdsysMOYG/ZrCUHZbKvA4BeQCzR7oQJUmCEbxgC5RPUbggdkcVwFEkDV8Qkw4SswBtjd/g0MXexLYUJRCkAWUDXLDwaOBW/ZlzMw/QBLgX2ZkK/AK8RU1rkIpvoAiMEGDO+LCup5uqVLGcp+OYCEQCFY8+1/OlMaQ1XABZAIDLCfz/9WoJbAIRQ4AUUcKm/MuQGmEolmdniNVTyTxRVJFYzJpnAcq/gCHgOYEiSajSGB5wAAzjlbDs+SuwAAAAAASUVORK5CYII=) 是一个从n维欧氏空间映射到到m维欧氏空间的函数。这个函数由m个实函数组成： ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANkAAAASBAMAAAAkv2YyAAAAMFBMVEX///8WFhZQUFAiIiKKioqenp4EBAR0dHTm5ua2trYMDAxiYmIwMDBAQEDMzMwAAACEciBMAAAAAXRSTlMAQObYZgAAAlBJREFUOBG1VD1oFEEU/o7Nun+3eyljI4ekM8UhCAabS2FAYrFJ0ErwioDYiE2ihcpho1VyKIoEwU1hJYYrJYJsxEJE4USwEH8mhaViI5hGfPPm9jJzt95tk8fem++9933v7cwOB/RM9NB/wHDC8Cq1jPS2QVOP8vCNvGSWGy13RMal9Y6G86GVn1bZ0XLUNP20hvOhFefnOTtajmNM/Cm922A8zDmdnGokOFlAjutA+E5sSb5D+3yDWaXlBj1XTsYuycBr9FIZ+Pw1SBgXkOM+8GCt5Ut+2IFzdnmSpX1u+cJCXabcP30FeLd3kXCygBxrTWAFIWzAqtLEE5BwwD60VWp3oOI0oI63iLzSAt7invsJKFFH7xckJJvKHo4esQd+D5TKqRdzsYi8QtQnaGOd9kbTbHp5gmTvs4ej8y1ewHszSn47UKUicrm3JTuWI+jgcfNlNk216Hp3qooZ+xDw10jL4ED9DGacZD4uIq8I4OhpHhHU8P31ypwcvK033UZ07tbSs8VTE3TQ5XGzBGsydRevPt4RmtwgaXLID/KDbjeNiBrYEn5Hwg295QaCTTzFvEjgpL4xjXjRR4HZ1Yu+LjdImhzXqK9zWR3fpppB0w7q07rBYS9FuV5q9ZeuAEec9CGwJzdImhyvSHyXfjQCc6rROuyqQuyzYDp4gRIWtArzvBpwPIyfiz25QdLloINZnaCb/432F3Ingp7eMgvGwypOwtgaldydJlCz8EWTGyRdPhbTRSc+m2u06iaNhdh9FtKrdm20PO9/I1Pvy/oPTk2iZMjWtoQAAAAASUVORK5CYII=) 。这些函数的偏导数(如果存在)可以组成一个m行n列的矩阵，这个矩阵就是所谓的雅可比矩阵：
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此矩阵用符号表示为：
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，或者
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这个矩阵的第 i行是由梯度函数的[转置](https://baike.baidu.com/item/%E8%BD%AC%E7%BD%AE)表示的

如果p是
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中的一点，F在 p点可微分，根据高等微积分，
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是在这点的[导数](https://baike.baidu.com/item/%E5%AF%BC%E6%95%B0)。在此情况下，
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这个线性映射即F在点p附近的最优线性逼近，也就是说当x足够靠近点p时，我们有
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卷积:

卷积是两个变量在某范围内相乘后求和的结果。如果卷积的变量是序列x(n)和h(n)，则卷积的结果
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，

其中星号\*表示卷积。当时序n=0时，序列h(-i)是h(i)的时序i取反的结果；时序取反使得h(i)以纵轴为中心翻转180度，所以这种相乘后求和的计算法称为卷积和，简称卷积。另外，n是使h(-i)位移的量，不同的n对应不同的卷积结果。

如果卷积的变量是函数x(t)和h(t)，则卷积的计算变为
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，

其中p是积分变量，积分也是求和，t是使函数h(-p)位移的量，星号\*表示卷积。

**插值**: https://www.cnblogs.com/WhyEngine/p/4020294.html

在离散数据的基础上补插连续函数，使得这条连续曲线通过全部给定的离散数据点。插值是离散函数逼近的重要方法，利用它可通过函数在有限个点处的取值状况，估算出函数在其他点处的近似值。插值可以用于填充图像变换时像素之间的空隙。插值，拟合，逼近是数值分析的三大基础工具，通俗意义上它们的区别在于：插值是已知点列并且完全经过点列；拟合是已知点列，从整体上靠近它们，逼近是已知曲线，或者点列，通过逼近使得构造的函数无限靠近它们。科学和工程问题可以通过诸如采样、实验等方法获得若干离散的数据，根据这些数据，我们往往希望得到一个连续的函数（也就是曲线）或者更加密集的离散方程与已知数据相吻合。

假定[区间](https://baike.baidu.com/item/%E5%8C%BA%E9%97%B4)[a,b]上的[实值函数](https://baike.baidu.com/item/%E5%AE%9E%E5%80%BC%E5%87%BD%E6%95%B0)f(x)在该区间上 n+1个互不相同点x0,x1,……,xn 处的值是f (x0),……f(xn)，要求估算f(x)在[a,b]中某点x\*的值。基本思路是，找到一个函数P(x)，在x0,x1,……,xn的节点上与f(x)函数值相同(有时，甚至一阶导数值也相同)，用P(x\*)的值作为函数f(x\*)的近似。

其通常的做法是：在事先选定的一个由简单函数构成的有n+1个参数C0，C1，……Cn的函数类Φ(C0,C1,……Cn)中求出满足条件P(xi)=f(xi)(i=0,1,…… n)的函数P(x)，并以P()作为f()的估值。此处f(x)称为被插值函数，x0,x1,……,xn称为插值结(节)点，Φ(C0,C1,……Cn)称为插值函数类，上面等式称为插值条件，Φ(C0,C1,……Cn)中满足上式的函数称为插值函数，R(x)= f(x)－P(x)称为插值余项。当估算点属于包含x0,x1,……,xn的最小闭区间时，相应的插值称为内插，否则称为外插。

**样条插值** （https://www.cnblogs.com/WhyEngine/p/4020294.html）

样条方程是一类分段光滑、并且在各段交接处也有一定光滑性的函数。样条一词来源于工程绘图人员为了将一些指定点连接成一条光顺曲线所使用的工具，即富有弹性的细木条或薄钢条。由这样的样条形成的曲线在连接点处具有连续的坡度与曲率。分段低次多项式、在分段处具有一定光滑性的函数插值就是模拟以上原理发展起来的，它克服了高次多项式插值可能出现的振荡现象，具有较好的数值稳定性和收敛性，由这种插值过程产生的函数就是多项式样条函数。

分段插值

将被插值函数f〔x〕的插值节点 由小到大 排序，然后每对相邻的两个节点为端点的区间上用m 次多项式去近似f〔x〕.

**分段线性插值**

将插值区间分成若干个小的区间，在每个小区间进行线性插值，然后相互连接，用连接相邻节点的折线逼近被插函数

外推运算

加密点?

## 3资料与经验

### 3.1经验

先用pycharm而后用vim 或emacs编译。

python学习手册（作业很重要），python编程从入门到实践

国内的视频教育网站不好

要深入源码，了解模块功能。进行有挑战性的实践，把它拆分成若干个小问题。

### 3.2资料

luozixun 《如何成为一名优秀的设计师》

https://www.codecademy.com ，https://www.codewars.com https://www.codeschool.com

花费大量的时间看书、看别人的博客，同时和别人交流刷新知识，多实践。对问题多刨根问底，找到最高的写法效率。

<http://www.runoob.com/python/python-variable-types.html>

python官方教程https://docs.python.org/3/tutorial/index.html

廖雪峰python教程https://www.liaoxuefeng.com/wiki/0014316089557264a6b348958f449949df42a6d3a2e542c000

安装模块网址：https://docs.python.org/3/installing/index.html

https://pypi.org/

安装模块

https://pip.pypa.io/en/stable/reference/pip\_install/#hash-checking-mode

同时安装python2和python3的设定

<https://www.cnblogs.com/zhengyihan1216/p/6011640.html>

#### 安装和更新pip

https://pip.pypa.io/en/stable/installing/