DBMS IA-2 ANSWERS:

1. Give a syntax of the select query in sql.Give the 6 basic clauses of the select query?

Ans: Syntax. SELECT **column1, column2, columnN FROM table\_name**; Here, column1, column2... are the fields of a table whose values you want to fetch.

The six clauses in no particular order are SELECT, **FROM, WHERE, GROUP BY, HAVING, and ORDER BY.**

**SELECT Clause**

The SELECT clause specifies which values are to be returned. To display all the columns of a table, use the asterisk wildcard character (\*). For example, the following query displays all rows and columns from the employees table:

SELECT \* FROM employee;

**FROM Clause**

The FROM clause specifies the source tables and views from which data is to be read. The specified tables and views must exist at the time the query is issued.

One or more tables or views, specified using the following syntax:

[*schema*.]*table* [[AS] *corr\_name*]

where *table* is the name of a table, view, or synonym.

**WHERE Clause**

The WHERE clause specifies criteria that restrict the contents of the results table. You can test for simple relationships or, using subselects, for relationships between a column and a set of columns.

Using a simple WHERE clause, the contents of the results table can be restricted, as follows:

Comparisons:

SELECT ename FROM employee\_dim

    WHERE manager = 'Al Obidinski';

**GROUP BY Clause**

The GROUP BY clause groups the selected rows based on identical values in a column or expression. This clause is typically used with aggregate functions to generate a single result row for each set of unique values in a set of columns or expressions.

GROUP BY has the following format:

GROUP BY [ALL | DISTINCT] *grouping element* {,*grouping element*}

**HAVING Clause**

The HAVING clause filters the results of the GROUP BY clause by using an aggregate function. The HAVING clause uses the same restriction operators as the WHERE clause.

For example, to return parts that have sold more than ten times on a particular day during the past week:

SELECT odate, partno, count(\*) FROM orders  
GROUP BY odate, partno  
WHERE odate >= (CURRENT\_DATE – INTERVAL '7' day)  
HAVING count(\*) > 10;

**ORDER BY Clause**

The ORDER BY clause allows you to specify the columns on which the results table is to be sorted. For example

SELECT manager, emp\_name, dept\_no FROM employee\_dim  
ORDER BY manager, dept\_no, emp\_name

1. With suitable examples in SQL explain schema change statements?

Ans: The **schema evolution commands** available in SQL, which can be used to alter a schema by adding or dropping tables, attributes, constraints, and other schema elements. This can be done while the database is operational and does not require recompilation of the database schema.The 2 types are as follows

1. **The DROP Command**

The DROP command can be used to drop *named* schema elements, such as tables, domains, or constraints. One can also drop a schema. For example, if a whole schema is no longer needed, the DROP SCHEMA command can be used. There are two *drop behavior* options: CASCADE and RESTRICT. For example, to remove the COMPANY database schema and all its tables, domains, and other elements, the CASCADE option is used as follows:

DROP SCHEMA COMPANY CASCADE;

If the RESTRICT option is chosen in place of CASCADE, the schema is dropped only if it has *no elements* in it; otherwise, the DROP command will not be executed. To use the RESTRICT option, the user must first individually drop each element in the schema, then drop the schema itself.

1. The ALTER Command

The definition of a base table or of other named schema elements can be changed by using the ALTER command. For base tables, the possible **alter table actions** include adding or dropping a column (attribute), changing a column definition, and adding or dropping table constraints. For example, to add an attribute for keeping track of jobs of employees to the EMPLOYEE base relation in the COMPANY schema  we can use the command

ALTER TABLE COMPANY.EMPLOYEE ADD COLUMN Job VARCHAR(12);

the following command removes the attribute Address from the EMPLOYEE base table:

ALTER TABLE COMPANY.EMPLOYEE DROP COLUMN Address CASCADE;

It is also possible to alter a column definition by dropping an existing default clause or by defining a new default clause. The following examples illustrate this clause:

 ALTER TABLE COMPANY.DEPARTMENT ALTER COLUMN Mgr\_ssn

 DROP DEFAULT;

 ALTER TABLE COMPANY.DEPARTMENT ALTER COLUMN Mgr\_ssn

 SET DEFAULT ‘333445555’;

1. how do you create a view in sql?give example,Can you update a view table discuss?

## Ans: Syntax

|  |  |
| --- | --- |
| 1  2  3  4 | CREATE  OR ALTER  VIEW  schema\_name.view\_name  WITH <view\_attribute>  AS select\_statement  [WITH CHECK OPTION]  Example:  CREATE TABLE Employees  (EmployeeID    INT NOT NULL,  FirstName     NVARCHAR(50) NOT NULL,  MiddleName    NVARCHAR(50) NULL,  LastName      NVARCHAR(75) NOT NULL,  Title         NVARCHAR(100) NULL,  HireDate      DATETIME NOT NULL,  VacationHours SMALLINT NOT NULL,  Salary        DECIMAL(19, 4) NOT NULL  );  GO  CREATE TABLE Products  (ProductID INT NOT NULL,  Name      NVARCHAR(255) NOT NULL,  Price     DECIMAL(19, 4) NOT NULL  );  GO  CREATE TABLE Sales  (SalesID    UNIQUEIDENTIFIER NOT NULL,  ProductID  INT NOT NULL,  EmployeeID INT NOT NULL,  Quantity   SMALLINT NOT NULL,  SaleDate   DATETIME NOT NULL  );  GO  **Yes we can insert,Update and delete**, if a view is not complex. In SQL, a view is a virtual table based on the result-set of an SQL statement. A view contains rows and columns, just like a real table. We can insert, update and delete a view. |

4) explain the concept of triggers with suitable examples?

Ans: **Triggers:**

A trigger is a block of code that is executed automatically from a database statement. Triggers is generally executed for DML statements such as INSERT, UPDATE or DELETE. It resides in a database code and is fired automatically when the database code requires to perform the INSERT ,UPDATE or DELETE statement. It is also stored in the database as stored procedures. It does not involve any COMMIT transaction rather it is a part of a transaction.

SYNTAX :

CREATE OR REPLACE TRIGGER <trigger-name>

[BEFORE/AFTER]

[INSERT/UPDATE/DELETE]

OF<column-name>

ON<table-name>

[REFERENCING OLD AS O NEW AS N]

[FOR EACH ROW]

WHEN <trigger-condition>

DECLARE

BEGIN

<sql-statement>

END;

**Example:**

CREATE TRIGGER Amount-CHECK BEFORE UPDATE ON account

FOR EACH ROW

BEGIN

IF (NEW.amount < 0) THEN

SET NEW.amount = 0;

ELSEIF (NEW.amount > 100) THEN

SET NEW.amount = 100;

END IF;

END;

5)Write short notes on EXISTS and UNION functions in sql?

Ans:

EXISTS-

The EXISTS condition in SQL is used to check whether the result of a correlated nested query is empty (contains no tuples) or not. The result of EXISTS is a boolean value True or False. It can be used in a SELECT, UPDATE, INSERT or DELETE statement.

**Syntax:**

SELECT column\_name(s) FROM table\_name WHERE EXISTS (SELECT column\_name(s) FROM table\_name WHERE condition);

Example:

SELECT fname, lname FROM Customers WHERE EXISTS (SELECT \* FROM Orders WHERE Customers.customer\_id = Orders.c\_id);

UNION-

The SQL UNION operator is used to combine the result sets of 2 or more SELECT statements. It removes duplicate rows between the various SELECT statements.Each SELECT statement within the UNION must have the same number of fields in the result sets with similar data types.

The syntax for the UNION operator in SQL is:

SELECT expression1, expression2, ... expression\_n

FROM tables

[WHERE conditions]

UNION

SELECT expression1, expression2, ... expression\_n

FROM tables

[WHERE conditions];

For example:

SELECT supplier\_id

FROM suppliers

UNION

SELECT supplier\_id

FROM orders

ORDER BY supplier\_id;

7)What is JDBC?Explain its concepts?

Ans: **Java Database Connectivity** (**JDBC**) is an [application programming interface](https://en.wikipedia.org/wiki/Application_programming_interface) (API) for the programming language [Java](https://en.wikipedia.org/wiki/Java_(programming_language)), which defines how a client may access a [database](https://en.wikipedia.org/wiki/Database). It is a Java-based data access technology used for Java database connectivity. It is part of the [Java Standard Edition](https://en.wikipedia.org/wiki/Java_Standard_Edition) platform, from [Oracle Corporation](https://en.wikipedia.org/wiki/Oracle_Corporation). It provides methods to query and update data in a database, and is oriented toward [relational databases](https://en.wikipedia.org/wiki/Relational_database). A JDBC-to-[ODBC](https://en.wikipedia.org/wiki/ODBC) bridge enables connections to any ODBC-accessible data source in the [Java virtual machine](https://en.wikipedia.org/wiki/Java_virtual_machine) (JVM) host environment.

**Components of JDBC**  
There are generally four main components of JDBC through which it can interact with a database. They are as mentioned below:

1. **JDBC API:** It provides various methods and interfaces for easy communication with the database.It provides two packages as follows which contains the java SE and java EE platforms to exhibit WORA(write once run everywhere) capabilities.

java.sql.\*;

javax.sql.\*;

It also provides a standard to connect a database to a client application.

1. [JDBC Driver manager](https://www.geeksforgeeks.org/jdbc-drivers/)**:**It loads database-specific driver in an application to establish a connection with a database. It is used to make a database-specific call to the database to process the user request.
2. **JDBC Test suite:** It is used to test the operation(such as insertion, deletion, updation) being performed by JDBC Drivers.
3. **JDBC-ODBC Bridge Drivers**: It connects database drivers to the database.This bridge translates JDBC method call to the ODBC function call.It makes the use of

sun.jdbc.odbc package that includes native library to access ODBC characteristics.

8) Discuss all the aggregate functions with suitable relational algebra examples?

# Ans: **SQL Aggregate Functions**

* SQL aggregation function is used to perform the calculations on multiple rows of a single column of a table. It returns a single value.
* It is also used to summarize the data.

## Types of SQL Aggregation Function

![DBMS SQL Aggregate Functions](data:image/png;base64,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)

### **1. COUNT FUNCTION**

* COUNT function is used to Count the number of rows in a database table. It can work on both numeric and non-numeric data types.
* COUNT function uses the COUNT(\*) that returns the count of all the rows in a specified table. COUNT(\*) considers duplicate and Null.

**Syntax**

COUNT(\*)  or  COUNT( [ALL|DISTINCT] expression )

**Example: COUNT()**

SELECT COUNT(\*)

FROM PRODUCT\_MAST;

### **2. SUM Function**

Sum function is used to calculate the sum of all selected columns. It works on numeric fields only.

**Syntax**

SUM()  or  SUM( [ALL|DISTINCT] expression )

**Example: SUM()**

SELECT SUM(COST)  FROM PRODUCT\_MAST;

### **3. AVG function**

The AVG function is used to calculate the average value of the numeric type. AVG function returns the average of all non-Null values.

**Syntax**

AVG()  or  AVG( [ALL|DISTINCT] expression )

**Example:**

SELECT AVG(COST)  FROM PRODUCT\_MAST;

### **4. MAX Function**

MAX function is used to find the maximum value of a certain column. This function determines the largest value of all selected values of a column.

**Syntax**

MAX()  or  MAX( [ALL|DISTINCT] expression )

**Example:**

SELECT MAX(RATE)  FROM PRODUCT\_MAST;

### **5. MIN Function**

MIN function is used to find the minimum value of a certain column. This function determines the smallest value of all selected values of a column.

**Syntax**

MIN()  or  MIN( [ALL|DISTINCT] expression )

**Example:**

SELECT MIN(RATE)  FROM PRODUCT\_MAST;

9)How are the outer join operations different from inner join operations ?how is the outer union operations different from union?

Ans: difference between **INNER JOIN** and **OUTER JOIN**:

|  |  |  |
| --- | --- | --- |
| S.No | Inner Join | Outer Join |
| 1. | It returns the combined tuple between two or more tables. | It returns the combined tuple from a specified table even join condition will fail. |
| 2. | Used clause INNER JOIN and JOIN. | Used clause LEFT OUTER JOIN, RIGHT OUTER JOIN, FULL OUTER JOIN, etc. |
| 3. | When any attributes are not common then it will return nothing. | It does not depend upon the common attributes. If the attribute is blank then here already placed NULL. |
| 4. | If tuples are more. Then INNER JOIN works faster than OUTER JOIN. | Generally, The OUTER JOIN is slower than INNER JOIN. But except for some special cases. |
| 5. | It is used when we want detailed information about any specific attribute. | It is used when we want to complete information. |
| 6. | JOIN and INNER JOIN both clauses work the same. | FULL OUTER JOIN and FULL JOIN both clauses work the same. |
|  |

**Outer Union operation**- If there are any values in one table which do not have corresponding value(s) within the other, in an equi-join that will not be chosen. Such rows could be forcefully selected through using the outer join. The corresponding columns for in which row will have NULLs. There are actually three forms of the outer-join operation: left outer join ( X), right outer join (X ) and full outer join ( X ).

Union - The UNION operator is used to combine the result-set of two or more SELECT statements.

* Every SELECT statement within UNION must have the same number of columns
* The columns must also have similar data types
* The columns in every SELECT statement must also be in the same order

### **UNION Syntax**

SELECT column\_name(s) FROM table1  
UNION  
SELECT column\_name(s) FROM table2;

10 ans:) **Creating table sailors**

CREATE TABLE sailors

(

sid integer,

sname varchar(20),

rating integer,

age integer

);

**Creating table boats**

CREATE TABLE boats

(

bid integer,

bname varchar(20),

color varchar(20)

);

**Creating table reserves**

CREATE TABLE reserves

(

sid integer,

bid integer,

day1 date

);

Insert records into the **sailors** table:

insert into sailors values(22,'dustin',7,45);

insert into sailors values(29,'brutus',1,33);

insert into sailors values(31,'lubber',79,55);

insert into sailors values(32,'andy',8,25);

insert into sailors values(58,'rusty',10,35);

insert into sailors values(58,'buplb',10,35);

insert into sailors values(58,'buplerb',10,35);

insert into sailors values(22,'bb',10,35);

Insert records into the **boats** table:

insert into boats values(101,'interlake','blue');

insert into boats values(102,'interlake','red');

insert into boats values(103,'clipper','green');

insert into boats values(104,'marine','red');

Insert records into the **reserves** table:

insert into reserves values(22,101,'2004-01-01');

insert into reserves values(22,102,'2004-01-01');

insert into reserves values(22,103,'2004-02-01');

insert into reserves values(22,105,'2004-02-01');

insert into reserves values(31,103,'2005-05-05');

insert into reserves values(32,104,'2005-04-07');

**Problem#1:**

Find the names of sailors who have reserved boat 103.

**Solution:**

**select** s.sname

**from** sailors s,reserves r

**where** s.sid=r.sid and r.bid=103;

**Problem#2:**

Find the names of sailors who have reserved a red boat.

**Solution:**

SELECT s.sname

FROM sailors s

JOIN reserves r

ON r.sid=s.sid join boats b

ON r.bid=b.bid where b.color='red';

**Problem#3:**

Find the names of sailors who have reserved a red and a

green boat.

**Solution:**

SELECT s.sname, b.color, s.sid

FROM sailors s

JOIN reserves r ON r.sid=s.sid

JOIN boats b ON r.bid=b.bid

AND b.color='red'

WHERE r.sid IN(

SELECT s.sid

FROM sailors s

JOIN reserves r ON r.sid=s.sid

JOIN boats b ON r.bid=b.bid

WHERE b.color='green'

);

**Problem#4:**

Find the names of sailors who have reserved all the boats.

**Solution:**

**select** s.sid,s.sname

**from** sailors s

**where** not exists (**select** b.bid

**from** boats b

**where** not exists (**select** r.bid

**from** reserves r

**where** r.bid=b.bid and r.sid=s.sid));

11 ans:)write the create and insert queries on ur own

a]Retrieve the name of each employee who works on all the projects controlled by department number 5

SELECT FNAME, LNAME FROM EMPLOYEE WHERE ( (SELECT PNO FROM WORKS\_ON WHERE SSN = ESSN) CONTAINS (SELECT PNUMBER FROM PROJECT WHERE DNUM = 5) );

B]Retrieve the names of employees who have no dependents

SELECT FNAME, LNAME FROM EMPLOYEE WHERE NOT EXISTS (SELECT \* FROM DEPENDENT WHERE SSN = ESSN);

c]Retrieve the names of all employees who have two or more dependents

SELECT LNAME, FNAME FROM EMPLOYEE WHERE (SELECT COUNT (\*) FROM DEPENDENT WHERE SSN = ESSN) >= 2;

D] For every project located in ‘Boston’, list the project number, the controlling department number and the department manager’s last name, address and birthdate

SELECT PNUMBER, DNUM, LNAME, ADDRESS, BDATE FROM PROJECT, DEPARTMENT, EMPLOYEE WHERE DNUM = DNUMBER AND MGRSSN = SSN AND PLOCATION = ‘Boston’;

E] List the names of all employees who have a dependant with the same first names as themselves

Not found

12) explain the concept of stored procedure ?

Ans: A stored procedure is a prepared SQL code that you can save, so the code can be reused over and over again.

So if you have an SQL query that you write over and over again, save it as a stored procedure, and then just call it to execute it.

You can also pass parameters to a stored procedure, so that the stored procedure can act based on the parameter value(s) that is passed.

### **Stored Procedure Syntax**

CREATE PROCEDURE procedure\_name  
AS  
sql\_statement  
GO;

### **To Execute a Stored Procedure**

EXEC procedure\_name;

### **Example**

CREATE PROCEDURE SelectAllCustomers  
AS  
SELECT \* FROM Customers  
GO;

Then we type

EXEC SelectAllCustomers;

13) Write short notes on null and the three valued logic?

Ans:NULL-

**Null** or **NULL** is a special marker used in [Structured Query Language](https://en.wikipedia.org/wiki/SQL) to indicate that a data value does not exist in the [database](https://en.wikipedia.org/wiki/Database). Introduced by the creator of the [relational](https://en.wikipedia.org/wiki/Relational_model) database model, [E. F. Codd](https://en.wikipedia.org/wiki/Edgar_F._Codd), SQL Null serves to fulfil the requirement that all *true relational database management systems (*[*RDMS*](https://en.wikipedia.org/wiki/Relational_database#RDBMS)*)* support a representation of "missing information and inapplicable information". Codd also introduced the use of the lowercase Greek [omega](https://en.wikipedia.org/wiki/Omega) (ω) symbol to represent Null in [database theory](https://en.wikipedia.org/wiki/Database_theory). In SQL, NULL is a [reserved word](https://en.wikipedia.org/wiki/Reserved_word) used to identify this marker.

A null should not be confused with a value of 0. A null value indicates a lack of a value, which is not the same thing as a value of zero. For example, consider the question "How many books does Adam own?" The answer may be "zero" (we *know* that he owns *none*) or "null" (we *do not know* how many he owns). In a database table, the [column](https://en.wikipedia.org/wiki/Column_(database)) reporting this answer would start out with no value (marked by Null), and it would not be updated with the value "zero" until we have ascertained that Adam owns no books.

SQL null is a state, not a value. This usage is quite different from most programming languages, where [null value](https://en.wikipedia.org/wiki/Null_pointer) of a reference means it is not pointing to any [object](https://en.wikipedia.org/wiki/Object_(computer_science)).

# **The Three-Valued Logic of SQL**

SQL uses a [*three-valued logic*](https://en.wikipedia.org/wiki/Three-valued_logic#Application_in_SQL): besides true and false, the result of logical expressions can also be unknown. SQL’s three valued logic is a consequence of supporting [**null** to mark absent data](https://modern-sql.com/concept/null). If a **null** value affects the result of a logical expression, the result is neither true nor false but unknown.

The three-valued logic is an integral part of [Core SQL](https://modern-sql.com/standard/levels) and it is followed by pretty much every SQL database.

The SQL **null** value basically means “could be anything”. It is therefore impossible to tell whether a comparison to **null** is true or false. That’s where the third logical value, unknown, comes in. Unknown means “true or false, depending on the **null** values”.

The result of each of the following comparisons is therefore unknown:[0](https://modern-sql.com/concept/three-valued-logic#footnote-0)

NULL = 1

NULL <> 1

NULL > 1

NULL = NULL

Nothing equals **null**. Not even **null** equals **null** because each **null** could be different.

14) Give the syntax of the select query in sql.Write short notes on partiton product with examples?

Ans: Syntax of select query:

SELECT **column1, column2, columnN FROM table\_name**; Here, column1, column2... are the fields of a table whose values you want to fetch.

## database table partitioning

Partitioning is the **database process where very large tables are divided into multiple smaller parts**. By splitting a large table into smaller, individual tables, queries that access only a fraction of the data can run faster because there is less data to scan.

## Vertical Partitioning on SQL Server tables

Vertical table partitioning is mostly used to increase SQL Server performance especially in cases where a query retrieves all columns from a table that contains a number of very wide text or BLOB columns. In this case to reduce access times the BLOB columns can be split to its own table.

## Horizontal Partitioning on SQL Server tables

Horizontal partitioning divides a table into multiple tables that contain the same number of columns, but fewer rows. For example, if a table contains a large number of rows that represent monthly reports it could be partitioned horizontally into tables by years, with each table representing all monthly reports for a specific year. This way queries requiring data for a specific year will only reference the appropriate table. Tables should be partitioned in a way that queries reference as few tables as possible.

15)Discuss various types of inner join operations.Why is theta join required?

## Ans: Types of Join

There are mainly two types of joins in DBMS:

1. Inner Joins: Theta, Natural, EQUI
2. Outer Join: Left, Right, Full

Let’s see them in detail:

**Inner Join**

**Inner Join** is used to return rows from both tables which satisfy the given condition. It is the most widely used join operation and can be considered as a default join-type

An Inner join or equijoin is a comparator-based join which uses equality comparisons in the join-predicate. However, if you use other comparison operators like “>” it can’t be called equijoin.

Inner Join further divided into three subtypes:

* Theta join
* Natural join
* EQUI join

**Theta Join**

**Theta Join** allows you to merge two tables based on the condition represented by theta. Theta joins work for all comparison operators. It is denoted by symbol **θ**. The general case of JOIN operation is called a Theta join.

**Syntax:** A ⋈θ B

**For example:**

A ⋈ A.column 2 > B.column 2 (B)

## EQUI Join

**EQUI Join** is done when a Theta join uses only the equivalence condition. EQUI join is the most difficult operation to implement efficiently in an RDBMS, and one reason why RDBMS have essential performance problems.

**For example:**

A ⋈ A.column 2 = B.column 2 (B)

## Natural Join (⋈)

**Natural Join** does not utilize any of the comparison operators. In this type of join, the attributes should have the same name and domain. In Natural Join, there should be at least one common attribute between two relations.

It performs selection forming equality on those attributes which appear in both relations and eliminates the duplicate attributes.

**Example:**

C ⋈ D

Now a theta join is required because:

A *theta join* allows for arbitrary comparison relationships (such as ≥).  
An *equijoin* is a theta join using the equality operator.  
A *natural join* is an equijoin on attributes that have the same name in each relationship.

16)Distinguish prime attributes with non-prime attributes?

Ans: Prime attribute:

Prime attribute is the attribute which is the part of the candidate key.

Non-prime attribute:

Non -prime attribute is the attribute which is not the part of the candidate key.

**Example:**

Table have four attribute : A,B,C,D

candidate key : AB

then,

prime attribute is: A and B

non-prime attribute is: C and D

17)Write short notes on Union,Intersection,and Minus operations with examples?

#### Ans: UNION

**The Union is a binary set operator in DBMS. It is used to combine the result set of two select queries.**Thus, It combines two result sets into one. In other words, the result set obtained after union operation is the collection of the result set of both the tables.

The syntax for the union operation is as follows:

SELECT (coloumn\_names) from table1 [WHERE condition] UNION **SELECT** (coloumn\_names) from table2 [WHERE condition];

Example:

SELECT color\_name FROM colors\_a UNION SELECT color\_name FROM colors\_b;

#### MINUS

**Minus is a binary set operator in DBMS. The minus operation between two selections returns the rows that are present in the first selection but not in the second selection.**The Minus operator returns only the distinct rows from the first table.

The syntax for the minus operation is as follows:

SELECT (coloumn\_names) from table1 [WHERE condition] MINUS **SELECT** (coloumn\_names) from table2 [WHERE condition];

Example: SELECT color\_name FROM colors\_a WHERE color\_name NOT **IN**(SELECT color\_name FROM colors\_b);

#### INTERSECT

**Intersect is a binary set operator in DBMS. The intersection operation between two selections returns only the common data sets or rows between them.**It should be noted that the intersection operation always returns the distinct rows. The duplicate rows will not be returned by the intersect operator.

The syntax for the intersection operation is as follows:

SELECT (coloumn\_names) from table1[WHERE condition] INTERSECT **SELECT** (coloumn\_names) from table2 [WHERE condition];

Example: SELECT color\_name FROM colors\_a WHERE color\_name **IN**(SELECT color\_name FROM colors\_b);

18)Define functional dependency using suitable examples?

Ans: **Functional Dependency (FD)** is a constraint that determines the relation of one attribute to another attribute in a Database Management System (DBMS). Functional Dependency helps to maintain the quality of data in the database. It plays a vital role to find the difference between good and bad database design.

A functional dependency is denoted by an arrow “→”. The functional dependency of X on Y is represented by X → Y. Let’s understand Functional Dependency in DBMS with example.

**Example:**

| **Employee number** | **Employee Name** | **Salary** | **City** |
| --- | --- | --- | --- |
| 1 | Dana | 50000 | San Francisco |
| 2 | Francis | 38000 | London |
| 3 | Andrew | 25000 | Tokyo |

In this example, if we know the value of Employee number, we can obtain Employee Name, city, salary, etc. By this, we can say that the city, Employee Name, and salary are functionally depended on Employee number.

**Rules of Functional Dependencies**

Below are the Three most important rules for Functional Dependency in Database:

* Reflexive rule –. If X is a set of attributes and Y is\_subset\_of X, then X holds a value of Y.
* Augmentation rule: When x -> y holds, and c is attribute set, then ac -> bc also holds. That is adding attributes which do not change the basic dependencies.
* Transitivity rule: This rule is very much similar to the transitive rule in algebra if x -> y holds and y -> z holds, then x -> z also holds. X -> y is called as functionally that determines y.

19)Write short notes on join and division operations with examples?

Ans: **The JOIN Operation**

The JOIN operation, denoted by ![](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQAAAQABAAD/2wBDAAIBAQEBAQIBAQECAgICAgQDAgICAgUEBAMEBgUGBgYFBgYGBwkIBgcJBwYGCAsICQoKCgoKBggLDAsKDAkKCgr/2wBDAQICAgICAgUDAwUKBwYHCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgr/wAARCAAUABQDASIAAhEBAxEB/8QAGgABAAIDAQAAAAAAAAAAAAAAAAYJAgUHCP/EACYQAAEEAgIDAAAHAAAAAAAAAAECAwQFBgcAEQgSIQkTFiIjMTL/xAAYAQADAQEAAAAAAAAAAAAAAAADBAUAAv/EAB8RAAICAQQDAAAAAAAAAAAAAAECAAMEBRExcRKBsf/aAAwDAQACEQMRAD8Ava2Ft3V+pV0SNn59U4/+pr9qjx9VtNQwmfZOtuuNRG1LIBdWllz1T32op6HZIBy2ltbWukcBstpbfzqrxvHaeP8AnWd1czEMR46O+h7LUQOySEhI+qUQACSBzgP4nmK2uW02noUPxon7aho24pNthsWGw4w/Hexq+jBctcghmPGS6+yFvOfEew9QtZQhXlfyp8EfMTW/i1n13tuDJ8goUjWd5WYPglTIkzJWspUmJJQyqvTLcKr8IDyGTMfCZ7bbf8KVJWtkadbS0bjkYzTbmJ4FaN097X5E885HDyVVOIWNg2ElSk9FyKw4gK7Sf2khQHRI6IJcn2arpdNhSy9ARyCwBHreNV6fnWKGSpiDwQpI+ST8cccoROam9wunyOYmdYS7ZtaWwgJg30uKjrsn6hl1KSfv+iO/6HfQHHHHANi4zt5MgJ6EMuRkKuyuQOzP/9k=) , is used to combine *related tuples* from two rela-tions into single “longer” tuples. This operation is very important for any relational database with more than a single relation because it allows us to process relation-ships among relations. To illustrate JOIN, suppose that we want to retrieve the name of the manager of each department. To get the manager’s name, we need to combine each department tuple with the employee tuple whose Ssn value matches the Mgr\_ssn value in the department tuple. We do this by using the JOIN operation and then projecting the result over the necessary attributes, as follows:

DEPT\_MGR ← DEPARTMENT ![](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQAAAQABAAD/2wBDAAIBAQEBAQIBAQECAgICAgQDAgICAgUEBAMEBgUGBgYFBgYGBwkIBgcJBwYGCAsICQoKCgoKBggLDAsKDAkKCgr/2wBDAQICAgICAgUDAwUKBwYHCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgr/wAARCAAUABQDASIAAhEBAxEB/8QAGgABAAIDAQAAAAAAAAAAAAAAAAYJAgUHCP/EACYQAAEEAgIDAAAHAAAAAAAAAAECAwQFBgcAEQgSIQkTFiIjMTL/xAAYAQADAQEAAAAAAAAAAAAAAAADBAUAAv/EAB8RAAICAQQDAAAAAAAAAAAAAAECAAMEBRExcRKBsf/aAAwDAQACEQMRAD8Ava2Ft3V+pV0SNn59U4/+pr9qjx9VtNQwmfZOtuuNRG1LIBdWllz1T32op6HZIBy2ltbWukcBstpbfzqrxvHaeP8AnWd1czEMR46O+h7LUQOySEhI+qUQACSBzgP4nmK2uW02noUPxon7aho24pNthsWGw4w/Hexq+jBctcghmPGS6+yFvOfEew9QtZQhXlfyp8EfMTW/i1n13tuDJ8goUjWd5WYPglTIkzJWspUmJJQyqvTLcKr8IDyGTMfCZ7bbf8KVJWtkadbS0bjkYzTbmJ4FaN097X5E885HDyVVOIWNg2ElSk9FyKw4gK7Sf2khQHRI6IJcn2arpdNhSy9ARyCwBHreNV6fnWKGSpiDwQpI+ST8cccoROam9wunyOYmdYS7ZtaWwgJg30uKjrsn6hl1KSfv+iO/6HfQHHHHANi4zt5MgJ6EMuRkKuyuQOzP/9k=)Mgr\_ssn=SsnEMPLOYEE

RESULT ← πDname, Lname, Fname(DEPT\_MGR)

A general join condition is of the form

 <condition> AND <condition> AND...AND <condition>

**The DIVISION Operation**

The DIVISION operation, denoted by ÷, is useful for a special kind of query that sometimes occurs in database applications. An example is *Retrieve the names of* *employees who work on****all****the projects that ‘John Smith’ works on*. To express thisquery using the DIVISION operation, proceed as follows. First, retrieve the list of project numbers that ‘John Smith’ works on in the intermediate relation

SMITH\_PNOS:

SMITH ← σFname=‘John’ AND Lname=‘Smith’(EMPLOYEE)

SMITH\_PNOS ← πPno(WORKS\_ON![](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQAAAQABAAD/2wBDAAIBAQEBAQIBAQECAgICAgQDAgICAgUEBAMEBgUGBgYFBgYGBwkIBgcJBwYGCAsICQoKCgoKBggLDAsKDAkKCgr/2wBDAQICAgICAgUDAwUKBwYHCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgr/wAARCAAUABQDASIAAhEBAxEB/8QAGgABAAIDAQAAAAAAAAAAAAAAAAYJAgUHCP/EACYQAAEEAgIDAAAHAAAAAAAAAAECAwQFBgcAEQgSIQkTFiIjMTL/xAAYAQADAQEAAAAAAAAAAAAAAAADBAUAAv/EAB8RAAICAQQDAAAAAAAAAAAAAAECAAMEBRExcRKBsf/aAAwDAQACEQMRAD8Ava2Ft3V+pV0SNn59U4/+pr9qjx9VtNQwmfZOtuuNRG1LIBdWllz1T32op6HZIBy2ltbWukcBstpbfzqrxvHaeP8AnWd1czEMR46O+h7LUQOySEhI+qUQACSBzgP4nmK2uW02noUPxon7aho24pNthsWGw4w/Hexq+jBctcghmPGS6+yFvOfEew9QtZQhXlfyp8EfMTW/i1n13tuDJ8goUjWd5WYPglTIkzJWspUmJJQyqvTLcKr8IDyGTMfCZ7bbf8KVJWtkadbS0bjkYzTbmJ4FaN097X5E885HDyVVOIWNg2ElSk9FyKw4gK7Sf2khQHRI6IJcn2arpdNhSy9ARyCwBHreNV6fnWKGSpiDwQpI+ST8cccoROam9wunyOYmdYS7ZtaWwgJg30uKjrsn6hl1KSfv+iO/6HfQHHHHANi4zt5MgJ6EMuRkKuyuQOzP/9k=)Essn=SsnSMITH)

The DIVISION operation can be expressed as a sequence of π, ×, and – operations as follows:

*T*1← π*Y*(*R*)

*T*2← π*Y*((*S*×*T*1) –*R*)

*T*←*T*1 –*T*2