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# Overview

Starting with Visual Studio 2012, Visual Studio includes the Concord debug engine, a new debug engine for debugging native, managed, script, and GPU code. A debug engine is a pluggable backend to the Visual Studio debugger, and the debug engine extension point has existed in Visual Studio for many releases. Concord is the first Microsoft Debug engine which exposes a large and extensible API.

This download is aimed at assisting developers that wish to plug into Concord. The Visual Studio SDK already includes support for building Concord components. This download provides additional content to developers targeting Concord – additional tests, samples, and documentation.

# Introduction to Concord

## What is Concord?

As stated in the overview, Concord is a new debug engine that ships with Visual Studio starting with Visual Studio 2012. The basic design of Concord was that instead of having the debug engine as a monolithic entity; instead break it up into different parts. These parts would communicate through a new API. This new API would support transparent managed/native marshaling so that the various parts could be implemented in managed or native code, remoting so that the debugger could have a simple remote debugging story that didn’t depend on DCOM, and an API which is largely public so that there could be a great extensibility story without a lot of additional cost to Microsoft.

## Architecture

To kick off an overview of the Concord architecture, here is a simplified architectural diagram for Concord.
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At the top of this diagram, there is the Debugger UI & SDM, which make up the front end of the VS debugger architecture. The SDM/UI interact with Concord through the debug engine interfaces which Concord implements (IDebug\* interfaces). These components interact with the AD7 AL, which is the adaptation layer between the debug engine APIs (known as AD7) and the Concord APIs.

On the left side of the diagram is the box for the Dispatcher. The Dispatcher knows nearly nothing about debugging, but instead it is a routing, loading, and remoting service used by the rest of Concord. The dispatcher exposes the Concord API. When a Concord API method is called, the dispatcher finds the best implementation of this API, loads up the implementation, and calls this component through an interface. If the caller and implementer are on different computers, the Dispatcher remotes the method call to the correct computer. If the method is implemented in managed code, the Dispatcher marshals the call from the native Concord API universe to the managed Concord API universe.

In the middle of the diagram are a bunch of blue boxes. Each blue box represents a Concord ‘Component’. Components are the basic unit of extensibility in Concord. Each component has a configuration file that describes to the dispatcher what interfaces it implements along with a filter to indicate when this interface should be used. As an example, there is an interface for setting breakpoints. This same interface is implemented by the Managed DM for setting breakpoints in managed code, the Script DM for setting breakpoints in JavaScript code, and the Win32 Base DM for setting breakpoints in native code. Each implementation has a different filter so that the dispatcher can pick the correct implementation depending on where the breakpoint is being set.

Microsoft provides more components than could fit on a diagram or that would make sense to describe, but here is a quick overview of some of the more important components from an extensibility perspective. This description tries to illustrate the granularity that Microsoft used when creating components and therefore the granularity with which the API was created.

**Stack Provider**: Responsible for building up the call stack to the form where it is ready to display to users. To do this, the stack provider makes requests to other components to walk the stack, filter the stack to include appropriate descriptions and to hide frames that should be hidden, and lastly obtain the frame description string in whatever language the frame was implemented.

**Breakpoint Manager**: Responsible for managing the various user-level breakpoint requests. It will match them up to symbols as modules are loaded and send information down to one of the Debug Monitors in order to add or clear breakpoints.

**PDB Stack Walker**: Responsible for walking call stacks through x86 code which has a PDB loaded. It will use data from the PDB and the stack walk APIs from the MSDIA dll to walk the call stack.

**C++ EE**: Expression Evaluator (EE) for native C++ code output by the Microsoft C++ compiler. Expression evaluators are responsible for evaluation and formatting in the various evaluation windows in the debugger (watch, immediate, data tips, etc) as well as formatting frames in the call stack. To make this work, the expression evaluator relies heavily on debug info from PDB files. It obtains this information from the MSDIA interfaces, which it in turn obtains from the PDB symbol provider.

**PDB Symbol Provider**: Responsible for loading PDB files, implementing the Concord symbol provider API using information in these PDB files, and for providing the MSDIA API to other Concord components. The Concord symbol provider API covers a few common symbol operations that various other Concord components need such as mapping between source lines and symbols. For more advanced scenarios, such as the data inspection needs of the PDB stack walker and the C++ EE, the PDB Symbol Provider will instead provide the MSDIA interfaces.

**Stack Merger**: In many cases, such as managed code running under the .NET runtime, or native code running in an ARM or x64 process, it is possible to walk the call stack without access to symbols. The stack merger is responsible for working with components that walk the stack using this runtime data, and sending back the complete results to the stack provider.

**Stepping Manager**: Responsible for coordinating stepping operations across the various runtime environments loaded in the target process.

**Shim C#/VB EE**: This is an adaptation layer between the Concord expression evaluator, object inspection and symbol APIs and the portions of the corresponding legacy APIs used by vbdebug.dll and cscompee.dll.

**Managed DM**: This is the Debug Monitor (DM) responsible for inspecting low-level state, and controlling execution of managed code running in the target process. Debug monitors are the lowest-level debugging components in the Concord architecture. There are two categories of debug monitor:

* *Runtime debug monitors*: There is a runtime debug monitor for each type of execution environment (known as a ‘runtime instance’ in the Concord API) which is loaded and debugged in the target process. So for, example, if a target process had loaded native and .NET Framework code, and both were being debugged at the same time, then the target process would have two runtime instances (native and managed), and two runtime debug monitors would be active.
* *Base debug monitors*: The base debug monitor is the component that owns the underlying connection to the target process. Unlike runtime debug monitors, there can be only one base debug monitor. Base debug monitors provide the lowest level primitives such as reading or writing memory or registers, and basic execution control.

For Visual Studio 2012, the Managed DM only functions as the Base debug monitor for debugging managed code running under the .NET Framework. In a future version, Concord will support managed/native interop debugging, and in such scenarios, the managed DM will function as a runtime debug monitor.

**Native DM**: Runtime debug monitor for native code built using the Visual C++ compiler. It builds on top of the base DM APIs to implement source level stepping, and C++ exception decoding among other things.

**Win32 Base DM**: Base debug monitor which is implemented on top of the Win32 debugging APIs (ReadProcessMemory/WriteProcessMemory/WaitForDebugEvent, etc).

## Extensibility Scenarios

TODO

## Component discovery and configuration

As mentioned previously, the basic unit of extensibility in Concord is a component. A comment contains code (compiled dll) and a configuration file which describes when the code should be used. The configuration is in a ‘.vsdconfig’ file which is shipped with the dll. Vsdconfig files are a binary format which is created with a tool that ships in the Visual Studio SDK (vsdconfigtool.exe). Vsdconfigtool.exe takes an XML input file (.vsdconfigxml) that contains this configuration information, it validates the configuration, and then spits out the .vsdconfig file.

Concord dynamically discovers the set of components which are available when it is first initialized in the Visual Studio process. It does so my looking for .vsdconfig files. The recommended way to ship .vsdconfig files is by including it in a VSIX package. The other option is to install it into the debugger’s directory (<vsinstallroot>\Common7\Packages\Debugger). Vsdconfig files do NOT need to be installed on the remote computer – the debugger will automatically transfer them over the wire. However, implementation dlls which must be loaded on the target computer need to be installed next to msvsmon.exe (dlls aren’t automatically transferred).

Configuration files contain the following information –

* It contains a GUID to identify the component. Use a GUID generation tool (ex: Tools->Create GUID in Visual Studio) to create a new value.
* It contains the information needed to load the implementation class(es) in the component. If the class is implemented in native code, this is the name of the dll, and the CLSID value. If the class is implemented in managed code, this is the assembly and class name.
* It contains the ‘component level’ that the component will load at. See the next section for more information.
* It contain the set of interfaces that each class implements, along with filters to indicate the scenarios where the class loads

The ‘Hello World’ sample gives an example of a configuration file, which is a good place to start in better understanding things. The vsdconfigxml format also has an annotated schema file (vsdconfig.xsd) which provides additional documentation (as well as validation when editing the file).

### Component Levels

In Concord, each component has a numeric value associated with it called a component level. This level tells the Dispatcher two things –

1. When remote debugging, will this component load on the target computer, or the Visual Studio computer? Components above 100,000 are IDE components.
2. When sending events or other broadcast notifications, the component level controls the order various components are notified. For events,

There are two general rules to follow when selecting a component level:

1. Select a level higher (larger number) than dependent components. For example, if the target process had an interpreter, and this interpreter was implemented in managed code, then a debug monitor which is built to add a debugging experience for the interpreter must have a higher component level than the Managed DM.
2. Follow the advice in the following chart

|  |  |  |
| --- | --- | --- |
| **IDE Computer Component Levels** | | Values > 100,000 |
|  | AD7 AL | 1,000,000,000 |
|  | Disassembly Provider | 9,998,000 |
|  | Stack Query – Components that wish to query the call stack | 9,997,000 |
|  | Stack Provider | 9,996,000 |
|  | Stack Filter - level where stacks can be filtered and annotated | 9,995,000 |
|  | Breakpoint Manager | 9,994,000 |
|  | IDE Expression Evaluation | 9,992,000 |
|  | Symbol Stack Walkers – stack walkers that need access to symbols | 9,991,000 |
|  | IDE SymbolProvider - Components which provide symbol information to rest of the debugger. The symbol path should not be used below this level. | 1,999,000 |
| **Target Computer Component Levels** | | Values < 99,999 |
|  | Monitor Symbol Provider – Symbol providers when the symbolic state is built on the target computer (ex: interpreter, dynamically compiled/emitted code) | 75,000 |
|  | Breakpoint Condition Processor - This level is for processing breakpoint conditions such as condition expressions and hit counts. Below this point all physical breakpoint events will be visible regardless of whether or not they have false conditions. | 70,000 |
|  | Monitor Task Provider – This is the level for task data mining in the target process | 65,500 |
|  | Monitor Expression Evaluator | 65,000 |
|  | Monitor Coordination – Components which arbitrate between the various monitors for stepping, breakpoints by native address, stack walk, etc. | 60,000 |
|  | Monitor Stack Walkers | 55,000 |
|  | Custom Debug Monitor – Reserved for third party debug monitors which wish to make use of services provided by the standard debug monitors. | 40,500 |
|  | Runtime Debug Monitor - Provides data inspection and execution control for managed/native/script code | 40,000 |
|  | Base Debug Monitor | 10,000 |
|  | Base Debug Monitor Services – provides utility services to base debug monitors (ex: process creation) as well as pre-debugging services (ex: process enumeration) | 1,000 |

## Navigating the Concord API

The Concord API is large enough that it can be a bit overwhelming at first glance. Here are a few hints which may make navigating the API easier –

1. When deciding what interfaces to implement, we have organized all the interfaces by the category of component that implements the interface. If you look in the native API header file (vsdebugeng.h) you can see each interface listed by section, as well as a description of what that category of component does.
2. When looking for methods to call, ignore interfaces. The Concord API is exposed to callers as methods on classes rather than interface methods.
3. Findstr in vsdebugeng.h: even if you are implementing a Concord component in managed code, sometimes the fastest way to find the method that you want is to look for strings in vsdebugeng.h. Since the API is the same between native and managed code, if you find the native API, it will work in managed also.
4. Browse the references in Microsoft.VisualStudio.Debugger.Engine – this is the flip side of #3, even if you are consuming the Concord API from native code, Visual Studio ships really nice support for browsing through managed APIs.

## Concord Threading

**Considerations when calling the API:** Most of the Concord API may be called on any thread. However, the Dispatcher requires knowing the current component. So in order to use the Concord API from a thread that your code creates, or from some sort of Visual Studio worker thread (not the main thread, and not one of the debugger threads), the thread must register with the Dispatching using DkmComponentManager.InitializeThread.

One set of methods that cannot be called on any thread, are the various methods that raise events. These APIs should generally only be called on the event thread. These will fail when called from another thread.

The only other restriction on what thread can call a method is that there are a few APIs that either accept or return COM objects. These APIs either require that they are called from the MTA (for interfaces which are MTA-only) or Visual Studio’s main STA (for interfaces which are implemented there).

**Consideration when implementing Concord interfaces**: Concord will nearly always call implementations on one of two threads – the request thread, which handles requests coming from the IDE, and the event thread, which handles debug events coming from the target process. This said it is possible for callers to create their own threads, so implementers shouldn’t assume that only the two threads are possible.

For components that wish to prevent reentrancy, the component can set ‘Synchronized="true"’ in its component configuration. This will instruct the dispatcher to essentially place a lock around the component which it will enter/leave before calling the component. Such components can use DkmComponentManager.AllowComponentReentrancy/ DisableComponentReentrancy if there are scenarios where they need to temporarily leave and reenter the lock.

## Data Container API

One of the basic building blocks used through Concord is the Data Container API. This API is implemented in the DkmDataContainer class and a few other related types. The basic idea of the data container API is to allow ‘virtual fields’ to be added to all the important objects. This is similar to the 'expando' concept JavaScript, though it doesn’t have the same type safety or namespace pollution problems that JavaScript expandos have.

The API works by having components add ‘data items’ to a data container object. The caller can then obtain the data item back when they need to. Thus the implementation class for a Concord component is usually has little state, and instead uses the data container objects to do the work of holding onto the state. This ensures that state is uniformly cleaned up across Concord rather than having a situation where each component is responsible for finding an appropriate place to clean up their state. For this reason, components generally do not need to remove their data items but can rather just wait for the data items to be automatically removed when the container object is closed.

More information on this subject is in the Hello World sample as well as in the API documentation.

## Creating and Closing objects

All objects that can be created through the Concord API are created through a static ‘Create’ method that the object’s class exposes.

Objects that represent entities in the target process (DkmProcess, DkmThread, DkmRuntimeInstance, etc) will fire a create event as part of their implementation of this ‘Create’ method. Various components can receive this creation event by implementing the appropriate interface. For these objects, the Create method must be called on the event thread, and should be called when the corresponding action happened in the target process.

All objects that are data containers (derive from DkmDataContainer) have a ‘Close’ method that should be called when the object is no longer valid. Having an explicit ‘Close’ is required because the logical object can exist on multiple computers, and can exist in both managed and native code, so relying on the refcount variable (native code) or the GC (managed code) is not an explicit enough gesture to indicate that the logic object should go away (though these techniques are used to indicate that the memory backing the physical object can be cleaned up).

Comments in the Create and/or Close method indicate which component should be responsible a given object.

In some cases, the close method is internal and therefore will not show up in the public API. In which cases, you don’t need to worry about closing the object – this will happen automatically by Microsoft-provided components at the appropriate time. For example, DkmProcess, DkmThread, DkmRuntimeInstance and DkmModuleInstance objects are automatically closed after the object’s unload event has finished being processed.

Dispatcher objects are chained so that most objects have a parent. For example, the object that represents a target process (DkmProcess) is the parent object for threads in that process (DkmThread). When the parent object is closed, children are implicitly closed as well.

Components that wish to be informed when an object is closed can add a data item to the object. The data item class will then be notified through IDkmDisposableDataItem (when implementing the data item in native code) or by overriding DkmDataItem.OnClose (when implementing the data item in managed code).

## AddRef/Release Semantics

NOTE: This section applies only when consuming the Concord API from native code.

The native Concord API adheres to standard COM conventions for AddRef/Release, meaning that if an object is returned as the return value, this is done without increasing the ref count on the object. If instead the object comes back as an out param, then Release should be called. The dispatcher will guarantee that any input object to a Concord interface method will stay valid until after the implementer returns from the method, and it will also guarantee that if an object provides an accessor method which returns another object, then this return value is immutable and doesn’t need to be AddRef’ed/Release’ed (though doing so will certainly not hurt anything).

Examples to illustrate these rules:

{

DkmThread\* pDkmThread = pDkmProcess->Thread();

pDkmThread->Release(); **// BUG: pDkmThread should not be Released**

}

{

DkmThread\* pDkmThread;

pDkmProcess->FindSystemThread(12, &pDkmThread);

} **// BUG: pDkmThread is leaked; pDkmThread->Release() must be called**

{

// Correct, but the extra AddRef/Release that CComPtr will add isn't required

// as long as the code isn't somehow releasing its reference to DkmProcess

CComPtr<DkmThread> pDkmThread = pDkmProcess->Thread();

}

# Description of Included Files

The following files are either included in this download, or Concord related files which ship in the Visual Studio SDK.

|  |  |
| --- | --- |
| **File** | **Description** |
| inc\vsdebugeng.h | Native C++ header file declaring the native version of the Concord API. This file also includes the complete documentation. |
| Inc\vsdebugeng.templates.h | Native C++ header file containing templates to aid in using the Concord API. |
| Lib\Win32\VSDebugEng.lib | X86 Import library for vsdebugeng.dll. Native C++ clients of the Concord API link to this library. |
| Reference Assemblies\ Microsoft.VisualStudio.Debugger.Engine.dll | Managed reference assembly for the Concord API. Managed clients/extensions compile against this assembly. |
| Reference Assemblies\ Microsoft.VisualStudio.Debugger.Engine.xml | Documentation file for the managed Concord API. |
| Samples\HelloWorld\\* | HelloWorld Concord sample – provides an introduction to writing Concord components. |
| Tools\SetEngineLogMode.cmd | Batch script to enable/disable/dump logging options. See ‘Logging from the Engine’ section for more information. |
| Tools\vsdconfigtool.exe | Tool for processing Concord component configuration files (.vsdconfigxml files). This tool is used by the build process of a Concord extension. |
| Tools\Microsoft.VSDebugger.targets | Defines the build rules to use vsdconfigtool.exe during the build of a managed Concord extension. |
| Tools\Microsoft.VSDebugger.Native.targets | Defines the build rules to use vsdconfigtool.exe during the build of a native Concord extension. |
| Tools\glass\\* | Test environment for Visual Studio debugger extensions. This tool is used to run all of the tests that come with this SDK. It is also hooked up to the Concord samples as the ‘program to launch’ during Debugger launch. This provides extension developers a fast edit-compile-debug cycle. |
| Tools\glass\RegisterGlass.cmd | Batch script to register the glass tool (test environment for Visual Studio debugger extensions). |
| Tools\ProjectLauncher\\* | Visual Studio Addin to launching projects through custom debug engines.  Concord supports being associated with custom engine GUIDs where a new GUID is added to the Visual Studio registry hive ($(RegRoot)\ad7metrics\engines\{guid\_value}), and then you can configure your components to be used with this new engine GUID. The project launcher can be used while boot strapping this effort to quickly launch your custom debug engine without needing to first develop a new project system to direct the debugger launch command. |
| Schema\vsdconfig.xsd | Schema Definition for the custom XML language used to define the configuration of Concord components (.vsdconfigxml file schema). |
| Tests\RunTests.cmd | Batch script for running the tests that are included in this SDK. |
| Tests\\*\TestScript.xml | Various tests of Concord. Extension-authors can run these tests to ensure that they haven’t broken core Concord scenarios and as a template for additional tests specific to their own component. |
| Tests\Debuggees\bin\\* | Debuggees (target processes) used by one or more of the tests. |
| Tests\Debuggees\src\\* | Source code and project used to create the debuggee. |

# HelloWorld sample

To demonstrate the basic parts of a Concord component, this SDK starts with the same sample that every new platform starts with – hello world. In the case of Concord, this means adding an annotated ‘Hello World’ frame to the call stack:

![HelloWorld.jpg](data:image/jpeg;base64,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)

## Browsing the Hello World project

This download includes two different HelloWorld samples – one written in native code (native C++), and one written in managed code (C#). They both are found in the ‘<DownloadRoot>\Samples\HelloWorld’ folder. The Concord API is nearly identical between managed and native code, and any extension may be written in either managed or native code. So open up whichever sample you are most likely to develop your extension in.

The samples include a VSIX project for deploying the sample into an experimental Visual Studio instance. This requires the Visual Studio 2012 SDK, which can be found at <http://www.microsoft.com/en-us/download/details.aspx?id=30668>. If you would like to open the project without installing the SDK, open the project file from the ‘.dll’ folder instead.

Let’s look at some of the more interesting files in the sample:

|  |  |
| --- | --- |
| **File** | **Description** |
| \_HelloWorldService.cpp/.h/.cs | The one and only public (exported) class in the sample. In Concord, classes implement interfaces, and Concord calls into these classes through the implemented interfaces. The sample implements the IDkmCallStackFilter interface on this class.  In native code, Concord uses COM activation (DllGetClassObject) to obtain this object. So this class includes the ATL glue for hooking up to DllGetClassObject. Note: while Concord uses the standard DllGetClassObject approach, it is not calling CoCreateInstance, so unlike standard COM, in Concord your CLSID does not need to be registered.  In managed code, this class is created through reflection. So the class is simply marked as public, and has a default public constructor.  This class defines one interface method – FilterNextFrame. FilterNextFrame is responsible for creating the new ‘[Hello World]’ frame and for echoing back all other frames to its caller. |
| HelloWorldDataItem.cpp/.h/.cs | FilterNextFrame is called once for each frame in the call stack. However it needs to know which frame is the first frame so that it can be sure to add the ‘[Hello World]’ frame exactly once for each call stack. To do so, the sample needs to associate a bit of data with each call stack.  This data item class is the mechanism that Concord uses to associate information with a Concord object. Most of the important Concord objects (including DkmStackContext in this sample) derive from DkmDataContainer. DkmDataContainer allows any Concord component to store its own private information in a Concord object.  In the sample, this data item class uses a ‘State’ enum to keep track of if the ‘[Hello World]’ frame has been added yet. |
| HelloWorld.vsdconfigxml | HelloWorld.vsdconfigxml is an XML file which describes the hello world component – what classes does it have, which interfaces does each class implement, when should these interfaces be called. The sample’s build process runs a custom tool over this file (vsdconfigtool.exe) which validates this file, and turns it into a binary file (HelloWorld.vsdconfig) which is deployed along side HelloWorld.dll. The Concord component loading system then loads all these .vsdconfig files on startup so that it can route requests to each registered component. |
| TestScript.xml | Finally, the sample contains a test script which can be used to test the sample. This test script is run by glass2.exe, a test environment for Visual Studio debugger extensions. The sample project has been configured to automatically run this test script as the Debugger launch action. So if you start debugging this solution, Visual Studio will launch glass2.exe, directing glass to execute this script. |

## Running the Sample in Glass

This SDK includes glass2.exe, a test environment for Visual Studio debugger extensions.

Before glass can be run, it needs to be registered. Open a command prompt with administrative privileges then run ‘<path\_to\_download>\Tools\Glass\RegisterGlass.cmd’ to register glass.

After registering glass, simply build the sample project and hit F5 to launch it under the debugger. Set breakpoints and step through the code to better understand how the sample works.

## Running the Sample in Visual Studio

After you have finished developing the sample in glass, it is time to try it out in Visual Studio.

To do so:

1. Right click on the ‘vsix’ project and use ‘Set As StartUp Project’.
2. Hit F5 to launch an experimental instance of Visual Studio under the debugger.
3. In the experimental instance of Visual Studio:
4. Open or create a C++ project
5. F10
6. When the project finishes launching, open the Call stack window and notice that there is now a ‘Hello World’ frame on top.

# Additional information on glass2.exe

As mentioned previously, this SDK includes glass2.exe, a test environment for Visual Studio debugger extensions. This section includes additional information on using glass.

First, this SDK contains a batch file for running the tests contained in this SDK – RunTests.cmd. Run this script with no arguments to run all the tests.

Each test in the SDK works by running glass2.exe against an XML input script. This input script tells glass what commands to run, and what should happen as a result of running the command. Glass can then produce two different output files – an error log which contains differences between the expected values and the observed values, and a session log which may be helpful in understanding what happened. It’s possible to determine if tests pass or fail by either diffing the error file against an error file which lists no errors, or by checking the exit code (if the ‘-err’ command line option was used).

To debug a failure in glass, it is recommended to run glass under the debugger. The sample includes the recommended set of command line arguments for this: ‘-f TestScript.xml -e ErrorLog.xml -q -err -diag'. If you bring up the output window, you will find various ‘GLASS2’ lines to help trace through the target process and the script to understand what went wrong. If you double click on a line, the output window will open the file and bring it to the right spot. Example output:

c:\ConcordSDK\Tests\nat1\TestScript.xml(3,4) : GLASS2 : Executing 'launch native ..\Debuggees\bin\nat1.exe'

c:\ConcordSDK\Tests\Debuggees\src\nat1\nat1.cpp(17,1) : GLASS2 : Stopping event 'IDebugEntryPointEvent2'

To understand glass2 scripts, a good place to start is the script for the HelloWorld sample. This script has been commented. One important concept is an expected event – expected events are used to prevent the script from moving on to the next command before the previous command has completed. Expected events are declared with the 'expected="True"' attribute.

To develop new glass2-based tests, it’s helpful to run glass in interactive mode where glass acts as a simple console-UI debugger. To do so, run glass2 without an input script (no ‘-f <script\_name>’ command line argument). From this mode you can use the ‘help’ command to list out all the available commands or to obtain more information about a given command. If you pass the ‘-s SessionLog.xml’ command line argument, you can also use the session log as the basis for the glass script.

# Logging from the engine

vsdebugeng.dll contains builtin logging support which is activated through the registry. The SDK contains a batch file to make this easy – tools\SetEngineLogMode.cmd. Three modes of operation are available:

Default mode – significant errors are set to the debug output when a debugger is attached to Visual Studio (or whatever process has loaded vsdebugeng). Default mode is what one gets after a clean install of Visual Studio.

Error mode – significant errors are set to %tmp%\vsdebugeng.dll.log if no debugger is attached to visual studio. If a debugger is attached to Visual Studio, default mode and error mode are the same.

Method mode – In addition to the tracing in ‘error’ mode, method entry/exit tracing is provided. Four different types of output are sent -- ‘CALL’ lines are used when an implementation was successfully loaded and is about to be called. ‘RETURN’ lines are used when a called component returns successfully. If the operation fails, a ‘RETURN ERROR’ line will appear instead. If no implementation could be found or if the implementation fails to load a ‘CALL ERROR’ line will appear. In addition to this, after a CALL/CALL ERROR line, there are ‘Skipped’ lines explaining why components are not called.

Example method logging output is below.

CALL: IDkmRuntimeMonitorBreakpointHandler.EnableRuntimeBreakpoint (ThreadId=6080 Class=Win32BDM.CBaseDebugMonitor IP=0x577D3B00 Object=0x10BD4F90 TickCount=217496250 ComponentId={F50FC269-4428-4680-8A45-462B8C5D37CD})

Skipped: ManagedDM::CCommonEntryPoint {38A59583-E6B1-4EE4-A53C-133BE0F45E55} for object visibility

Skipped: MinidumpBDM.CBaseDebugMonitor {016426E1-A85F-4CAB-941A-7C5EB5C82DC4} for 'BaseDebugMonitorId' filter

RETURN: IDkmRuntimeMonitorBreakpointHandler.EnableRuntimeBreakpoint (hr = 0x0, ThreadId=6080, TickCount=217496250)

Definition for terms in the log:

|  |  |
| --- | --- |
| IP | Instruction pointer of the method being called |
| Class | Name of the class as defined in the .vsdconfigxml file |
| ComponentId | GUID value for the component as defined in the .vsdconfigxml file |
| Object | Pointer to the DkmObject that was called |
| TickCount | Value returned by GetTickCount() at the time of the log |
| hr | HRESULT code for the error. Non-system error codes are generally defined in vsdebugeng.h. |