**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAYsAAABbCAYAAACCqakQAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAXEgAAFxIBZ5/SUgAAQABJREFUeAHtnQWcFlXXwM92w9INuwuIWAhioMSCdFmv+tn4gq2oWNgYr6iACIqtCHaApKSk2IqigiIgKQ3bHd/5z3IfZmfn2aBcdM6PZea5c/PMnXPuiXtuQKGCeOBhwMOAhwEPAx4GSsFAcCnPKt0juFpuRobkZmZJQV6uBAQESlBYmIRGRUlQcFCl66/XIQ8DHgY8DPxTMHBUMIvkv7bJnpUr5a8ff5KUjdslbfM2yU7NkEBlEJF1aki1hHpSI6GF1Gp9gtRq2UICAwP+Ke/HG4eHAQ8DHgYqBQYqNbPY8dsf8u3IsbLtu59l78p1kpubIkGB4coMQlSqCJZCyZfCggLJz09XZIZITMMmUvuUhtL8gkvkxEsvkKAgT9qoFLPM64SHAQ8DRz0GAiqrzeLrZ16WFW9MlN2r1qiKKVRCwqNEQuFtbiYWJAllHelZkpeVIuGxVaVR99Ok+9ixEl275lH/krwBeBjwMOBh4O/GQKVjFtkZmfLVyGflmyfHSkB+mATHRIqKEcoL3JiEA30WzwiQgpxsyc9Kl1qntpbuzz0p9duc5Mjo/fQw4GHAw4CHgYpgoFIxi8zkVFny6KPy4/Mvq9G6gQQcpO0hPyVLwmtXl3MnvSINTm9TEbx4eT0MeBjwMOBhwIaBSsMsYBQL771PVrw8XsKrx6kkUWDrpu3Wsl1b/+1LVInDn9Ch2fJTsiVaDeCXLJgkVerVsVXk3XoY8DDgYcDDQHkxEFjejIczX1Zquix++BFlFG9KeI14/4wiMFAKMvMkZ2+S5OzZo9e9lp1CRRDtnp2B7OutMpGgKmGSum6TfHbPvZKfm3c4h+HV7WHAw4CHgX8sBv52ySJl206Zd+tgWfvJHAmtUk8R7SImqM2iMCdPslJ2SXTDOGnY6VQJr1ZF8jKzZc+qdfLXF19IWExVCQyPECkoWb6wQL2m0tKkw5j/yak3DPjHvkxvYB4GPAx4GDhcGPhbmQUSxcxBg2Tt5DkSUqWO2rFdpAOVGPJz0iUgOEfOemiYxJ3dXl1k61mb8Qry8iVrz17ZtOxr+eLeUZL611YJiVWvqRIQILkpKVL3jGZywdQpElmtaokcXoKHAQ8DHgY8DPjHwN/GLDL2JsuSh4fJipcmSkh0bb/G7PwcNVJXD5Cu416Q5r266R4Ld81Z8tbt8ul/b5O/5n4lQdVVwnAIGAU5ubrvIkQ6jn1YWl9xsX+MeE88DHgY8DDgYaAEBtwpb4lshzYhIylZFt7/kPz04muqeqrrzijUDpGfVcQoer4xXlr06eGXUdC7qmq87jd+jCV1FOaVtE0EhoVIlra7eeZinxduXlb2oR2YV5uHAQ8DHgb+oRg44szC8nq67yH55aW3JCw2TtHqEAFAtDKK3LS9KlGESvfXXpemXTqSWiZE160tZ429X7KTdomUcLtVFVdwvqTu3CQ5mZlWXVtX/CLrZs8vs14vg4cBDwMeBv7tGDiizCIzJVUWP/Sw/PLKGxJWo77yifyS+FdGkZeRKpH1I+XsF0ZL866JJfOUktLo1FMkunGCFKrXlBMIFZK9N0eyk5OtR2EahHDaJYNk08KvnVm93x4GPAx4GPAwYMPAEWMWSVu2ycyBg1T19KZKFI2VUbjso1ADd27qXomoEyrnfvyRHNu3l62r5bsNi4mWBp1OV8kkrWjnt69YoQosQZK5K8lSR5EcUq2a5KTnyuT+V8mGxct8Ob0bDwMeBjwMeBgojoEjwiwyk1Nk/uAhsnbKAgmNYWOci+pJU/MyMySqXqx0e/lFadD65OI9LecvItFGVIvV3CWZEd5Wedk5ut8it6g2zRteo4bkZmfLrKuGyPqFS8vZipfNw4CHAQ8D/y4MHHZmkaGurQvve0DWTZurxuxaft1jC3IyNdx4iPSc+Jo079b1gN9Cvno9Jf25SU0WoSXqKNQ9GCFRERIcHm49K1CmkbcrXYKrRkr6lh0y9YLrZePiL0uU8xI8DHgY8DDwb8fAYWUWabv2yLwhd+nO7DckNJZ9FC7oxkaRmSoRtUKk99tvSUKHdr692DtX/i656hFVEcjYtVu2LvtKgqtpAMJiwQc1wGBBjkTUiJEIjUoLFKRnSF7Bbr0LkKDYCCnIyJHJXa5QhvGV9dz7z8OAhwEPAx4GijBw2JhFhobkWDD0XvntrffVqyneQbj3od/yekqWiNrh0mviBIlrd7rvvWxc9JW826GvLPvfyAqF6fhx4ge6AU8N2C77MWAWYVVDdbd3jNXO3o0b9bqPg6lmLCAmRApCRD65YKCsX7DE1xfvxsOAhwEPA/92DBwWZrFnw2aZfuU18tvESRJGUEANt1EClFHkpOyWWm2aynlTJkvcWe18WTapKmjyuVdJrhqfv3nyOZl9w2DJzihbwvjlo2ny48hXVIrRMyyKSRVadV6BBBaGSa2TT5KQiCI11Mal32gajGOffUMZRmBMmOSlZcon5w2S5a++7euTd+NhwMOAh4F/MwYOObPISFJj9m23yoY5i4qM2f68ntKSdANdFenxwlip3+oE3zvAZjDj6pvUfTZLgqOjNAxIDfl1wiRZMOQeVSOVNFqbgqumzZJFdz5U5AHlZBSaKT83R6Ia1JQmvXpYRahp49ylEhSNusrUolctGxQTLvnZubLg7gdlw3zP6G3DjnfrYcDDwL8UA4eUWaTt2C2f3T1U1s9cJCExuroPsFPh/RjOV6+n6PpR0vON16Veq/0HE21a+pVMvfhqSd+RpIceEeNJ3V1VSxQSU11+fuNdWfrEcMlRbyYnrPjgE/ns5nska+deDSYY5nxs/S7QXd3VmydYNhEStv2yUpLXLJeAEBdDinY7OEZDhqgwM/XS62TdrAWudXqJHgY8DHgY+Ldg4JAxi9RtO2Surv5Xjf9QibufoIBK+fOzs9Q9tor0efdtie/U3ofnv777USb3uULycgqLvJVsNJxDkEJiasnXj42WpY/9T7L37cCm8J+LP5fFtz0sWbtSJTjKLYigKpk0Ym149Ug5fdgdEhSqRgmFusceIy0uHyB56SnWOd5Wov0/ZRhIHblJWbpx7yb5Y6a309uOHu/ew4CHgX8XBg4Js0jdvlPm3n6X/PHeJ2ov0FhPNkLvQyfG7PRkdY+Nkt7vvCGNTz/V94ibbT//qsblHClQdRHhPpxAncSR+mb4CPnyiRGSlZ4u63RfxKdXD5Yc3ccRHOVQJ5kKtGBearK0vOxiiVdPKwOBwcHSY9Rjctygy3UjYLJuJle7irPjqKSqqpdUVq7MvPQWlTA+M8W9q4cBDwMeBv5VGAgapnAwI05TV9X5d92tjEKN2TUaqebIxa6AMTt1l8Q0riq9xr8iTWxeT6bteq1P0oOKqsqWJYvVXpEtgaEYoZ1qrEI9brWGbJg7X7CNLH/uTUlTY3pwTBXL1mDqMld2bOck7ZZGXVpJ75fHSlBI8b0XgUFB0qTjmZKye5ds/+o7DYMeIgGa5oSA8CApSMuR1ZNmSK3Wx1vqLGeeg/mdq/s90nTHeaEypyx1FcY2Q3Rd0jNVispTFRr3/AUrk3MP5X4wPQB9hZKuDJi6aZt2SQvahw/6lJGRYT3jOf3lyl9lAfqbrRssAfoFLs09OGQM+booYGwhIfqunYsDK7f3n4cBDwNuGDgoZrFr7Xr59NrrZMOMBRJWrWERo3B+gDCK5CSpc/qx0vftidLwFP9nYTc4tbXEHtdSNi9bqjGcUpRhuNgflCAER8bIVvVkytd9EZZtQ9NKAKE9dm6Wpud0k35v6wl8VZShuEBQaKgkdO8sqXry3rYvvxUkjgAnAdTqA8JDLKP37x9OlRBtv347/+NwaabUpL/++kvee+89K8/u3btl3bp1Mn36dEnRMzgg0Dt27JBFixZZhDAuLq7Uug70IYSUfsyZM0eWLFliMab69etbRJU6ef7nn3/K/PnzZfHixRIZGSk1dPc7zKuyAMxir56eOGPGDJk1a5aE6+bLWrVqWWOA0X7wwQfy66+/ShWdC7GxsZWK0VUWHHr98DDgDwMH/KWn/LVNpl93nWz8bK6ESZRFmAOF1VqY5cUUEKYrzkJVAaWnSpW4mtJTQ3jUadnCXz986cf27aF1iMwacKOGKM/UQ47U0OyUMJQohFavVpTuxiiUQWXv3SbNL+olXZ8ZpYcdEf7DPwQrw+j86H3KBCLkp+del6DwKBeGoavsaPWSSsuSpQ8+IVWbNZbm/bv5r7QCT1jRn3HGGdK8eXOL+G7YsEF+++03ad26tRx77LHWCp+VMURu8+bNlqQB8WZl3LhxY2v1DzHctGmTdc/quXbt2pakkKxBEwmYaFbW5KtevbrUqVPcrsRKvEGDBhYB/f3336V3794SEQHuiwAJo0mTJvLtt99afYCRUK8dYGowHFb3EONmzZr5JBMIOUzQ9I3nBhjLtm3bfNJVzZo1rT6alf8eZeQwKvoOA+A57TulGn4zNtpasWKFXHLJJb4+UgdjaNOmjQ9npn2uSCH0z+Dr+OOP95Wlfzt37pRdu3ZJvXr1rDbsZc0z8GHwZJ6Dd/CJJMbzGN3jAx4rE5M1ffWuHgZKw8ABSRY5utrd8MU3ElWnrrS97gY5/vL/k2bn9ZNG3RJVMmiq3kw7JXvnNiX26vXUMFp6vvm6NGzTqrR+FHtWo3lTtRVUUZXUUnV5zRfURRWBnNTdUqftMdJn/OsSW79euYqy96Jx+zMkbe8e2f71PpWUU0rSmgLDgqUwO1/W6Oq11knHqUqqabnqLy1T1apVLQIGcYagQGy/++47OeWUUyQ+Pt4ikA0bNrSIZKgytsmTJ8vXX38tXbt2FX4b1RGSyCuvvGL9PvHEE626Fi5cKJ999pl06tTJIv6svL/66itp0aJFMYJFHRCwLVu2WH/dunUrxizoP6qbjbqRkXbat2/vI6YQ8alTp1r9Pu644yxGBPGfNGmSxYBgctQPo5g3b54sUikJRkjfAZ5R908//WQRaxgkRDcnJ8eSZP744w9hPDAzpBmIOnXAXClnBxgGTJM8/fr1s3DH7+XLl0uXLl2kUaNG1jhpE4Cx/PDDD9Zfy5YtrTao86233rKYE/mpk76uWbNG3njjDeudwJQMgDcY5bJly+Tkk0+28Ea933zzjSWpxak0SF9hcuDqww8/tJg5790DDwNHCwYOSLIIVRXEsb27lVx966j5SAoeHSopW7bKusWfS+2Wx0ij09tWCB98yKdeO0DtE1Gy5M571YaRqUTaGb7Dvcq8jDSp166l9HztDT0Qqa57Jj+pMIweox63nv766juqBouQQIiRjskHehsYFWaNc8q510i/D16UY86reHRcX3164yR44BBgRWsAgsUfhKmaRstlBRxl8/4CZ6zWUQ9BnCG2/CFBoHoxxA1iC1Pyt7I1bZt23a7kMflgAJ9++qnVbrt27XyrfYgm/X/ppZfkOpVAIbqohM4880yLob399tty0UUX+fqFxAAzgFmCD8pOmzbNWpUPHTrUGovpS9u2ba26kpKSSjA08pi+cb9161aLCSG5gTcnQOB/+eWXYn2Jjo6Wiy++WJ5++mmrrg4dOljMAkmJPr766qsyaNAgiwFQH33mGSpEygLgHJXeVVddZS0EDHPi/XTs2NHCP/006VYh7z8PA5UYAwdsnUSvD6HAK4moslzz9ExsJj/uqdXiG8spAy6tMKMwuKKeky+/SBLHjNC9EzkaPypdl6Cld7dAN9LVO62tEvD3pVazeFNVha7YLLqrl1Sr2wbp2d9p6p2l52JoX5yAO29gYKjM+M8N8seUOc7Hh/U3uIFxOMEwCDsB4t7+GwLbtGlTv8yCvKx+UYXxxwqdP9RA69evt2wCtGMAtdgXX3whJ5xwQrE+UQ9pEH6kANQxEEcY1RVXXGFJJ6+//rqgHjJg7+v27dutlfo555xTjFGQl7EjcdWt638xQLtIAtgvzj77bGtVb9oxV8Y5c+ZMOeaYY3xMyzyDySI9TZkyxTKIk46qiv4gobzwwguWqtDkp+8wOK6oFbHtnHrqqZbKiTQ7IDmhznKm2/N49x4GKhsGKixZEBxwx4qVkqR62KQtGyVzb7qqm3JUzx8q4bFR1mq+ZquTpeYJx0q0y0quogg46eLzJUf1vZ/f85B1zGqQrkDdPa60ZiVINU48RqJV3D8YCFKvqMQH75ZCZX7Ln3lZd6LHqqeUomrfit+qG6N3jKqkUnRlPeB26TVhlBxzzsFJGOXtM0QGwzfEG4IHQEAhZua3qYu8pEHwIWaoelBJoRJxA/KTD3UUKis78AwVlJ1RsXKHEdhtEKYMK27089hfIKCoXegLUg0rc5gF6p6rr77akoZMOa70l3ZYyfsD+uMGMCXDLFA/oQJiNW/vN+WQBLAlIPG4AaovVHgwTQg8QP979OhhjRkJY+DAgYLqzQB9giFTJjEx0SR7Vw8DRz0Gys0sdq39U7555DnZ9uu3kvLHbslSV1gJUBfPAFXT8NHqB1pQmGvR08gaDSQmIVbqtT5V2t5xg9Q65uD0+m0HXinRah+ZffV/1WCerXsqVNdbuF9FY70FSz0UIT+/9pYyl+1y9jNjJKqauwdUed5aiK6Auzx2v0o0OfLLyxM1tLnq3YMcq3narBKuGwlzZPol10n7R++W0++8uTzVH3QeCB9E1xBAiBQ6fjcgDzp3iDrqKAipP4BRoBJC9YI6ywkwqR9//NGXTJ0QUBiVUcH4HuoNdRm7iklHIqUfN998s7z77rsyYsQIuf3224tJO4yHvthVSpTHgA7Doz2M1TAjJ1CWfmJ3QfU0fvx4QVJBtWQH6qcv/vCGmg/cUZ8B058+ffpYzM+o2ewMgzLgmLrtgC0K3GH3wTEBm5Q/daC9nHfvYaAyYMBB/Up2qUCDAC5+eIR81PN8WfnBJNn965/qm6Q7omvW0oOD6qpXUnUJ1Q+SK78jatZV9U2m7F6xVn6Z+JFM6vcfWfb080rcS9ZdWsqKDybL1GtuUxVX0RGoLfp2l45PDddYURrnKStNi+7/gO314Fb72ztTZd4tN+tZ20U+9/bnpd2vnPqpzLxlqPa/iOgG68q4y+P3Sesh1+uhSf52equXlBJiCQ6Tzx8eJaunzC6tiUPyDIIFEcboDdHhD5sAv52MgLwQJJ7FxcVZqhU8ckoDysAA3ADmYAfaJj8ShhtApDGmQ3jJZwdUUngsIT08//zzFkFHGgFQlUFssSfYwdgdcAAwdhj7c/s9RBsnANrAfsCfnYDjMYYqC8nHOS7qgTGBK8boBqipsLsgIeE0AO4ZI33EhrF27VqL4ZmyvAcYMB5lvD+7Os/k8a4eBiorBkplFum798ic2+/RyK+jJGNzsgRXiZSQ6KoSELpPJcPqHgLg++O3Shv6nHwhasxL13LLHh4u8+56QDfSJZULDxuWfS2L73xYftN4ULNuGmrZQ2ANJ191mXR+drSqhdQAmsOGq5IMI0DtGoQb+f2DGbJk2COSnaa2jnLAr5Omy8LbhsqveuzrpzerUX1fDKpw9crq/MhQZRi48hqG4WhXxx8Upl5Jui9k5pU3ye+TZ5ajRf9ZzIrXTtjsuc1zexr35Ifo8dwAaazCDaGGoPF85cqVJkuxK/n5s9dhz2DaMPXBhLp3727tzbDbH3iOnYP2zjrrLIswskInnToMYPDFhoGEMGHCBEvNxTNUQxB6CDyqLwMwGAg4dVHWDcwYuJKP/l1++eXy8ccfW/UZSQLijYswDAnCbsZEnUgB7DexuxCDEydeGBv9fP/99y33X9qDEWDXQIoAz6YMzAFVHAyRK3k98DBwtGAgaJiCW2fTd+6WWTffKqsmvKNnQNSzGIAbcXYr60vTjyEwJFhX3hGyadFcSflrszQ88yz1cnL/yCm3buHnMufaIZK5bY+G96gqu39YKbtVNx/XWcvpPog6JxwnUU3idH/HZ6qS0h3FISV3evMRBofHyEZ1G83WfR6NNPx5sBJzf/Dn4mUye5CGQdf4UjC5Xd/9LMm7tkvjs07XesJ0o16QxHU6SzJ138eWxUvUzq4b95TQOAGjd0BQsPz27iS12bSUGi2bO7OU+RtC9vPPP1uEFjsAEoNxMaUwu4/Rw6NrN2oMxguhYx/A999/b9kPMNpSF3lJZ3UMsaIcbrcQcYysdkDXTnmuZtXN6hyA4OEOy/4F6mPlT/+oE5sAqpX1+p6whUCksQcwDtRZZmUO0WdVjf0iXg3UZmXN+OgvqiPaNXtAWJ3TLn3Ciwtg/BiuyYvHFeMwQF4YIy6rSDSUpz+0Q3swgAULFljEnHZol/0a3MMYkAgYL/lwOUYiwosK/CJpsV8CpkL/YFqk88f4wT9/jIM6kHrADxsYkapgELwPXGxhoieddJLFMEzfvauHgcqOgQCd4MV1A9pjdPBzbrtDfn5Zdz7XiFNKsX8lWGJA1uKI/5AwSjzdn8CO6l1/ynFXXixdR46QqJr7/dRNpnULlsrsa2+X9I1bJaSqbtriAyxQpVdqmjS7qK/0eulpCd+nQlmhKrFFqufOTipQewJ596+mTX26QUMj0a6VNkNulk6PPCxhGvLcCRajuF7bXL9dNxOq26PVZoG2mS7HXHG+9Hp+uDKpIuaWm5Ut84c+Ir++OkGZlOqzIVQl0WclBaTny4VL3pMGp7VxNlnqbwgxm7wgRkgJELq4uDjfKhTvI4gZYNRL5CEvRIg0CBvqFYgyRBWCBpE1zwyBszMhpsHq1aut9qgPwgYzMXYLfrPfgTogfNSNNGC3U8Ag1ivDgFiyuoahmDaon/0O1MM9hBkGQF8M0FfAKTGAD5gR9fJHWcOATFmuMClUR9RDHxkzzMDsZ4CZ8By3Y/ptt3eAM9RR4JY+JyQkFBsbDBQGRN/BgZ3ZmT7QT8ZEHw3wXnCjZdwwNvoFE7MzOZPXu3oYqMwYcGUWS58YLV/e/7iE1tSVpxsRZkTWR65G7ZRsDcKnqiclMAFVVd8Mw9APyg0ClHhnJ22Vhiol9HjpOamh7rUGfv5giiwYPFRydYd0cCREez/x5wPN3ZssCRf0ksSnHpSaCXFWsXWLlsjcGwdL6p97VCJQY4atjKkXd9vs5K3SpF8X6f/qKxJp7fwuevrzR1NU9XSv5OzRc7jt5ZV+FeYXSo622fLqi6Tj/4ZK7L49GxCkH16bKIuGPCBBwezD0DG7cMk8HUfV5vX1YKeJUrNpgq873o2HAQ8DHgaORgzsXwLt6/22X1bJilff1NW6iv2uxFeT1caZoyvg3DSNIpugnk/HJ0hIrVjdtb1TT7/bgx+nKy4KVUIJrVJHNi/8SuYNvln2bvrLyrfyk5lqo3hIV/MwCl39O9plT0eohuxY9fE7smnxUl/dCYkd5exnn9E6Q3Tjnhq9batUXyYl5AGFIWpTiPadkMezVdNn62FJDypDyCjOKHiovA7PpzBtc8X4F2X9vM987IBVd5v/Xi4n33qt7sHIUKZS3OBLcSA4KlyS/lgv3z79XFGC97+HAQ8DHgaOYgyUsFksune4bPvqRwmKQMe/X0VgxmiFENdTgVpefYl0e/5JaXPdlXLC5RfICVdeIM369ZACJdjbv/5B9fwaJ8oP02Bn9N6Vuk/jz98kKzdAvnhwuGRs313EKExDjmtOSqqceuO12t4Ay3BuHtdoquEw6ioDWqIbvzJyrUCA5hnXXD26NeGi/tLn+VEaTLDIC+hX9XpaeOs9kr2DMzCKVE/2MkX3ASqR7JTWN1wpbQYNtHaTmzxIUY3anSbZqrrYtuwra6wlGBXSiYYqydyxV+L7dSszPpWp27t6GPAw4GGgMmKgmBpqx+9rZOoFV0nyui1KuEsaoQtystU1NkK6vfycHlykHi6q23UCXkQr3v1Ylj3wmJ4TQahxl0CAWkitESqeqHtmnhpn9bQ6PKh8y3d7paig0jKkafdE6f/xq66G6kLVRa+cNksW4C6rnrZBGhqEtLzUndLskgukx+inVP2kdg2F9Urcp186SI3ZaRIcUXQan705c098qYSe7aS/RoPFsO4G+bl5svCRp+THUeMUX7r3o4RkEyBZe/6SHq+MkNYDB7nxXl+1qLewV2CgRXpB700aKjj+0KNjKMWW4em7fWjzbg4AA9hRmGvYZ5hr/DHHSMfWhN2FNAPkwzCPzQd7DXkBjPhO+5Ip413/eRhQCr0f1n46S/X/25Vwo4d3gGpbAsMKpMf4lyTBdsKdI5dFzNtcfamExVZR4j1Ez5NIVymluA2CMupHoqcZKbPRf5b84jRzkJinjEINqc16ny193nvRlVFYdSlhPf7cPhaBnXfjDapaSrEOUTpu4BVy9pPDJELdFAE8rebdcreqy0qXKHJSkjSibC899vU5v4yC+oLU06vzw3frKX1JsvLltyS0Vk3chnhUBDqGgMAI2fLNr3LsxWkSEaN48AMwBozXuHHirYRBlI/xtNNO83ni8NGyqxj/fjcDr5+qvWQPA8UwgDEfZwg85Zhv/GYxQtwuPMCMl5sphKMAxn/y44mG63JiYqLlKeYxC4Olf/61mBpq+djRsnX5T7qPYV/4bzN+NRLn7N0urW+/WfX1l5nUUq8EEIxo0FA2LVygEoYGAnQ9zKiUKjAwJyVL0x5dpK8G6/O3urfXUKtFc4lsFC8bv5gvdU89TXqN2x+e/M8ly2TO9UMk9Y9NurEPY7iTO0HY1QCv42zap4v0mfCCROxTW9nbcN6jkqqhoddXT56lrryZxXd5wywwaQQES0KvTqqKKhnIztTHSg7PHdxB8Upi5deqVStrfwAMghAdrPzYd4D7Ke6bTtdXUxcrP8oTrgOvJVaD/qQRmBT1OleS1GX36kHi4bfxXjJeTfY8lDGSEflM3fSD9lmZksYfz/mjbf7s6bjoQoQgYpQxfTP5SGOMpg7aLQvw1DLhPagHCc0OjId0cAVQv1l5044B2iavHRfkA3hGn00dpozb1dTPM4NDg2Pqo02TTr/Kqhccs88F92T6h9eVKe9sn3eBSzaxq2AC4AWXXwI+MgcNvk0549mGhxgMg30l7GBnnOUdK/3nHZu6GSM4AGd2vNOmwadzzPwmv6nD9M+eTp3Ux9Ve3rTDlT+3uWOvh7rJR1+4Ots0bbtd8ZrjffAeYMKmLL/tdXFPGjhkzpOXNPMtMAb6yW/GZNJpk3dNOdLsY6E+ytnfPb8ZB/0gL+O0l3Ebg1uaT7LI0woy1NgbGOTm3aONR4fKyQOKh0twq9CedtLF56mLbA2Zd5MS6Y3b1WjuEqbDXsDcK1HK2L1VTrvhekl85iFrr4N5VNb1xAvPkdonHqf2iWiJqlFEnH+ZPM3ytMrZkyYhsZrmMKBbdWqb6bjZ3jRQuox4WkIdxKS0dqvFNZSTb7xcltz3iKrpGu6vX/lRUESYbP/xe92cuFVqJMSXVo3vGR8nwMQxwMvt2bOn5Q4Kw2ATGHsI+OgNMHFmz54tqampPn9/3EjNvgQ2p/HB2wHiAgFYtWqVNSEhJAQAxL0TwgHQD9w/YWLEjGKSEs6bfR72GFNMVPYhsBcDF1XCkBOSg812ABv4+CCYyLiZwshYxRr3XPJQDgnr3nvvtVxt6TurYCY6ITXAjZn8EDrqIc4UdTuBFTEB/cgTFxdntcP4IMqMA9x00c1zjJN26Tt7Q8A1qhhwwBgpY4A+0yc23LFnBWCfBUyefoEjcMk7AN8wfDfg4wentMsVPHKGBvsvcBOmHtqhL/Hx8db7BOd2IsBHz36Q9evXW+8VPMIkSP/yyy8tgoJkirRgL2fvD2OjjbJ29VPGuEmzUAGHhF3hXUO4wNUFF1xgr9p3z/zBbZr3aNyT6ZcJaEmIeNyyARYJzBneCXhgzwzjoZ8smuzzkvzUDaHlfbAPBjwiIeFezbskjXmAmzT9BsA975/3zftl4yUAkUeq5xnvMk7nDGNmnlAP7wGp3tRjFbL9Rx8YC/Oe8tTDeG+88UZLhWzGz7h4jks37YMHogDwXdEGY+V9ofqj77wbvhOAb5xoCSwGCZfDPfOHq/lGwB/z1wDfJZtDyUed7H0ij785Yco5rz63pZxMDUKXCcfd/2FYmXUi5SdlSu1Tz1RCuL8Dzor8/W56dkfp+vwIidCXl6+hxrUBf1n1mT7SLR3Zu3fKaYOvk45P31chRmEqrnNsc6m67xyLFe9PlkW3PSC5uMdqfCdXRqHt5u5JkTbX3yCJTz5RIUZBm0gXtVrGa9eLiIfph3UN0T0L2dslN2P/LuRiz11+MJH8AUSJScXHat+FzeR59tlnLSLFhwhh5eNi4hJEj4+Q54TkttfPxwCRYhIy0blS1h5KA2LChIaJsEfh888/t/LZiTz9pV98lHx0rNypB+JK23xkbHAjvDgfCP1HQoK4kWb+IN6GIaBqY8ULoSG8BwQEwscffe7cubO1kqZPToBQjBw50vrQIR58HOCOMVAWvPARzZ071/ogIQDUS78gUGzUo23GZAfGBcONU0ICQebjgyFAnPhjzBB1GMbEiRMtYmEvb+75sMEpfeF9QJBon7GzAIBowCwIqAge+OM9GIB4PfXUU1b77CJ3jo+xglsWFfad9aa8uZq5YK4m3e1qVqYQaJg++OG9wYw5mZAzTdwAooQUDO7BOb9hsBA0iCD4Y/6CT/KBX9JhDLQBLlGXERbGTgRpC5yYRRO4oizzBEIMbpl/zFfTX3DMO2Iukg+Czpw39SBtwcD5FliA8A2BW74h5iBhaWAAToAQc34LbfIH0ydkP+Nh8QPQf+Yd744x8Y75XphzvHeiI59++um+b4QyMGT6Zr4Pvm0kO94F75fyzDcYEYyOd2P2FVEegPkwp/gu+RaZd5SvKPi+hELl3kXhuEtWUZCXJVF1a6qKpeINUFuzrp2lmdoAiBWl0QaLmELJZpTlq1imK91mPXoq0VaJQs+XOBj48e0PZendGvIjWd1jHXs3fPXq95efli21TztZ2t5+o4RHlx43yVfOcROoTEEH50jVnzrcQE3PzShf2JGSFRRPMas7Pm5WXABqhLFjx1oT89xzz7UmnikFcYtTwsZEhfBxeA8iaaLqnPlomUgQSiYTE5i8dmmBepisfLz8UYYDltgJDUHigzPAMz5YJv6AAQOsK6soPgI+ejuwWqI/5kO3P4Nh8CFQD0SSPKzUCQFi7xsbD88//3xr1WYvT5wmAhSiuuvbt69Vl/05OOSPPjAOpCtwQH0QCFb14MPOME15+szHCJ7oH32yqwNJg7gYewCBBm+44QaLEZg6uIIrg1OICuMz7dE32odh8X7AgX3lD2EYN26cRfAImY7jgx1455RHEoUowCzseLPnrcg988AA/TcMEqbPeJHi6C/t8twA5SBS/MEwINzg29QH/vhNpF7miSF2zAEII4SbBQN/EDo7UAfjheAzHyGqtAOYd0o91Ak+DXAPjmByhlHa5xtzgn6ZMnw/tPHmm29aYevvueceX/8h0Jy9Aj4g9gbAOQdwwUwBM+9IZ3EQp3OI9wqjJOglDMYOzC36RH76agfmNs/AJeMmRhnMikgE4MDOVHkXfIfg5b///W+J78Feb2n3vjcaoC+Z0BxuHkmc25ClRmM8jA4E1s5fLH98Mlcj1CpB9bXoqAnil5Qmxyhy+77//EEzijXzF8niOx5S7ygYBZPHz2pdk4P0MKMd338ny54YIWk7il6so3dl/sxOSlHByH1wGjlKx1PSu6zMSl0y8OGblR2rKERqTl5jwv3nP/+xJpBLMesjhmhDEDmLGoJjB/PBmKv9mf2eVRP18DGxckZMNsCKjJPwLrzwQl8/mORORkF+xkBbXJ2AFMKHAJh85t5KtP3HCpEP2QAfJicJ8oFBtCAU/oA8rHAN0bK3BWEoDcxzN3zBjFkVn3feeRbeIeysPN2ANvmYTR9MHjte7PfsJOf9QQwIle5kFKY8VwgkxOtAVpH2esq6p35ib9Ee0gVngNj7bC8Ps2W8zufmt7maMuAFwsjCiJWzwbt5zpUyLFJYYRtGYZ6b90Mec2+eQWjBIQzODmZeOvtCmHrK8A5YoNmBVTtjcwI4sTM4UydtmLHwLpFgnGDymqv9OZIOfTHAN4MEzfznYDGkFQMwWRg5C7jSvgeT39/VR93Q0YdFETWzaLXqK6CDCqoWqXsvvtBwHcUR5MtTys3qWfM1uN5gNXLrOQjs3XDSbBYr6vWUk5Imzc/vIX3eHyNh+wzL63XVR4yqisKaeQtlPrvB1bAeBKPQMZQFIVWqy29vvS3z7rxH0io4Tl76ztWblFW4eDvps/CwRhIeWTK8SVl9cj6nHVYOTASINuI0YipiLeK1fTXhLMtvVlqsZpio2DYOFPr3728ZR1GTQLiYzDArVB6sdO39cBLB8rTpr4wznQ/W6LOpl36gN2YVxUqtNEJq+oFawKweTRpXZ1v2Z9yXRYB5V6yKkfTI++KLL1r6fWc9FfnNe+NdEysLAmrHs1s9jAGpxE6s3PIdbBp4R6WCbh7piJMTiYnlRuQOpC1WzkhhEELmuxNQJWFQ5nvwB06GjHqKP7Mo8VfOns58470iydglPfJQD0QZKcgJZc0lnpeVp6w6Kc8iDRyggmXBBNBn7gnP72SkzjrL+u1jFsEqVYRGqTU+H2axX9y0KlBvqNykXfL7tFll1Vfs+Vpd3c+55i7J3Z0sgZG6UnQSbR0gqqfs5L2qelIPpHfHSci+FeWqSVNl8nn/J/Pvulsy9iQVq7e0H2vmLZLZ19xueT0FR8WUbNNf4cICCasRL6vf+UgW3nu/pO/e6y9nifSUjRtk1UcfS1h4LX1mY0w6vHw9f6P6CaqLbqButQcASA4Yr1ARIWaiIsFARdhtgHRW+XZ1UGnNsPqCiGJQRBQ+UGDyQSBQ+SBNIM6zyj9chImPAVzwsUKE+NAhSDApA0g5qDIgzjDGAwXaog2IM206/+gDaaWB6SP2BCQM4LXXXrPUNaWVK+0Z+n4kFAgVUlFlApg2c/D666+3pNd33nnHUvGBw4MFCHFiYqKlc0flZWdC3CMlc/XHPHmf9IM+mne3dOlSq5y//lHGLnEg0RO1mL6wELGv0MmL/Qz7Fc4cLOi4P9JAP6688kpL0mZ82IA4KRKJI04XiQcLxeSmuu07y59zftKdx+paFawqIwMQ0phG8s3w56XWSeqRoEbrsuCHie/L0jseU6O2bjKrojpV56SBH+VqlFBlFG0HXyuJTz/o20ex6uMpMvOqG9VGEiu/vztVsnbv0jO1X5eqdUr/QH5SQr9oyIOSpzYIv15PdFyRWqI/pGs4krBqjWXlhI8lY9tu3aE+Wqo3KellQ1YDORr5dv7ghyR11XrdZ6EECpuMD9Q5IC9Dj3o9XmJU/1lR4OVDIPDaQLXBqo2P0U6QEYn5CJjE5C8LMIgx0WEUEFpWngcCGLfxQsLghxrssssus1Qe5elDRdrjY6ZOiAFeYDA60mCgfPissA2AIxgnKyg3lYDJV9aVsnxoMGY3pkB/WMmWJV0YXKAyYGUMs8CGcc0111h65bL64XxOX1B38P7KattZ9kj9Zn4NGTJERo8eLTAM5tj//d//HXTz2HWwLyHN8u6N6hHnBhZMvXr5P6USoo/EidcU7wQ88n6Zv+YduXWQ+YYaiTmFRMdCi7HEOQgvdaCapR2O6eUERfKwyifdTXJ1a+9QpEEjGBfH/qImvvTSSy2HkkNRdzFm0axvT/n19Ymydw3ukcWNZgFhiuSMTPnsFj3R7NUXJE7Dd/sDDMuf3/U/za+MwlWi0JK56vsLo7j5Ouk0fOh+RqESxZwbhyijiNKd2BrTKaS2bJirIcSvGSR935wgUdWLNtg52/7pvUkaX2qYxSiKVE8ldeE6M6QgS/2mlcAHqaqrGEP0Vai7pWNqy8a5S2XWwOul78TX1LOqru+p/SZbXSdnDbpD1s9Qb4tqajwrxiiKcuYX5Em9Vieoiq/iNguIIkwAgykT0b7SMf1AvIZwQLwMYTXP3K4QQvOBuNXnVsZfGh8Belw+Xoxxh4OAmb7SB/BgVo8wUcRtu26WvPSBZ/bVp7/++0uHmKDWw+7gD7DP4DVVXsB4iXGRladxJcYQaR9fWXWRF0YBk+TvUABz5lCDWdSgeoPA01cWEwcDLE7Qy7MwQSo2zIL3wLuGSfkD3ifvEq8rcMiYWVDYpQNnWfJB7JFQYSws2PCUinMwClOO7wrHDOxzHMWL1yGMnQUHq32k8CMF2CVxJFi0aJEl7UEjDgUUq6VGQhOpizU/SyeQk/BpUlB4pKRu2K6qpUGydsGSEu0X6KRY/elcWTT4QStEB3sM3Fbwhap6Ypf0MedqFNkR91uxnii7ctIU+fTqG/SkOj0DIwz7hjYaoK5f0bVl/ezPZeHQoZLmsGFQ7oc335HFKlHkpigTUH2iW5t0NkdX4Qk9O0jiK0+rG60amDR8iRvoPNHggtVk25e/yrtn9pOlT42RHb+u0oi5yWq32Su7NSzK1y+8IRNOaydrP5olwdW0TZsgVlSnMte0dKmuR8o27n62WzPlSuNFM7H9EXYINjpU9KXlIZB43ZCPD+VgVRkQAcOgDgfRMQgybaDmgEjwx8cHAWDsBsATHzeSll09ZZ6X90p7MD/TltsV3FV0zOjeOW8cQoRfPQZbM7by9A2DJpIg79B42JSnXGl56AuAVHYoAZzdcsstlkcR6kKMrhBt015F2+I7AH94HKH6RBfPPEYtlagqqtKAfKju8HSjX1xxQUVq8PfNkM58M15l2AhR6SChlAbUjYr4/vvvtxgY9rNPPvnkkDH30to2z+g784qFk7/xmbwVuRZjFrzI0+69VaKPqSEFeQ5Dt1WrxvLXGEgpf+7W3dA3yJblK4q1lbRhs3w1cqx6ICUr0XZxe9V5CaPIU6+nlhecL/0+eMm3j2LNvAUyXd2/gsKqaehvFXhgFPuA+Rym0Wp/eeNtmX/HHZK6fb/H0l5tk5P8sjRgnyVRmEL2q9aVqwb0Y8/rK91fHS1tB10uHUc+qZsEdQdktnoNqE3GCeACxpOVqocFDRshE1p3knG1T5IX67eSN048S5be+oCkbdFdkbHRWpyBOWpQ1V2hEtMmHTpLdVsodkeug/7JipVJj64ehlEWkA/RHbHeHwMqqw7784oSTHvZit47Jz4rP1axBmCAMBCuX3zxRTGpw+RxXlHHwVyc4GzL+fxAV/a8L1QZuFFyNjjSCR91efDI6hWihbQJ0XLbX+LsJ2Oze6w5n4M/2mcVXNaYYVLUB8EuD8C42TiGCyqbBz/66COLaB7oSpd6YAxsBGSu02c2RqIeKgsYmx3HMALqM32xPzN1GXwg1aDmQgX61ltvWe2aPFydcwGmjqTDjnjeFVI/EtCRBLfxHGz7JahkrYQ4aXPbrZKfmuNKRCHiIdHV9YCiJJlzw62y+bv9nLa6SiadH3tQ92Q0lDxd5RcDKL4yitxkJdpXni+91espOHS/W2OeBhWMiU9QiSRJVx8llulalapkqsfJqrc/ls/uvEsljD1W9UhDpw+5XcOUV9PAgZmWJOJsF+bV4oKelgE9UnXHQKtLzpdOzzyuY9GDgzJS3ceq+WAawRwRW7WWBFaN1r8Yva8pwbF6qlqIMjUdVglgqKrqqtmmmZz+6OASj8ubUJ5VGGIvHj1MbAzNpU0S8rASY5WFLtUJtGc+HuczfkOcDmbFbq+TdmivPGM05UrLa3YAwyzACUQYr6HSgI+cVeqhWqU72/LXXwyOuDnDMCA+9LU0lYi9XogQ744yqEdKA943m9nQ8/sDCC3MAqLrttnMXo7nzB2n8wBzzt+8Q0JjnwkrbhgGhldDhO11+8OVPQ9EGGYJ3hg/NgW7zcqe13lfWv2G6djLOPOzkRRnBewXSElm9z5l1q9fb6Xby3MPI0byZ7zlfb/OOvjt7ItbniORVoJZ0GjbgZdL035na5wkNQgFuhBuXTWHKHHe+d0vMvemW+Sv5T/7+tpIbRmJzz4oYRrltUA9gSxiCqPAmJ20R465sLf0eHG4TtBi5hI5rn9vOVs3lkXWi5TsVPVwcVntY4COrBmvRm89Je+++3weS62vvUI6PnWv2jc0/lA6TG5fd5QgZasXQ/P+3aTn62OKJBZfT2EYF0qHpx5TlZQaorN005xbm+RHynH7s9Xlu9WxFqRreILoKDlz2INSTVcwFQXz4ZVXNcDGM/SpfEAwDH+AlwYEHx0q0ogdmJAQcPtHYH9OX/jQ7TYCVrqGuUBwKgLkp6wp76+see5GYEwZvGGMyyKGZOIWQVT5qE26yWu/QkjxcqEMQJ/AA3+MrTQwUpnpnz0vfS2LAbH/Abda2oIIO4kJ7TMPnH1B1UYYEfaH4J3DO/UH4IV3xiraH6DHxz7DvID4ot5xA/AEscfrx676Iy9zxk06M/WgQ8foSj9g6kg6jMsO5rcbPu35UAvFqwqSTYCs1ssjVVA3/TNt2OvDvuVcZJGPP2dfcAvHFoBBHfdgMyf5NrBTOIF0jOpxcfs3ulInf9Rv5pCznPO3oQfOdH+/mTv80b+Kfpf+6iQ9aJiCM0NAUKAkKLNI3bZJNn++2JIkLGJpz6gTOTgiRtL1AKN1c6dLjRM05EF8EytH7eOPlfqJp8u62Qv0kKRUDYcRKJnJe+TMobdJ12cfLXYehb3Kms2bSoP2HWX7im8kZf1mVUlhZHfod2g3Mla2fv2tbPvpW83fQSJiq0q9U1pJ7XatZc2kWRbDCAwPkcyd2+XUW6+T7i+NLHbwkb1NjM81Wp0oa2dMVhuDBssL82/zsJdzvVdmk5eiYUViIqX3e+PkmB6dXbO5JTKZ8bhgtWhUKKzieeH8IQr7I2CsuPjojbjPaplVDR81HyZGNvStfNToU1l9G0C1AEFlstMe4j0THPUMhAOdK2L/exqqnX4YiQTXQAzMhMvAI4sJDcFDRVHaBMXlFfdPCA/1Q6SMcRxCaIC2CJOAJARO+PBYAQJcMapjdITAsQkMV15D9Fn58lGDL8aNhMGHyYqUeimLqy8blXD35WNmzIRPYf8Jq0c+ZsYDHu1Eg/7TL9plIxi/aZcVN2VIQ0cPPukzfaBd3pETsD+gQ6cMK2/zXsA5jB8jKbilLOoM2qEN1CGos7iCf+YL4yMPwHsknTHiOcdCwh/wrlDnMUZwTZu8ExYFqE9QWxqJgHeP+pIy2B/AIzgknAZ95v1RD7hwAosTbA7MJZiG2ahJW8w/2mDOMR/N3HXDGWngnHfKRkDw5ga8QxYDvAfu2YsB7mgPJsNvcIzHFvMPGwbzkXfHfKMvfC+mL+CXccOc+EbAr1Etxen8wQMKfDD3yMu3zGIF3BIzi3dDft4V3yd1Mz+on/do/2YYH3gCJ8x13gMSCnPJ/o24jZs2+C7N98yYabs0+uFWj1tasfMsnBkydaIuuOdBtRXoHoKq6IYdhJsC2pm89GSJaVxbur4wRpp26eCrZuM338u0C6+RtE0bpd0Dd8lZ96snFYbrMmDrT7/IFBXT07fomRNqI3FrV2mTbrrbIY26nCb99aWYM73XzPrM8lBK275Rzhhym3R45O5y7Qb/faaeh6Eb+dI27FapSSc7dogKga5e0pMk9tim0nXsUxLfoV2FSvPxQYSYzACTB8LGy4bY8FEwCcsCJjyTmQmGmoUJxmTEIMuE494OTEzEaIgDHzptAkww+gATII189MGsUmEWtGVWiWZSsupzrpLt7UEM+FD5UExbjA8vJz4cAzwDH+Qnr+kb/eIeYHymfQiR/YMzz/nYIGR8nIwFHNIeHx0fEKtecASzgDBDJBiLGQ8EnOcGaI+8ECDqM0ySeqgX3INL8tEfGDYMwY2AmjohyLx/4xLN+zDEhDz0GWILc6FfBsARjMEwLX4bgsL4YC6889Leh6nLEH9UVhAc6gLPvBeIKQsR8+4pQ37wgMTBPXigTd6hU01l2uDK2AAzFuYp9fCOzdjAI+0556pVUP+jDBIV3kf+8Eoe3r2RhOkjjMYwIPrLAo33xDum38xnCD55TV/MHLETaeoGT7xf5iPvDZyxeAFvvC/eO3XGKSMxbTLvmWNIMwD4pX7mh8lDuvkmTT76Ci54D/ZvhLxOYMy8E/Nd0BfeP/guzzxw1mf/XSqzICMG3mmXDJD16koaUqWGT8Njr0Q5hqX3j25YXTo/O0Ja9O7me7xu/hJZPWOWdBvxqKUm8j0o4wZvq3nXD5a0v/aqEbw4gTNFYV25KTukxaX9pcuTT0pM3aLYL6unzZY1sz/TQ4/+V+RVZQqUcU3asEkWPfSkrJ8+XTVeYfoB5OsLDS1yseUbLcYrlVCoDaagQI2jOkECggulwRntpMdrIyW2YYMyWnJ/zKQAzEQ1uUh3ppln/q5MeCYuwKR2ElJ7Obf6TV/I59a2eW5/ZgiMvW7nvVs5tzTKUR/129sweU299mcmze1qxwcfqZ0BkN/Ua6/P33ic6fayzmduY3DrH3WYtp1l7PW7lSWtrPH5K+eWDhGlDwC4guC4gb3PPC9PP531uJVxjt9Zht8sFMqa0+QzOOXetMU9YH/Gb/Pcnl5WXyhj8pOX9wC4fXP+6gfHdiAff/Z0t7L2MubeLR/9stdl8lb0WiazoMK03Xtlth4tum7mUjUks0vZBfSjztMzuSPqVZX+70+QRqe1dclUsaQ/l3wpc6+/RjK2ZElAiB+JRFU/WXvXS/MLz5Vuz4ySKvV0Y9xBwuq5C+X7Uc9J0lp1l92qoUiykqUwCMKlennrRep9YIhGp62qu75DJDa+oZxy1xBp3i1R04u/+IPsilfcw4CHAQ8DlQID5WIW9DRDAwnOHHCl/Pnp1xIaq6HK1chdApRw5+pxpNWPj5du48ZI4zP860pLlPWTsOnb5fJR5/M0rpRKF0qoXUGN8Fk7/5QWl50v3Z4dLdE1tX+HAHb8tkbWapypHV8vkczdOyU/U1cRGkE2MFzFz1h1vevYXpp0bi919aAnDzwMeBjwMPBPxkC5mQVIyNazsBfcfb/8+OJ4iazVWPlFkchVDEEwDHV/jahdTbqOGynH9u1R7HGFfihz+Hz4GPlu+EuqRNcVux9eYdWpq/6c5G3SoFMb6f7Ci1KreUKFmipP5jx0jTo+4mgdDBAK3hIX96ufD6Y6r6yHAQ8DHgYOPQZUHmAPmbVFQGuvELOgN5kainvBXffIitcnSEQNJch+JIy89FSJalBVN8G9IE0T2x/QQJaNGidfP/is2gPU1Sy0PK6ZGktJbRiNupwl3V8cKzUOYDMc8tKih4ZLTfXoSuiaKNH7Tts7oAG4FMpOSZW59zyg53J/rlFqPfAw4GHAw0DlwwB0sEr9RtJx2CPSUD1NgQozCwplatiLRfffJyte+VC9pDAquy351YaRmSrRDXUD2LgXpHnXThQtF7DqXvK/Z+SHJ1+RwgA19ITrSt6tCZfa0FTlpe2S+u1Pln7vvC1V9hm9XbKWSMpTo9nsG++W38d/rF5Y0brxLkeqNE6Qumd2kJhGdXUXeRWVCDRUiXrWpKjL8MkDr5DazeJL1FNaQr4aD7eol1hW0t7SsnnPPAx4GPAw8PdhQAkp5wDVwUW7ZpGX4gExC0aQqy5n0y+/XtZM19OxYqqq8ddtXEVeUpF1q0i/996URqeXbfTGy2H5a+/Iwps1Cq3GlgoI9aPyKeGdZG+/SMJoel536TpqhFRt6H9TkimVlawr/lvv1xDl03XHtnpCaf0wBsnQP+JkBepVB5mfmyohtSKk77vvqMR0lmfQNgj0rh4GPAz8ozFwwJqQEPUj7jNBJYZzu1lGbaWkLohS7qRnSmRsTdVYUrfJhmVfueTZn4RE8f0bBAXUXdUaWyogzB+jUGaQlGqFP8eGUBI0cmzVOvLHx9OUAdwhyVu2lcxiS4HxfYpEMXGqBCmjEN1EiFdTYJDuUI4J1RAfYRJYJcISbsJqNlD34NHSTPeTeDiRi5MAABWiSURBVJ5PNiR6tx4GPAz8ozHgRmnLPeAwDWnR6/XnJaHPWVZoEHXmLVkWcSY6Rvb8vFrm3ni7bPzy25J59qWs0v0Rn9/5uOrGlPXAKNxUT9pGrtpN4tQLqUqTupKTulMzu7VboDaVOFmnx7nOv/PuYsEH7R3IVaP1sifGyup3p+g+kgjLPmJ/bt2rREHoEsSyTqPuk1b/d0GJLF6ChwEPAx4G/skYOGA1lB0puZlZ6iV1r/zw/FvqJVXX/axuJfJ5qboPow42jGfl2D7d7VXIXz+tkA979JWCNF3FW8evunAKrSNz5w5pd+ct0uGJobJTt9TPufFm2f7VbypJ6MFIfoztOcnbpXb7VnL+u+8Ws2Fk64bDWbfcJ6snfKLnUeiubWzozmbVGyA/WY9frFdLek8cK/EdK7Yzu9ggvR8eBjwMeBg4SjHgsiSv+EhCVGWUOPxxaXPTAMnYvdXS7ZeoRXcREr01c0eahtW4R37Xs7ntsPCWh5SZqDHbH6PQ1T0n5p1xx03S/tG7rN3gdTX+T/dxz0uVuDoWI3I1nCgDQV1Uv91ZEqERYw3kakiGOcoo/nhrmkaR1T0cQRgpzNN9V2wUGiU3rHas9Bj/jMcoHOjxfnoY8DDw78GAayDBAxl+sMZdadSpvXpAZcjmxcvUg0lVOiXsGMoMdCd21q4UPZc7TY679FyrqdUacPDH51/VZ5Hu9F6peJ4SbQIRtn/kTt8ZGBSOqVNbAwGeLJuXzdN69azvELU5WKAnYrH9Pn2XnHLPrZL4wFDf+d7EoZk54FZZ874eXFRFbSMhyjNLMAoNKaDHs0bUry093lQbReeO++o98he262P4J1YMsZIIxMeBKgSzI14TwftMyAF77yhDnBjizji3+xPbhuiZhCUgPg1RUokxRBl/8XbsdZt77EzEUyJ8BvFxTD+oh36bEAj8Jk4PkVDpz8HGqTHtH8iVkAwEjCNwHjF8TIC+8tbFOwCYRwSUI6hdfHy8Fc8JfBLriKikREgFaI9YTwQqJEZXaWEqrALefx4GKiEG/FiQD6ynHB2a+MQwdSvVnc9TlqiXlLpcOezeEPDQyDBped3FViOcdPfTi6+pw5EeD+oWvE+JUZ5+aMddfI6c9egdJYgelaAa6q3HVc7+79WSvFYDAUbF6tnXerRmrjKKoUOkw73KYPYFMMxVwgajWDtpTpFEQZtujELPxgjR6Jm9xo+W+E5nHhhCKlgKggpRgbhwDyEmuBl/EHICkRHEDIDIEbCN8NYEi3Mj8BDuadOmWTjr0aOHld8wDYLrvf/++zJgwAArkBltcD40EUqvuuoqq22T1wyD/sB86CMB1PgNgyBy57XXXivTNaYW/eaoVcoSbI/AaQSFI74QTIVw0ET4HDhwYDGiSV2G0Zj2yrrSFgwPPBBkrSJAwDiO/CT6aUXbpSzMmuB+MAaC7RFEjmBvRK3lPTF2Qn8T+RRcwFiIOEr49PPOO68iXfXyehioFBg4pMyCEUGU+4x/U2YF3CKrJ8/W0CB6qlYxW4IavMMCpVHbNhYCdq1ZL3tWrVD3VHaDO+I/KR3PV0klvndH6TVhjCujsCrR/xqd2kZ6a/TZGZdcqjGddiqPypF2w4ZKuzuG6CFLRcPM0WNOlzz4tKzRo1BD9IQ718iytJmaIaF61nfnMY8eMUbBOJAcCCcOoYGwQkBhChBawjhDyAcPHmxFNzXjNleIvTmf2qRBpDjG87HHHpNnnnnGOurRBIWjbiJYEtqcwHEA0kHXrl2t1f93330nHTp0sKKyGmLKlaihhHCmnp9++sk6F7tjx44WE6EemFb//v0tAsxZCoRLJiw6bcFoSIuLiyvGKGgbCQSGCHOhDnugP3+MBIbHmQ4wI8bpL1w19dsBvMDsYLKcC1FRYCwwBE68A+dECiZyKBIH9cJAqZc/8Et7SHJIMkggHngYOBoxcMiZBUhAwujxyjN6oFC2rJkxT8Jr1FZ+se+AefVciqzdWKJqqdShsOWb7yQbh6YgB6PgYZZKIUrUOz87XN1Yy97B3UDPpeg2bpzMu/MOqXPiSXLarbf4GEVuRqbFKL5/9nXdSKiMQneFl5Qo8HpSiSI2RhLHPCInXHgOvTjswAqZFSrqGQgMRNkQaNJgIqyCTZhkGAMEFICowmBY0SYmJpY4LpV6kB4g/tSFCgvJgPDfEGiO52SFDBMgL8SdVTDnQ0P4kEjsKiNODOMP4odahTbNOQycD8BY+KNf1I/KhSvAOEh3k4IgqDAT2kdKMG3SJ8KhwywJBW3aIp36WKlzpWx5mQW4owxg8Gj9KOd/4IVxEY4cyY5rv379rH7yjLOnwQUSCIwEvPOOYDIJCQnlbMXL5mGgcmHgsDALhhihBKjfe6+ol9QD8sO419VLSvW3KmEU6ilysac0l0AlGsDOH1dKTnamtQHPSjD/KTEgZMhJt90iNZo0NqllXhPUtnCp6ouD9aMNi9SDjBSQKKZfOVjWfDJHvabUyG3ZKBy6J20vP1UPLlJG0n/SaxKnJ/4dKYCYQsQhpBAbQ8AgMtgSIDyonzhQhfML2rRpYxF0+kcZ8sBkyINEAvG3A7Hs+YNBUD9E1Ugu3KM+gUHQD85lMEd30g/qdwOkCJ4TN98Av/mDGUH8ictPnay4kZCQGiDy5HEC6Zwex58TUPHA7FAZcUrcwQKEnv7DkAwDttcJgUcK4PhTt+cmjTFyeBL5wBOSUaIyTxgpDIRnSD2M1zBQwwTt7Xn3HgaOBgy4U4JD1PNQ3ZfQ+cnH1BspWH584W09alVVUrmFEq0EyUD2xl16LoSqoALVMF2MhijxDkiXZj0TTdZyX2Pq7Ndf4/U08+rbdb/FPHWPjVYJJpDlZPG6YEwp6h5bp5qGCHlBmhxBRkFHUOlwvi8A0TRXVr8YsWECEDhO3cKeATHiKFXSIEQQKnNvyqMm4bQtCBnMAwIOMcOegPoF4k1eiBlMCUIOYecZK2DuYSAQRH9AecoaIC+EFjsCfUJaoh6IPSt/mJrpnylTnitjphwEl/GWpw7aRmpCinHmp08cEkO9MGJ+A+TjHukGVduiRYtkyJAhFj7s/WScjA/mC944Ke7SSy+1TuebNGmSdRIaJ9nRVwz6MBeYPIzCji97nd69h4HKjoHDyiwYfFh0lHQd+bhkb0+R3z+ZqWYCPQciRl1V90F+TuZ+FZVJ9F0LJdyW15dczpsc3Ucx47/KKCbPU9WStmkZs10YhUoUVVrES4+Xn5Ym7Q4+rHo5u1csm/NUMAj1xIkTrdX5FVdcITNnzrSID+oODMnDhw+3bAMQJQiXk6gjISCtDBs2zCJkRtXUunVrSxowahiIuGEmdAimgrSAPYKjVGmPc5dhRgASCWXNyXowAo7vRH8PsYU4o6eHAWJ7gbHB5FAtQcBRlx0JwMMJbyRwYyfQ9BGmQ9/44z5e7Qjg2wAMkzFD7J0qM5gJ6RB+6sauwyl95IN5IFGceOKJ1nGk1A8zpk3uYRrce+Bh4GjEwGFnFiAlSFefbGgLHBQoP7/9joY6L3I95FlgiLqu6nkU/sAKC+7vYSnpqJ6mXXGLrJv2mTIKPdsZRuECecoowtSY3VMZReO/iVE4u4WBFE8lCPP1119vGVFZsRpVBt40ECfO+OWKd9Hxxx9vESOIJIwH4o7KBmLOEZScHYw6CN0/9aBDR03EOb8wFoglRlp08NgIYAbdunWz8vDMqF4wKnO+L/VDOP/44w9LtUU7lEFiMVILRBriyG+YByqwIwW0BU7cAMJtjtMkH8wBwl8eYPwwQPIzXnAIo0a6QLWFhMFYsfnQDp5a4Js/cLF8+XKrGc4IJ58HHgaOFgyU7ws5BKPBS6rX+OckN2eP7F21xldjWKPqqhpSZkGwvmKrLt2TURguW5b/KvXbnuLLX54bGMXi+5+UtVPnSpgaq4n1VFzFpbVoW4ZRdH7usUrBKFCL4LMP4WFFykHvrGBRYUB4IC5GgoARsIKFqeAey7VTp07Ss2fPYh43uLRC4CZPnmx5JXGOMu0sW7bMWvHjqWQA+wXSCMwDG4gboMbib70axFE3oQ4zZ0ej0kEtg22FvtJv2oKRsBcENRQMxr6Kd2vjcKfRD6Qj8GVUVdhDygPYMpAgIPYwGlRWjIl7mCJMGECVxzhxAoBRIF3xe8yYMRZusQuRxwMPA0cLBo4YswAhQcFB0ufNCfLbh1MF76QQNUDXbHWcqgmilaiofjzEJmGoqB+s+yVWvPSqtL7yYnW3VZtGOSBDj4CdedVgPQJ2gdoo1NBLlQ7NE1JGXlKaVG2ZIL1fHy0N2p5cjpoPXxYIKit+9NuohCDUSAKsflm58vzcc8+1DNPYL1ihYhtglXrRRRdJr169LCIF8aO8HWAuZvMdjAKYoHtS0NljgEU3D5APQoekwIY1VDgQRMqwQocY2oG+oY5B+jGA5BIdHW0RR9IgkuSh/6y6IarkZ0X+dwKMEjzBbJESGC8OAM4xOvsIfmDMN998s2WIhzHCdJDkGKcTSMdVGGYKc0AFB05RK8I8PfAwcDRh4IgyCxATqmHHT7zyQjVqF7nS1lVCHVo7WHK3pqml18YsNG+AHl+6d/k6+erZl6S97sIuC3KUAX2KjUIZRVhsFWUUqnpyfsRKaAnhEaXnZvd4deTfzigYEytOiCz7KHCtZMPXiy++KP/5z38sAgZzQEUEYYKhQNjR/0+dOtVyz2QTHat9N4CoQxxRKQGoszB+oyKCEVEOog4hx0YB0WSfBHVDGC+++GKfvcJZP/2y2wOQUlCDmQ1yuPiirqEN0gH2JaD2+bsAmwzSBPig/4nqvTRy5EiL8bZrV3rcL5geDNlIXTBuGDHjMRIf4+IevODBhZQI00CdCMPgHTv3w/xduPDa9TBQEQwccWZB5/hIA/YdTVqvZQuJrlVP0v5KKtlvXawFqYH8+6dfUrtCrLTVw4b8hQXP1A8Xr6f10xaqRFEKo0jPkLC6NaXvxDHS6LSKqbdKdvDQpKC+QJIALwCEm1UrewoIxeEGZhXM6thOsJ15MVSzkmdFy14NVviopkaNGmUxKBOSgnLUySq4bdu2EhcXZxlr+e2mW2clzR8qHWwcMJ727dtbhBHmA0BcAdonDXsIunyY4N8F8+fPt5gfTAJAFYQr8pQpUyxGjY3BH6Cq4p0YfMNYYYzYb8y7M4ZsVHJIi9SNBIeE5jSW+2vHS/cwUBkx8LcwCzsi2Gx34i1Xy85Bd6pXlLpFOgzRHH5UkJMrSwYP053ea6T1wP+TKP2gQyIihVAhubpS3Pj1t/LlfSMlefUGCa62z5hdUitg7aNgZ/Y5H7xcroOY7P08nPf2ValpBwINgTUE16SbK88ohzrFzTiLugfCheoDQmVUXKyMDTHnOYQeiYU/GAkrb4AYRkgDxgvKtAtT2LBhg6VeoR4kEAhvly5dZMaMGVablIN4kg+pCQINQ8Qeg/oMdRUr7SO95wCVE2qhCy+80OqPGVPv3r0tN2PCnaBi8rfyB8+MBxwZ5sA7MIyT+mA62HNQ3d1///0+rylwhdcYdhxsUcZhwPTBu3oYqOwY+NuZBQg68cJzZfmY0bL7ly0SFKEurg7VUUBoiASpzeLnF8bLd6OHS502HaRWq5OE86y3LvtcMlUlE1alvgRVp6w7yjFmRzWsoyE8HpNGZ7R1z1SJUiFG2CSMBGHvGgSKFb0hVPZn5h5CjGEZwsyKGPWHAcOAIHyoipBkANQlBmAkED1W0nbChn4fl15UKjAeDO1GxYTtBCbHypv+kxfiSDoEGCL5dwF4GD9+vLX73I4L+sP4kHZQ/REWZaDGrfK305pYTzgMUMbJSBk7rsgwBhwUkKRgwuSDwWAcRy2ItMb+Fw88DBxNGKgUzILd3IkjR8mk3hdLYY66GIaq7cLBMNj9HazHt4ZUiZXknzfI3h9+VzwHKHOJlPBausMbgufGKJRo5aVlSGS9OtLlucelRe+D3wF8JF4wBJzVuhuzoH38+Vmp+gMIFBv92JiH9GAHVsLUD0FD/WWA+ErG8IoBnHAV9ufk4zfEnxhS2FHsgN3FCaYtZ3pFfsMUIcBczYreXh7vKyQnCLCb2g7G966eZQLjgyk4iTx1sV+F0CbYaZAwkD7YL2JUTqY97C94jZFuJDqYBH0Dp0gvMCbUg0hTjB/gOfWTh3sPPAwcbRioFMwCpMW1P0M6j3xM5lx3t4RH6ZneEdq1EgyjSE8eVFVj80hRKA+LQ+gH6Ar6UebtTZWYFnFyzjvjpG6rE1yzVcZECAqrflawhuCYfppnpDufmTzmihQB0WfFa1w1zcqf/RcQYQisIX6sgLFzwGQwhKNOgTga4B6jtz8mZvJxhYjSP64GUEWhz7/ssst8hB1DMR5a9AMbgJMhoLpCekHSYUOi8zl1giuM/niH2SUhGAmqIcaBuqk0Qn3OOedYDAAnAPpDXzB6G2M4Y0D6sktgpCExwJDZ8Gi8vrBPlAdHlPfAw8DRgIFKwyxA1slXXyLpm7bL54+PkPBg3X8RoiswN2nBSnN7YEO5ShS5e/dIlWObSt8JY48qRgHB4Q/iyCrYyRBIgzCSh1VzaQAzMC64hllAMM8//3xrFf3BBx9Y9VMnRJi2qJffrKKddgUIv534k5eNfbjcUj8rZ4C6UEHRFrYMUz8rb6QW0vC6QhqB+KLOYqVOe05mQB1IWdTNeJxgIrvSd7skQDh0JA7aIVw49ZQGtMvqnz6hasPWgwrP2R9nHajkkCLeeusty06DCsveD2d+77eHgaMRA4fkWNVDOfB8NWYvf2WiLL5LY0rpvowAJU4BgW6bJfy3ypkZ+Rl7pfZZbaTH2NFS53h3t1L/Nfy9TyCkEF/UQv5WpzALXF0h+hBCfwCx5A/7AgTbAIQVdQl2C6QPiDBp5IGoQuwggLRfGrGkDEZvPJ4g9vwGTBlzNenmGekQ5bIIuFXZAfyHvYS+sxmuol5I9BU1H3YWpxRRWlc+/PBDCw9sVDSMubT83jMPA0cTBiodszDIWzl1lnz58KOS9JsGowvI02NUwzXWYKh57Ljqijg3Tw870sip+QUagjxS4jqfLWe/9JhEcZ7GUQYQK/7KIqSe/tv/iwU3MCTDrPznPHRPDEM8km0eut57NXkYKB0DlZZZ0O303Xvku5ffkPVTJ0vKZo3Ds32LqqXU0KnBCFXcsEZWWKhMoiBHV8LVJLpxLanePF7a3HmTNO3cofSRe089DHgY8DDgYaDcGKjUzMKMImNvsqydv0g2zpwhGXt2SU6G7jjOVt217mELjgiSyJrRUv341hKnu3Ibnfr3hu4wffauHgY8DHgY+Cdh4KhgFnaEoxLPycoUbBswi5CwcP3zp56yl/TuPQx4GPAw4GHgQDFw1DGLAx2oV87DgIcBDwMeBg4cA/8P5Otooy1Qwz8AAAAASUVORK5CYII=)**

**COMP5324 Internet Information Retrieval Report**

**Assignment 1: A Simple Index and Query System**

|  |  |
| --- | --- |
| **Name** | **Student ID** |
| Chen Qi | 18083945G |
| Zhao Haiqi | 18087348G |

### 

Table of Contents

[Readme 3](#_Toc1743563)

[Functions of the program 3](#_Toc1743564)

[Introduction of the development 3](#_Toc1743565)

[Basic Requirement 3](#_Toc1743566)

[Advanced Requirements 3](#_Toc1743567)

[Superior Advanced Requirements 4](#_Toc1743568)

# Readme

For readme file, you can also check our Github’s Repo for **Installation Guide** and **User Manual** here.

# Functions of the program

## Main.py

Continutly detecting user’s input and handle error inputs. And call different functions for different input corresponded.

## FileReading.py

#### fileReading(file\_path):

#### Read files from the directory of basic search. It stores all the term of documents into an inverted index. Convert all word into lowercase.

#### A stop word list is used to delete the common words in all files. The file name and the term appear in each typical file with its times would be stored in a nested dictionary.

#### This function returns a dictionary with {term:file} pairs. The repetitive file name is recorded which allows the program to calculate the times that one term appears in a file.

#### This function also returns a dictionary contains the position information of each word. It returns a dictionary with {file:[]} pairs. The array in value store the words in the file in order. The program can, therefore, access to the position of each word.

#### termVectorFileReading(file\_path):

## Read files from the directory of vector search. It searches the directory which inputs by the user and opens all the non-directory files. The string lines inside the file will be stored and broke into an array by a blank. The array is composited with words appear in the file. A stop word list is also applied.

## The nested dictionary is composited with {term : times} pairs while the out layer is the {file : {term:times}} pairs.

## The times will then be transformed into normalization format by using the vector space model. The Euclidean weights are applied in this function.

## Function.py

#### IDF(document\_frequency,total\_document\_number):

Calculate the IDF using the formula of log10(N/df)

## Interface.py

#### \_\_init\_\_(self):

Display the command line interface of main menu to user.

#### do\_query\_simple(self,file\_collection):

Get the query of user input of command line.

#### do\_query\_boolean(self,file\_collection):

Get the query of user input of command line of using Boolean searching.

#### do\_query\_multiwords(self,file\_collection,position\_information):

Get the query of user input of command line of using Phase searching.

#### do\_query\_ranking(self,final\_word\_list,file\_collection,doc\_idf):

Get the query of user input of command line of using Vector Space Ranking searching.

#### do\_path\_basic(self):

Get the path of documents from user input.

#### do\_path\_vector(self):

Get the path of documents from user input when using vector space searching.

#### display\_results(self,data):

Display the searching’s results.

#### search\_mode(self):

Get the searching’s mode of user input. For user to select the searching’s mode.

#### do\_help(self):

Display the command line instruction to users.

## SearchModes.py

#### simpleSearch(query,inverted\_index):

#### Using an inverted index to get the results of the query using the index of the dictionary in python. Return the results together with the counted number to the command line interface.

#### booleanSearch(query,inverted\_index):

Check the user input of keyword ‘and’ or ‘or’ first. Separate the query term and store in a query’s list. For ‘AND’ search, check all the query’s term in the inverted index vector. Then delete the document’s result when it was not contained in the later query’s term. For ‘OR’ search, add all the document occur in the for loop searching.

#### multiwordsSearch(query,totalInfo):

#### Get the query list and find out the results of the first query using the inverted index of the dictionary in python. The inverted index and position information are packed in the object totalInfo. Then, check if the next word in the query list is the same as the next word in position information array. If not, delete the file in the final list.

#### rankingSearch(query,final\_word\_list,totalInfo):

# The query, final word list, normalized vector, and IDF information are used in this function. The function will turn the query into a vector then use the IDF information to transform the query vector into a normalized vector. Then do the cosine similarity between the normalized query vector and every normalized file term vectors. Store the file name and ranking points in a dictionary as a {name: value} pair. Use the sorted function in python to rank the file name then return the results.

# Introduction of the development

## Basic Requirement

We developed the basic one first. We wrote a program for a command line interface that allowed the user to type the command in the program. For the first requirement (Use the Inverted Index approach to implement a simple Index and Query system for the given document set.) We wrote the program to read all documents in the directory. Also, allow the user to indicate the path of the directory. All words in English are separated with a space character. So we found all the space character and store the word in the inverted index vector. Also, count the number of occurrence of the term in the document. The vector of the term indicated which document contained the word and the number of terms. In Python, we use the dictionary. Which is contain key and value pair. In this case, the key is the term. The value is the vector of the document. For example, {“apple”:[“doc1”, ”doc2”]}. After that, the searching is to put the user’s input into the vector of the inverted index. The dictionary could get the correspond key-value pair of the term. For example, query = “apple”, then inverted\_index[query] would return the value [“doc1”,”doc2”]. Up to now, all Basic Requirements were fulfilled.

## Advanced Requirements

For the Boolean search, we decided to implement a program that first detected the “AND” searching or “OR” searching, then stored all the query’s term in a vector. For the “AND” search. We use a for loop function to check all the query’s term in the inverted index vector. Then delete the document’s result when it was not contained in the later query’s term. For example, the query is “Alice AND Bob” then the Alice result is [“doc1”, ”doc2”], and Bob result is [“doc1”], at that time, doc2 of the final result would be deleted. For the “OR” search. We just add all the document occur in the for loop searching.

For the phrase query’s searching. We store the term of in document in a vector that it also contains the position’s index. When processing the phrase query, we check the second’s term of the query is the next term (index + 1) of the first term or not. If it didn't then remove the document from the result.

## Superior Advanced Requirements

We had removed the stop word from documents. And transform all the term to lower case. Also, apply that to query.

For the requirement of ranking search. We use the vector space model to implement the TF-IDF and the cosine similarity. First, we did not use the same way of indexing in the basic version. We read all the document to make a term collection for the calculation of Document Frequency later. And store the total number of documents too. Then, we used a nested dictionary to store the Term Frequency of different documents. Then we created a Document frequency. We create a dictionary to store the document frequency of each term. The program read all the document to count the number of each term’s appearance. Then we use TF and df to calculate IDF by implemented the formula in the program. Then use TF and IDF to calculate TF-IDF weight. And also calculate the length of each document and do the normalization of the weight. For the query function, we pass the IDF to the searching program for calculating the weight of the query. Then we construct a dictionary of the query which is the term frequency in the same way. And calculate the weight by multiplied TF with IDF. And compute the cosine similarity by multiplied normalized weight of document with query’s weight. Use this as a score to store in the dictionary. Then the dictionary showed all the score of the document for this query. Sorted by descended and 0 scores of documented were removed. Then return the result to the user. The result showed the document with the score.

For improve the indexing and searching quality, we use Hashtable in Python for both indexing and searching. The dictionary component in Python are using the data structure of Hashtable.