Clousot Overview

# Overview

Clousot is the static checker for CodeContracts. It performs deep semantic analysis to discover ***facts*** about the program. It uses the inferred facts to report possible errors and ***to suggest program repairs***. In the default settings, the only bugs reported to the user are either provable or highly likely. This means programmers are not bothered by a large number of possible errors. Program analysis runs in the background and suggests code repairs at design time, *e.g.*, missing preconditions/parameter validation, equivalent non-overflowing expressions, correct variable initializations, stronger guards *etc*.

Clousot uses contracts to achieve modularity, scalability and to increase precision.

Clousot is widely tested (even on huge assemblies) and it is very stable. It is used within Microsoft as well as outside. It has been downloaded externally more than 50,000 times over the three years it has been available on DevLabs.

# Architecture

Clousot has 5 main phases: IL reading, fact discovery, assertion checking, report and repair suggestions, and inter-method propagation.

Analyses results, suggestions, inferred facts and program repairs are cached into an external SQL database. The database can be stored on a server and shared by team members.

### IL reading

Clousot begins with the IL generated by a .NET compiler. It uses a component called a *code provider* to access the IL of each method body, the contracts for each method (and object invariants for each type). It uses the code provider to construct a control-flow graph (CFG) of each method it analyzes. Clousot is totally parametric with respect to the code provider. Currently we have three code providers available (for CCI1, CCI2, and Roslyn) that implement the Clousot API.

Contracts are extracted (*e.g*., from contract assemblies) and attached so to create an annotated CFG. In the annotated CFG contracts are made explicit, as assertions or assumptions.

### Fact discovery

On the top of the annotated CFG, several static analyses are run.

A first set of analyses has the goal of providing a more abstract view of the program to simplify and factor out the task of the upper analyses. First the stack is made explicit and aliasing is resolved. Then, some of the high level structure lost in the compilation is reconstructed (to improve the precision of downstream analyses).

The fact discovery analyses are run on the result of the previous analyses. Examples of discovered facts are: which value is null/not-null, the numerical and the symbolical ranges for variables, the precise tracking of enum values, the content of arrays *etc.*

The fact discovery analyses in Clousot are at the state of the art. This Channel9 video details how they work (starting at minute 10):

<http://channel9.msdn.com/blogs/peli/static-checking-with-code-contracts-for-net>

###### Example. In the (incorrect) version of the Binary Search below, Clousot automatically discovers the loop invariant:

0 ≤ inf ≤ sup ≤ array.Length

static int BinarySearch(int[] array, int value)

{

var inf = 0;

var sup = array.Length;

while (inf <= sup)

{ // inferred fact: 0 ≤ inf ≤ sup ≤ array.Length

var index = (inf + sup) / 2;

var mid = array[index];

if (value == mid) return index;

if (mid < value) inf = index + 1;

else sup = index - 1;

}

return -1;

}

### Assertion Checking

The facts are used to prove program assertions. The user can choose which assertions should be checked. Assertions include contracts, non-null obligations, array accesses, integer overflows, buffer overruns in unsafe code, division by zero, negation of MinValue, floating point comparisons *etc.*

There are four possible outcomes for a checked assertion: *True,* the assertion is valid for all the program executions (correct); *False,* the assertion will fail every time the execution reaches it (definite error); *Unreached,* there is no execution reaching the assertion (dead code); *Unknown,* Some information is missing, or there exists some input for which the assertion is correct and some for which it is wrong (warning).

###### Example. In the binary search above, Clousot uses the inferred facts to prove the absence of null-dereferences, array out of bounds, and arithmetic overflows. It detects three possible bugs:

###### The input array may be null, so that the dereference of array may throw an exception;

###### The expression (inf + sup) may overflow (so index may be negative);

###### index ≤ array.Length, so that a buffer overrun may occur in the array load.

###### It proves that the other arithmetic operations do not overflow and that when the ldelem is executed, array is not null (otherwise an exception would have been thrown before)

### Report and Verified Repair suggestions

The output of Clousot is a list of warnings and of program repairs.

In theory, Clousot can report all the warnings it finds. This will easily overwhelm the programmer. In practice, Clousot has different, orthogonal features to reduce the noise from warnings. First, it has a baseline feature: only warnings not in the baseline are showed to the user. Second, it provides a selective way to shut off the warnings (at assembly/type/method level, only particular classes of warnings …). Third, it ranks warnings. The verbosity of the warnings can be settled by a simple slider:
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At the warning level “low” only warnings which are definitely a bug (*False*) or that are extremely likely to be a bug are reported. The noise ratio of “low” is extremely low, if not zero. For instance, in Microsoft Dynamics, Clousot with the “low” option reported exactly 29 warnings, and all of them were previously unknown bugs.

We also tried it on some of the .NET system libraries and we found 14 new bugs. For instance, this one is from System.Windows.Forms.dll (v4.0):
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Clousot not only captures the bug, but also proposes a fix for it:
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In general, Clousot suggests automatic and verified code repairs for the defects it detects. In our default usage scenario, ***the warning report is set to low and code repairs are on***. Code repairs are either missing contracts (preconditions, object invariants or missing postconditions or implicit code assumptions) or *semantic* fixes to the program source.

###### Example. In the binary search, Clousot detects that when the input parameter array is null, a null pointer exception will definitely be thrown. As a consequence, it suggests adding the precondition:

###### For the overflowing expression, Clousot suggests rewriting it into a (mathematically) equivalent, yet not overflowing form:

![](data:image/png;base64,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)

###### Please note that Clousot automatically found similar bugs in System.dll and mscorlib (v4.0), which would have been avoided with the repair code functionality.

###### For the possible off by one, Clousot points out that the problems comes from the initialization of sup. If the user changes the initialization of sup to array.Length-1, then Clousot infers the loop invariant

0 ≤ inf ≤ sup < array.Length

###### This it is used to prove that index < array.Length, so that no off-by-one will ever occur.

The repairs suggested by Clousot are inferred from the facts it discovers. They are correct by construction and are both modular and static (no need to run the program or to have test cases). The code repairs that Clousot suggests are: missing preconditions, missing postconditions, missing object invariants, implicit assumptions, wrong initialization, wrong test guards, off-by-ones, incorrect floating point comparisons, and for overflowing integral expressions. Clousot leverages the Roslyn infrastructure to apply code repairs to the source.

### Inter-method inference

When Clousot is done with the analysis of a method, it propagates the inferred preconditions and postconditions to the callers that method. Propagation is useful to reduce the annotation overhead and to help the user start using Clousot on an un-annotated code base, significantly reducing the number of spurious warnings.

# Status

Clousot is part of the CodeContracts tools. CodeContracts tools have been available for download for almost three years now on the DevLabs website. So far, we count almost 60,000 downloads. There is an active external community using Clousot. The community has provided very useful suggestions, feedback and bug reports. Thanks to the community input Clousot has become more stable, precise, and usable. We know of several open source projects using it, *e.g.,* the Facebook SDK for C#.

Clousot is very robust: we recently applied Clousot to Microsoft Dynamics X++, a .dll of 80Mb, containing almost 700,000 methods and 15,596 classes. Clousot analyzed it for 23 hours and found new bugs. This is an email of Peter Villadsen, the PM in X++, sent to his management:

**From:** Peter Villadsen   
**Sent:** Monday, February 06, 2012 3:02 PM  
**To:** Vikram Nagaraj (DYNAMICS); Azfar Moazzam; Richard Barnwell; Tom Ball  
**Cc:** Jay Pillai; Francesco Logozzo; Jakob Steen Hansen; Tanmoy Dutta  
**Subject:** Results from running code contracts on our application assembly

This mail is a followup on the code contract investigation that I have been pursuing on the side for a few weeks.

As you may remember, I started experimenting with Code contracts over the Christmas holiday (a mail was sent to a broad audience at that time – This mail is enclosed for your convenience): The dream scenario is that we would have an automatic way of validating our X++ application code.  The quality of our application code assets is of paramount importance to our success (not least in the cloud), and any means we can use to improve that quality seems warranted. The code contract framework is a framework that can be used to do in-depth analysis of source code, based on proving source code properties. This tool is shipped as part of .NET 4. As it happens, adding contracts in X++ can easily be done (as demonstrated by a prototype shown to Jay and Jakob), because we already have an IL story, and the tool that does code contract validation reads IL assemblies to do its work.

I started validating the approach by annotating some C# code (the XLNT framework) that I know well. I was able to identify 4 bugs with a few hours’ work, which I thought was encouraging. This result leads me to believe that we should not undertake writing C# code without using code contracts: The small extra time spent putting in the assumptions and assertions into the code is largely offset by the benefits reaped from better quality code. However, the real test was to see if the code contract analysis tool is able to realistically deal with the huge DLL that contains all the business logic (the assembly contains close to 700.000 methods). I gave the artifacts to Francesco, who ran it through his tool, which gave us a few interesting results (see below). Note that this assembly is the raw assembly we use for production; no code contracts were explicitly added to it. There is no doubt in my mind that adding Assertions and Assumption in the X++ code will improve the quality tremendously.

The tool ran for around one day, and spit out hundreds of thousands of errors, even without any specific contracts entered by the developers. You can find the log of more than 332000 possible issues here: <http://dynamics/AX/AX7/Teams/BIDevTools/Shared%20Documents/Programming/warnings.txt>. Please see below for some examples. Note, that once the tool has run for the first time, rerunning it (even with a modified assembly) takes around 1.5 hours: In other words a cache is maintained. It is obvious, that the tool would be much more useful if we use feature where the developer provides the list of artifacts that he is interested in, and the tool will run in more manageable time.

Please note, that the results described here have materialized through Francesco’s diligence and his drive to improve their tools in the face of pathological input.

Example 1: The loop below will never run more than once, because the ExtractForm static method invariably throws an exception

**Method 170 : Dynamics.Ax.Application.SysXLNTMetadataExtractor.ExtractForms(System.String)**

Dynamics.Ax.Application.SysXLNTMetadataExtractor.ExtractForms(System.String)[0x15]: warning : Possibly calling a method on a null reference 'local\_1'

Dynamics.Ax.Application.SysXLNTMetadataExtractor.ExtractForms(System.String)[0x58]: reference use unreached

The highlighted code is dead code as ExtractForm always thrown an exception

public static [void](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://mscorlib:2.0.0.0:b77a5c561934e089/System.Void) [**ExtractForms**](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://Dynamics.Ax.Application:6.0.947.9040/Dynamics.Ax.Application.SysXLNTMetadataExtractor/ExtractForms(String))([[In](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://mscorlib:2.0.0.0:b77a5c561934e089/System.Runtime.InteropServices.InAttribute/.ctor())] [string](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://mscorlib:2.0.0.0:b77a5c561934e089/System.String) directory)

{

[string](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://mscorlib:2.0.0.0:b77a5c561934e089/System.String) **nullString** = [PredefinedFunctions](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://Microsoft.Dynamics.AX.Xpp.Support:6.0.0.0:31bf3856ad364e35/Microsoft.Dynamics.Ax.Xpp.PredefinedFunctions).[GetNullString](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://Microsoft.Dynamics.AX.Xpp.Support:6.0.0.0:31bf3856ad364e35/Microsoft.Dynamics.Ax.Xpp.PredefinedFunctions/GetNullString():String)();

    nullString = @"\Forms\";

[TreeNode](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://Dynamics.Ax.Application:6.0.947.9040/Dynamics.Ax.Application.TreeNode) **formNode** = [TreeNode](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://Dynamics.Ax.Application:6.0.947.9040/Dynamics.Ax.Application.TreeNode).[findNode](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://Dynamics.Ax.Application:6.0.947.9040/Dynamics.Ax.Application.TreeNode/findNode(String):Dynamics.Ax.Application.TreeNode)(nullString).[Aotfirstchild](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://Dynamics.Ax.Application:6.0.947.9040/Dynamics.Ax.Application.TreeNode/Aotfirstchild():Dynamics.Ax.Application.TreeNode" \o "TreeNode Dynamics.Ax.Application.TreeNode.Aotfirstchild();  CTRL+Click to open in new tab.)();

    if ([TrueFalseHelper](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://Microsoft.Dynamics.AX.Xpp.Support:6.0.0.0:31bf3856ad364e35/Microsoft.Dynamics.Ax.Xpp.TrueFalseHelper" \o "Microsoft.Dynamics.Ax.Xpp.TrueFalseHelper  CTRL+Click to open in new tab.).[TrueFalse](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://Microsoft.Dynamics.AX.Xpp.Support:6.0.0.0:31bf3856ad364e35/Microsoft.Dynamics.Ax.Xpp.TrueFalseHelper/TrueFalse(Int32):Boolean)(([int](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://mscorlib:2.0.0.0:b77a5c561934e089/System.Int32)) ![TrueFalseHelper](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://Microsoft.Dynamics.AX.Xpp.Support:6.0.0.0:31bf3856ad364e35/Microsoft.Dynamics.Ax.Xpp.TrueFalseHelper" \o "Microsoft.Dynamics.Ax.Xpp.TrueFalseHelper  CTRL+Click to open in new tab.).[TrueFalse](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://Microsoft.Dynamics.AX.Xpp.Support:6.0.0.0:31bf3856ad364e35/Microsoft.Dynamics.Ax.Xpp.TrueFalseHelper/TrueFalse(Boolean):Boolean" \o "bool Microsoft.Dynamics.Ax.Xpp.TrueFalseHelper.TrueFalse(bool);  CTRL+Click to open in new tab.)([WinAPI](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://Dynamics.Ax.Application:6.0.947.9040/Dynamics.Ax.Application.WinAPI" \o "Dynamics.Ax.Application.WinAPI  CTRL+Click to open in new tab.).[folderExists](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://Dynamics.Ax.Application:6.0.947.9040/Dynamics.Ax.Application.WinAPI/folderExists(String):Boolean)(directory))))

    {

[WinAPI](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://Dynamics.Ax.Application:6.0.947.9040/Dynamics.Ax.Application.WinAPI).[createDirectoryPath](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://Dynamics.Ax.Application:6.0.947.9040/Dynamics.Ax.Application.WinAPI/createDirectoryPath(String):Boolean" \o "bool Dynamics.Ax.Application.WinAPI.createDirectoryPath(string);  CTRL+Click to open in new tab.)(directory);

    }

    while ([TrueFalseHelper](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://Microsoft.Dynamics.AX.Xpp.Support:6.0.0.0:31bf3856ad364e35/Microsoft.Dynamics.Ax.Xpp.TrueFalseHelper" \o "Microsoft.Dynamics.Ax.Xpp.TrueFalseHelper  CTRL+Click to open in new tab.).[TrueFalse](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://Microsoft.Dynamics.AX.Xpp.Support:6.0.0.0:31bf3856ad364e35/Microsoft.Dynamics.Ax.Xpp.TrueFalseHelper/TrueFalse(Boolean):Boolean)(![EqualHelper](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://Microsoft.Dynamics.AX.Xpp.Support:6.0.0.0:31bf3856ad364e35/Microsoft.Dynamics.Ax.Xpp.EqualHelper" \o "Microsoft.Dynamics.Ax.Xpp.EqualHelper  CTRL+Click to open in new tab.).[Equal](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://Microsoft.Dynamics.AX.Xpp.Support:6.0.0.0:31bf3856ad364e35/Microsoft.Dynamics.Ax.Xpp.EqualHelper/Equal(Microsoft.Dynamics.Ax.Xpp.XppObjectBase,Object):Boolean" \o "bool Microsoft.Dynamics.Ax.Xpp.EqualHelper.Equal(XppObjectBase, object);  CTRL+Click to open in new tab.)(([XppObjectBase](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://Microsoft.Dynamics.AX.Xpp.Support:6.0.0.0:31bf3856ad364e35/Microsoft.Dynamics.Ax.Xpp.XppObjectBase" \o "Microsoft.Dynamics.Ax.Xpp.XppObjectBase  CTRL+Click to open in new tab.)) formNode, null)))

    {

[ExtractForm](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://Dynamics.Ax.Application:6.0.947.9040/Dynamics.Ax.Application.SysXLNTMetadataExtractor/ExtractForm(Dynamics.Ax.Application.TreeNode,String)" \o "void Dynamics.Ax.Application.SysXLNTMetadataExtractor.ExtractForm(TreeNode formNode, string directory);  CTRL+Click to open in new tab.)(formNode, directory);

        formNode = formNode.[Aotnextsibling](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://Dynamics.Ax.Application:6.0.947.9040/Dynamics.Ax.Application.TreeNode/Aotnextsibling():Dynamics.Ax.Application.TreeNode)();

    }

}

|  |
| --- |
| public static [void](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://mscorlib:2.0.0.0:b77a5c561934e089/System.Void) [**ExtractForm**](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://Dynamics.Ax.Application:6.0.947.9040/Dynamics.Ax.Application.SysXLNTMetadataExtractor/ExtractForm(Dynamics.Ax.Application.TreeNode,String))([[In](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://mscorlib:2.0.0.0:b77a5c561934e089/System.Runtime.InteropServices.InAttribute/.ctor())] [TreeNode](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://Dynamics.Ax.Application:6.0.947.9040/Dynamics.Ax.Application.TreeNode) formNode, [[In](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://mscorlib:2.0.0.0:b77a5c561934e089/System.Runtime.InteropServices.InAttribute/.ctor())] [string](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://mscorlib:2.0.0.0:b77a5c561934e089/System.String) directory)  {  [PredefinedFunctions](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://Microsoft.Dynamics.AX.Xpp.Support:6.0.0.0:31bf3856ad364e35/Microsoft.Dynamics.Ax.Xpp.PredefinedFunctions).[LogCQLFuncError](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://Microsoft.Dynamics.AX.Xpp.Support:6.0.0.0:31bf3856ad364e35/Microsoft.Dynamics.Ax.Xpp.PredefinedFunctions/LogCQLFuncError(Int32,String,String))(0x93, "SysXLNTMetadataExtractor", "ExtractForm");      throw new [InvalidRemoteCallException](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://Microsoft.Dynamics.AX.Xpp.Support:6.0.0.0:31bf3856ad364e35/Microsoft.Dynamics.Ax.Xpp.InvalidRemoteCallException/.ctor())();  } |

Example 2: Call on a reference that is provable to be null:

This seems a definite null pointer exception:

   if ([TrueFalseHelper](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://Microsoft.Dynamics.AX.Xpp.Support:6.0.0.0:31bf3856ad364e35/Microsoft.Dynamics.Ax.Xpp.TrueFalseHelper" \o "Microsoft.Dynamics.Ax.Xpp.TrueFalseHelper  CTRL+Click to open in new tab.).[TrueFalse](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://Microsoft.Dynamics.AX.Xpp.Support:6.0.0.0:31bf3856ad364e35/Microsoft.Dynamics.Ax.Xpp.TrueFalseHelper/TrueFalse(Boolean):Boolean)(\_createForDefaultAccount))

    {

[ListEnumerator](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://Microsoft.Dynamics.AX.Xpp.Support:6.0.0.0:31bf3856ad364e35/Microsoft.Dynamics.Ax.Xpp.ListEnumerator) **listEnumerator**;

        if ([TrueFalseHelper](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://Microsoft.Dynamics.AX.Xpp.Support:6.0.0.0:31bf3856ad364e35/Microsoft.Dynamics.Ax.Xpp.TrueFalseHelper" \o "Microsoft.Dynamics.Ax.Xpp.TrueFalseHelper  CTRL+Click to open in new tab.).[TrueFalse](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://Microsoft.Dynamics.AX.Xpp.Support:6.0.0.0:31bf3856ad364e35/Microsoft.Dynamics.Ax.Xpp.TrueFalseHelper/TrueFalse(Boolean):Boolean)(listEnumerator.[Movenext](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://Microsoft.Dynamics.AX.Xpp.Support:6.0.0.0:31bf3856ad364e35/Microsoft.Dynamics.Ax.Xpp.ListEnumerator/Movenext():Boolean)()))

        {

            throw [XppExceptions](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://Microsoft.Dynamics.AX.Xpp.Support:6.0.0.0:31bf3856ad364e35/Microsoft.Dynamics.Ax.Xpp.XppExceptions).[Throw](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://Microsoft.Dynamics.AX.Xpp.Support:6.0.0.0:31bf3856ad364e35/Microsoft.Dynamics.Ax.Xpp.XppExceptions/Throw(Int32):Microsoft.Dynamics.Ax.Xpp.XppException)(([int](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://mscorlib:4.0.0.0:b77a5c561934e089/System.Int32)) [AifFault](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://Dynamics.Ax.Application:6.0.947.9040/Dynamics.Ax.Application.AifFault).[fault](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://Dynamics.Ax.Application:6.0.947.9040/Dynamics.Ax.Application.AifFault/fault(String,String):Dynamics.Ax.Application.Exception)([PredefinedFunctions](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://Microsoft.Dynamics.AX.Xpp.Support:6.0.0.0:31bf3856ad364e35/Microsoft.Dynamics.Ax.Xpp.PredefinedFunctions" \o "Microsoft.Dynamics.Ax.Xpp.PredefinedFunctions  CTRL+Click to open in new tab.).[LookupLabel](http://127.0.0.1/roeder/dotnet/Default.aspx?Target=code://Microsoft.Dynamics.AX.Xpp.Support:6.0.0.0:31bf3856ad364e35/Microsoft.Dynamics.Ax.Xpp.PredefinedFunctions/LookupLabel(String):String)("@SYS326452"), "DimensionContainerNotValidForDefaultAccount"));

        }

    }

More examples in

**Dynamics.Ax.Application.DimensionServiceProvider.buildDimensionStorageForLedgerAccount(Dynamics.Ax.Application.LedgerAccountContract, System.Boolean, System.Boolean)**

Dynamics.Ax.Application.DimensionServiceProvider.buildDimensionStorageForLedgerAccount(Dynamics.Ax.Application.LedgerAccountContract, System.Boolean, System.Boolean)[0x53]: warning : Possibly calling a method on a null reference '\_ledgerAccount'

Dynamics.Ax.Application.DimensionServiceProvider.buildDimensionStorageForLedgerAccount(Dynamics.Ax.Application.LedgerAccountContract, System.Boolean, System.Boolean)[0xd0]: warning : Possibly calling a method on a null reference 'local\_4'

Dynamics.Ax.Application.DimensionServiceProvider.buildDimensionStorageForLedgerAccount(Dynamics.Ax.Application.LedgerAccountContract, System.Boolean, System.Boolean)[0x17b]: warning : Calling a method on a null reference 'local\_9'

Dynamics.Ax.Application.DimensionServiceProvider.buildDimensionStorageForLedgerAccount(Dynamics.Ax.Application.LedgerAccountContract, System.Boolean, System.Boolean)[0x1e3]: warning : Possibly calling a method on a null reference 'local\_5' (Fixing this warning may solve one additional issue in the code)

Dynamics.Ax.Application.DimensionServiceProvider.buildDimensionStorageForLedgerAccount(Dynamics.Ax.Application.LedgerAccountContract, System.Boolean, System.Boolean)[0x1ef]: warning : Possibly calling a method on a null reference 'local\_5'

Dynamics.Ax.Application.DimensionServiceProvider.buildDimensionStorageForLedgerAccount(Dynamics.Ax.Application.LedgerAccountContract, System.Boolean, System.Boolean)[0xef]: warning : Possibly calling a method on a null reference

Dynamics.Ax.Application.DimensionServiceProvider.buildDimensionStorageForLedgerAccount(Dynamics.Ax.Application.LedgerAccountContract, System.Boolean, System.Boolean)[0xf9]: warning : Possibly calling a method on a null reference

Best Regards

Peter Villadsen  
Senior Program Manager - X++ experience team   
Microsoft Corporation

phone: +1 425-704-9538   
email: [peter.villadsen@microsoft.com](mailto:peter.villadsen@microsoft.com)  
blog: <http://blogs.msdn.com/x/rss.xml>