**I. Biến, comments, built-in**

**1. Sử dụng JavaScript với HTML**

B1: Tạo folder thư mục rồi insert và VS code

B2: Tạo 2 new file main.js và index.html

B3: Trong file index.html thực hiện tạo 1 html đơn giản:

- Gõ “html5” => Enter

- Thêm thẻ script với src trỏ đến file main.js

<!DOCTYPE html>

<html lang="en">

<head>

    <meta charset="UTF-8">

    <meta http-equiv="X-UA-Compatible" content="IE=edge">

    <meta name="viewport" content="width=device-width, initial-scale=1.0">

    <title>Document</title>

</head>

<body>

    <script src="main.js">

    </script>

</body>

</html>

B4: Trong file main.js tạo 1 ví dụ đơn giản:

alert('Hello')

B5: Chạy web sử dụng “Go Live”. Ấn tổ hợp Ctrl + Shift +I , chọn Console để xem giao diện run file js.

**2. Khái niệm biến và cách sử dụng**

**Biến là gì?**

Trong quá trình xây dựng website hoặc các ứng dụng với Javascript chúng ta sẽ cần phải làm việc với các dạng thông tin dữ liệu khác nhau. Ví dụ:

1. Phần mềm kế toán - Chúng ta sẽ làm việc với những con số
2. Website bán hàng - Làm việc với dữ liệu thông tin sản phẩm, đơn hàng và giỏ hàng
3. Ứng dụng Chat - Dữ liệu là những đoạn chat, tin nhắn, thông tin người chat

Biến được sử dụng để lưu trữ các thông tin trên trong quá trình ứng dụng Javascript hoạt động.

**Khai báo biến**

Để khai báo biến ta sẽ bắt đầu bằng từ khóa var (var là viết tắt của từ variable - nghĩa là biến). Khai báo biến có cú pháp như sau:

var [dấu cách] [tên biến];

Theo cú pháp trên, mình sẽ định nghĩa một biến có tên là fullName với dự định để lưu tên đầy đủ của mình vào đó.

var fullName;

Tiếp theo, ta có thể lưu thông tin vào biến fullName này:

var fullName; // khai báo biến

fullName = 'CudHnyuH'; // gán giá trị

Chú ý có dấu nháy đơn '' bao ngoài chữ CudHnyuH. Đó là cách để thể hiện dữ liệu dạng chuỗi (văn bản) trong Javascript.

Khi đoạn mã trên được chạy (thực thi) Javascript sẽ tạo biến với tên fullName và gán giá trị 'CudHnyuH' cho biến này. Một vùng nhớ trong RAM của máy tính sẽ được sử dụng để phục vụ việc lưu trữ những giá trị của biến khi chương trình được thực thi.

Chuỗi 'CudHnyuH' đã được lưu vào vùng nhớ tương ứng với biến fullName. Ta có thể truy cập tới chuỗi này qua tên biến:

var fullName;

fullName = 'CudHnyuH';

alert(fullName); // hiển thị giá trị của biến

Để đơn giản và ngắn gọn, ta có thể kết hợp việc khai báo biến và gán giá trị cho biến thành một dòng:

var fullName = 'CudHnyuH'; // khai báo và gán giá trị

alert(fullName);

Ta cũng có thể khai báo nhiều biến trong cùng một dòng cách nhau bởi dấu , như sau:

var fullName = 'CudHnyuH', age = 23, workAt = 'Hust';

Trông có vẻ ngắn gọn, tuy nhiên mình khuyên các bạn không nên dùng cách này. Khi cần khai báo nhiều biến hơn thì cách này trở nên rất khó đọc.  
  
Ta nên khai báo biến trên mỗi dòng khác nhau để dễ đọc hơn (nên dùng cách này):

var fullName = 'CudHnyuH';

var age = 23;

var workAt = 'Hust';

Một số cách khai báo biến trên nhiều dòng khác như sau:

var fullName = 'CudHnyuH',

age = 23,

workAt = 'Hust';

Thậm chí có cả phong cách sau:

var fullName = 'CudHnyuH'

, age = 23

, workAt = 'Hust';

Về mặt kỹ thuật thì tất cả các cách đều tương tự nhau. Vì vậy dùng cách nào là tùy theo sở thích của bạn.

Khi gán giá trị dạng số cho biến chúng ta không sử dụng dấu nháy đơn '' bao bọc bên ngoài. Như ví dụ trên thì age = 18 ta sẽ viết luôn là số 18 và không sử dụng dấu nháy.

**3. Cú pháp comments là gì?**

**/\*\* => Gợi ý comment trong VS**

## Giới thiệu

Hầu hết các ngôn ngữ lập trình đều có cú pháp dành cho việc comment code. Trình biên dịch sẽ bỏ qua những dòng và khối comment trong code của bạn. Vì vậy comment mang mục đích để lập trình viên có thể chú thích code mà không ảnh hưởng tới việc thực thi của ngôn ngữ lập trình.

## Cú pháp

#### Comment trên một dòng

Chúng ta sẽ sử dụng 2 dấu gạch chéo // trước comment. Cú pháp như sau:

// [Nội dung comment]

Áp dụng:

// Hàm alert sẽ bật lên hộp thoại

// trên trình duyệt

alert('Học lập trình tại F8');

Hoặc sử dụng ở phía sau dòng code:

var userName = 'sondn'; // Gán 'sondn' cho userName

#### Comment nhiều dòng - một khối

Cú pháp:

/\* [Nội dung comment] \*/

// hoặc

/\*

[Nội dung comment]

\*/

Áp dụng:

/\*\*

Ở bài trước chúng ta đã học về biến

Và hôm nay chúng ta học về comment

\*/

var fullName;

var age;

Bất cứ nội dung gì nằm giữa ký tự /\* và \*/ sẽ là comment.

## Sử dụng khi nào?

Chúng ta sử dụng comment với 2 mục đích chính:

#### Mục đích chú thích code

Chúng ta sẽ chú thích trên các đoạn code để hướng dẫn cách sử dụng, mô tả cách hoạt động hoặc giải thích tại sao ta lại làm như vậy. Việc làm này thường áp dụng đối với những đoạn code phức tạp, với những code đơn giản thì không cần sử dụng comment. Hãy áp dụng nguyên tắc đặt tên biến đã học để code của bạn viết ra sẽ tự giải thích luôn ý nghĩa của chính nó.

Đây là ví dụ cho việc comment để mô tả cách sử dụng:

/\*

Example:

var checked = true;

<Checkbox

checked={checked}

onChange={event => doSomething(event.target.checked)}

>

Label for Box

</Checkbox>

\*/

function Checkbox() {

...

}

Việc lạm dụng comment, sử dụng không đúng lúc, không đúng chỗ sẽ gây dư thừa không cần thiết, làm mã của bạn trở nên khó nhìn và gây phản tác dụng. Vì vậy hãy cân nhắc sự cần thiết mỗi khi có ý định sử dụng comment trong mã của bạn.

Ví dụ dưới đây mô tả việc sử dụng comment chưa hiệu quả:

// Khai báo biến

var email;

var password;

// Lấy giá trị người dùng nhập vào email input

emaill = event.target.value;

// Lấy giá trị người dùng nhập vào password input

password = event.target.value;

Comment như trên trở nên dư thừa không cần thiết vì đã là lập trình viên Javascript thì ai cũng sẽ hiểu đoạn code như vậy để làm gì.

Ngoại lệ khi bạn là người mới học, việc sử dụng comment như trên là cần thiết để giúp bạn ghi nhớ chức năng, nhiệm vụ của từng đoạn code. Khi bạn đã hiểu và ghi nhớ được những kiến thức đó - Hãy ngừng comment như vậy!

#### Mục đích Vô hiệu hóa đoạn code

Bản chất là trình biên dịch code sẽ bỏ qua những comment (không thực thi chúng). Vì vậy khi một đoạn code được comment lại thì đoạn code đó sẽ không chạy. Đôi khi bạn sẽ muốn tạm bỏ đi một đoạn code nào đó trong ứng dụng của bạn, đó chính là lúc bạn có thể sử dụng comment.

Ví dụ:

var email = 'email@domain.com';

var address = 'Hà Nội, Việt Nam';

alert(email); // alert này sẽ chạy

// alert(address); // alert này không chạy

* **Windows: Ctrl + /**
* **MacOS: Cmd + /**

**4. Thuật ngữ Built-in là gì?**

*a. Alert*

Alert(‘’);

VD: alert(‘Hello!’);

*b. Console*

console.log(‘’): in ra thông báo trên tag console

VD:

Var fullName = ‘CudHnyuH’;

Console.log(fullName);

*c. Confirm*

confirm(‘Xac nhan du tuoi!’);

*d. Prompt*

prompt(‘Xac nhan du tuoi!’);

*e. Set timeout*

setTimeout(funtion () {

alert(‘Thong bao’)

}, 1000);//Thực thi 1 đoạn code sau 1 thời gian ấn định, trong ví dụ này là 1000ms

*f. Set interval*

setInterval(funtion () {

console.log(‘Hello’);

},1000);//Thực thi đoạn code liên tục 1000ms/1 lần.

**5. Làm quen với toán tử**

a. Toán tử số học(Arithmetic)

var a = 1 + 2;

console.log(a);

*b. Toán tử gán(Assignment)*

var fullName = ‘CudHnyuH’;

*c. Toán tử so sánh(Comparison)*

var a=1;

var b=2;

if(a==b){

alert(‘Dung’);

};

*d. Toán tử logic(Logical)*

var a=1;

var b=2;

if(a>0 && b>0){

alert(‘a&b lon hon 0’);

};

**6. Toán tử số học**

*a. Cộng, trừ, nhân, lũy thừa, chia, chia lấy dư*

var a=1;

var b=2;

var c=a+b; //a-b; a\*b; a/b; a%b

console.log(c);

*b. Tăng/giảm 1 giá trị số*

var a=1;

a++; //a--

console.log(a);

**7. Toán tử gán**

=

+=

-=

\*=

/=

\*\*=

**8. Toán tử ++ và –**

Đây là 2 toán tử nghe qua thì rất dễ hiểu, nhưng để hiểu nguyên lý về cách hoạt động của nó chúng ta sẽ phải mất thêm một chút thời gian đó. Để hoàn thành bài học về 2 toán tử này, chúng ta sẽ cùng trải qua một số bài học sau nhé.

Ok, bắt đầu thôi!

## Toán tử ++

Toán tử ++ giúp tăng giá trị của một biến mang giá trị số lên 1. Có 2 cách để sử dụng toán tử ++ là:

1. Dùng làm hậu tố: variable++ (toán tử nằm sau biến)
2. Dùng làm tiền tố: ++variable (toán tử nằm trước biến)

### *#1 Sử dụng ++ làm hậu tố*

Ở đây, chúng ta sẽ xét ví dụ sử dụng toán tử ++ làm hậu tố trước (vì trong thực tế, chúng ta thường dùng kiểu hậu tố nhiều hơn):

var number = 1;

number++; // dùng làm hậu tố, ++ ở phía sau biến

console.log(number); // 2

number++;

console.log(number); // 3

Sau mỗi khi sử dụng toán tử ++, giá trị của biến number được tăng lên 1. Có vẻ khá dễ dàng để hiểu cách hoạt động của nó phải không?

Tuy nhiên, hãy xem xét thêm ví dụ sau:

var number = 1;

console.log(number++); // 1(Trả về giá trị trước khi tăng)

console.log(number); // 2

console.log(number++); // 2

console.log(number); // 3

*👉 Toán tử ++ khi dùng là hậu tố sẽ****tăng giá trị của biến lên 1****và****trả về giá trị trước khi tăng****.*

### #2 Sử dụng ++ làm tiền tố

Ở ví dụ này, chúng ta sử dụng ++ làm tiền tố. Tuy nhiên, kết quả trông sẽ không khác gì khi dùng ++ làm hậu tố:

var number = 1;

++number; // dùng làm tiền tố, ++ ở phía trước biến

console.log(number); // 2

++number;

console.log(number); // 3

Nhưng khi xem xét kỹ hơn, các bạn sẽ nhìn ra điểm khác:

var number = 1;

console.log(++number); // 2(Trả về giá trị sau khi tăng)

console.log(number); // 2

console.log(++number); // 3

console.log(number); // 3

*👉 Toán tử ++ khi dùng là tiền tố sẽ****tăng giá trị của biến lên 1****và****trả về giá trị sau khi tăng***.

## Toán tử - -

Cách hoạt động tương tự như toán tử ++, điểm khác biệt là thay vì cộng thêm 1, thì toán tử -- sẽ trừ đi 1.

## Tổng kết

* x++ tăng giá trị biến lên 1 và trả về giá trị **trước** khi tăng
* ++x tăng giá trị biến lên 1 và trả về giá trị **sau** khi tăng
* x-- giảm giá trị biến xuống 1 và trả về giá trị **trước** khi giảm
* --x giảm giá trị biến xuống 1 và trả về giá trị **sau** khi giảm
* var a = 1;
* var b = ++a \* a--;
* console.log(b); // Output: ?

## Giải thích

Toán tử ++ hoặc -- khi được dùng làm **tiền tố** (++a) sẽ thực hiện phép toán + hoặc - 1 đơn vị trước rồi mới trả về giá trị.

Còn khi được sử dụng làm **hậu tố** (a--) thì sẽ trả về giá trị trước rồi mới thực hiện + hoặc -.

var a = 1;

var b = ++a \* a--;

// var b = 2 \* 2

++a thực hiện phép + trước rồi mới trả về giá trị => ++a = 2 và giá trị a được lưu =2.

a-- trả về giá trị trước(a-- = 2) rồi mới thực hiện phép trừ và giá trị a =1

**9. Toán tử nối chuỗi**

Var firstName = ‘Cud’;

Var lastName = ‘HnyuH’;

Console.log(firstName+lastName);

**10. Kiểu dữ liệu Boolean**

Var age =16;

Var canBuyAlcohol = age >= 18;

**11. Câu lệnh điều kiện If/else**

If ( ) {

} else {

};

**12. Toán tử logical( &&; ||; !)**

Var a=1;

Var b=2;

Var c=3;

If (a>0 && b>0) {

Console.log(‘Dieu kien dung!’);

};

**13. Kiểu dữ liệu**

- Number type

Var a=1;

- String type

Var fullName = ‘CudHnyuH’;

- Boolean type

Var isSuccess = true;

- Undefined type

Var age;

- Null type

Var isNull = null;

- Symbol type

Var id = Symbol(‘id’);// unique: tính duy nhất

- Function type

Var myFunction = function(){

Alert(‘Hello!’);

};

- Object type

Var myObject = {

Name: ‘CudHnyuH’,

Age: 23,

myFunction: function(){}

};

Var myArray = [

‘Java’,

‘Python’

};

- Cách kiểm tra kiểu dữ liệu:

Console.log(typeof …);

VD:

var a = '1';

var b = 2;

var c = typeof a;

var d = typeof b;

var e = typeof d;

console.log(c, d, e) // Output: ?

## Giải thích

typeof của **1 số** sẽ trả về 'number'.

typeof của **1 chuỗi** sẽ trả về 'string'.

Chú ý: Kết quả trả về của typeof sẽ luôn là 1 chuỗi, vậy nên typeof của d sẽ là 'string'.

**14. Toán tử so sánh II**

===(3 dấu =): bằng tuyệt đối

!==:khác tuyệt đối

Var a = 1;

Var b = ‘1’;

Console.log(a == b);// true

Console.log(a === b);// false

**15. Truthy và Falsy là gì?**

**ruthy - to bool is true**

Bất cứ giá trị nào trong Javascript khi chuyển đổi sang kiểu dữ liệu boolean mà có giá trị true thì ta gọi giá trị đó là Truthy.

Các giá trị 1, ['BMW'], { name: 'Miu' } và 'hi' được đề cập trong ví dụ dưới đây là Truthy vì khi chuyển sang Boolean ta nhận được giá trị true.

Ví dụ:

console.log(Boolean(1)) // true

console.log(Boolean(['BMW'])) // true

console.log(Boolean({ name: 'Miu' })) // true

console.log(!!'hi') // true

!! là gì? Đơn giản thôi. Toán tử ! là toán tử not (phủ định) nên !! là 2 lần phủ định, mà 2 lần phủ định lại trở thành "khẳng định". Trong Javascript thì đây là một "tip" để convert (chuyển đổi) mọi kiểu dữ liệu khác sang Boolean.

Ví dụ:

console.log(!!1) // true

console.log(!!'f8') // true

console.log(!!['Mercedes']) // true

Thêm !! phía trước các giá trị truthy sẽ luôn trả về true.

**Falsy - to bool is false**

Bất cứ giá trị nào trong Javascript khi chuyển đổi sang kiểu dữ liệu boolean mà có giá trị false thì ta gọi giá trị đó là Falsy.

Trong Javascript có 6 giá trị sau được coi là Falsy:

1. false
2. 0 (số không)
3. '' or "" (chuỗi rỗng)
4. null
5. undefined
6. NaN

Ví dụ:

console.log(!!false) // false

console.log(!!0) // false

console.log(!!'') // false

console.log(!!null) // false

console.log(!!undefined) // false

console.log(!!NaN) // false

**Chú ý!**

Nội dung đã đề cập phía trên đã đầy đủ khi nói về Truthy và Falsy trong Javascript. Tuy nhiên mình vẫn cần nhấn mạnh lại với các bạn rằng:

Ngoài 6 giá trị đã đề cập tới ở phần Falsy thì toàn bộ các giá trị khác đều là Truthy, kể cả những giá trị sau:

1. '0' (một chuỗi chứa số không)
2. ' ' (một chuỗi chứa dấu cách)
3. 'false' (một chuỗi chứa từ khóa false)
4. [] (một array trống)
5. {} (một object trống)
6. function(){} (một hàm "trống")

Một số người chuyển từ ngôn ngữ khác sang rất có thể sẽ bị nhầm [] (mảng "rỗng") là falsy, bởi vì trong ngôn ngữ họ đã học trước đó [] là falsy.

Với những người hiểu nhầm [] là falsy sẽ gặp trường hợp khó hiểu sau:

Ví dụ:

var cars = [] // Dù là mảng "rỗng" vẫn là truthy

if (!cars) {

// Họ sẽ thắc mắc: "Tại sao lại không lọt vào đây?"

}

Vì [] là truthy nên !cars sẽ trả về false. Câu lệnh if sẽ nhận được kết quả của mệnh đề so sánh là false, vì vậy đoạn mã trong if trên sẽ không được lọt vào.

**Ngoại lệ? - document.all**

Trong Javascript (phía trình duyệt) sẽ có sẵn một đối tượng document, và khi bạn thử !!document.all sẽ trả về false. Chẳng lẽ document.all cũng là falsy hay sao?

Bản thân mình cũng thắc mắc điều này nên mình đã search Google "Why document.all is falsy?" và mình đã tìm được câu trả lời [tại đây](https://fullstack.edu.vn/external-url?continue=https%3A%2F%2Fstackoverflow.com%2Fquestions%2F10350142%2Fwhy-is-document-all-falsy).

**Tóm tắt câu trả lời:**

document.all là một ngoại lệ chính thức duy nhất theo đặc tả ECMA (phiên bản 5). Đặc tả này mô tả toàn bộ các object khi chuyển sang boolean sẽ là true. Tuy nhiên, document.all là một ngoại lệ.

**Cụ thể như sau:**

1. document.all chuyển sang boolean sẽ là false
2. document.all khi là toán hạng của toán tử so sánh == hoặc != sẽ là undefined
3. Khi typeof document.all sẽ trả về "undefined"

ECMA là đặc tả chi tiết kỹ thuật mà các ngôn ngữ theo đặc tả này phải tuân theo. Javascript là một ngôn ngữ tuân thủ đặc tả kỹ thuật ECMA.

VD:

var a = '';

var b = 0;

var c = [];

var d = 1 > 2;

var e = {};

var f = '0';

Những biến nào sau đây có giá trị là falsy? => a,b,d

## Giải thích

Các giá trị falsy: a **(chuỗi rỗng)**, b **(số 0)**, d **(false)**

Các giá trị truthy: c **(mảng rỗng)**, e **(object rỗng)**, f **(chuỗi)**

**16. Toán tử logical và câu lệnh điều kiện If**

Var a=1;

Var b=2;

Var result = a<b;

Console.log(‘result’, result);

If(a<b) {

Console.log(‘A<B’);

} else {

Console.log(‘A>B’);

};

Var result = ‘A’ && ‘B’ && ’C’;

Console.log(result);// C

Var result = ‘A’ || ‘B’ || ‘C’;

Console.log(result);// A

**II. Làm việc với hàm**

**1. Khái niệm hàm (function)**

Function showDialog() {

// code

Alert(‘Hello!’);

};

showDialog();

VD:

function showMessage(message) {

console.log(message);

}

showMessage("Hi anh em F8!");

Chọn câu trả lời đúng.

Message là tham số(parameter).

**2. Tham số trong hàm**

function writeLog(message) {

console.log(message);

};

writeLog(‘Test message’);

function writeLog() {

console.log(arguments)

};

writeLog(‘Log1’, ‘Log2’, ‘Log3’);

function writeLog() {

for (var param of arguments) {

console.log(param)

}

};

writeLog(‘Log1’, ‘Log2’, ‘Log3’);

VD1:

Hãy tạo 1 hàm có tên là sum có 2 tham số:

* Tham số thứ 1 là a
* Tham số thứ 2 là b

Function sum(a,b) {};

**3. Từ khóa return trong hàm(return: trả về)**

Var isConfirm = confirm(‘Message?’);

Console.log(isConfirm);

Function cong(a,b) {

Return a+b;

}

Var result = cong(2,8);

Console.log(result);

**4. Các loại hàm**

a. Declaration function

function showMessage() {}

b. Expression function

var showMessage2 = function() {}

setTimeout(function() {});

var myObject = {

myFunction: function() {

}

}

VD:

Tạo 2 hàm declarationFunction và expressionFunction thỏa mãn các yêu cầu sau đây:

1. declarationFunction là 1 **declaration function**
2. expressionFunction là 1 **expression function**
3. function declarationFunction() {};
4. var expressionFunction = function() {};

**III. Làm việc với chuỗi**

**1. Kiểu dữ liệu chuỗi (string)**

Có 2 cách tạo chuỗi:

Var fullName = ‘CudHnyuH’;// nên dùng

Var fullName = new String(‘CudHnyuH’);

Var fullName = ‘CudHnyuH is \‘the best\’’;// backslash in javascript

Console.log(fullName.length);// kiểm tra độ dài 1 chuỗi

Var firstName = ‘Cud’;

Var lastName = ‘HnyuH’;

Console.log(`Toi la: ${firstName} ${lastName}`);

**2. Làm việc với chuỗi**

// Javascript string methods

Var myString = ‘CudHnyuH’;

Console.log(myString.length);// Length

Console.log(myString.indexOf(‘ABC’));//Find index, lastIndexOf: trả về vị trí cuối cùng

Console.log(myString.slice(4,6));//Cut String

Console.log(myString.replace(‘u’, ‘U’));// Replace

Console.log(myString.toUpperCase());// Convert to upper case

Console.log(myString.toLowerCase());// Convert to lower case

Console.log(myString.trim()); // Trim

Console.log(myString.split(‘’));// Split

Console.log(myString.charAt(0));//Get a character by index

VD:

Hãy tạo hàm getUpperCaseName có 1 tham số là name, hàm này sẽ trả về phiên bản chữ viết hoa của giá trị mà nó nhận được từ name.

function getUpperCaseName(name) {

   return name.toUpperCase();

};

// Expected results:

console.log(getUpperCaseName("Nguyen van a")) // "NGUYEN VAN A"

console.log(getUpperCaseName("nGuyen vAn C")) // "NGUYEN VAN C"

**IV. Làm việc với số**

**1. Kiểu dữ liệu số(number)**

***Kiểu số - Number***

Trong Javascript có 2 loại số:

1. Các số thông thường trong Javascript được lưu trữ dưới dạng 64 bit IEEE-754 (còn được gọi là các số phẩy động). Trong hầu hết các trường hợp khi làm việc với Javascript là chúng ta sử dụng loại số này.
2. Số BigInt là loại số sử dụng để biểu thị số nguyên có độ dài tùy ý.

Vì mức độ thông dụng nên ở đây chúng ta chỉ tìm hiểu về loại số thông thường.

***Cách khai báo***

Cách thông thường khi ta khai báo một số. Ví dụ là: 1000000 (một triệu)

var million = 1000000;

Cũng là khai báo số 1000000 nhưng có cách viết khác. Bạn có thể thêm chữ e vào sau số 1 và chỉ định số số không phía sau chữ e như sau:

var million = 1e6; // tương tự: 1000000

// hoặc

var billion = 2e9; // tương tự: 2000000000 (hai tỏi à nhầm hai tỉ)

***Đối tượng Number***

Đối tượng Number trong Javascript là đối tượng giúp chúng ta định nghĩa số và làm việc với số. Chúng ta thường sử dụng các phương thức sau của đối tượng Number khi làm việc với số trong Javascript:

| **Phương thức** | **Vai trò** |
| --- | --- |
| Number.isFinite() | Xác định xem giá trị đã cho có phải là số hữu hạn hay không. Trả về boolean |
| Number.isInteger() | Xác định xem giá trị đã cho có phải là số nguyên hay không. Trả về boolean |
| Number.parseFloat() | Chuyển đổi chuỗi đã cho thành một số dấu phẩy động |
| Number.parseInt() | Chuyển đổi chuỗi đã cho thành một số nguyên |
| Number.prototype.toFixed() | Chuyển đổi và trả về chuỗi đại diện cho số đã cho, có số chữ số chính xác sau dấu thập phân |
| Number.prototype.toString() | Chuyển đổi và trả về số đã cho dưới dạng chuỗi |

Ví dụ:

Number.isFinite(2 / 0); // false

Number.isFinite(20 / 5); // true

Number.isFinite(0 / 0); // false

Number.isInteger(999999999); // true

Number.isInteger(0.2); // false

Number.isInteger(Math.PI); // false

Number.parseFloat('10') // 10

Number.parseFloat('10.00') // 10

Number.parseFloat('238,21') // 238

Number.parseFloat('237.22') // 237.22

Number.parseFloat('34 56 78') // 34

Number.parseFloat(' 37 ') // 37

Number.parseFloat('18 is my age') // 18

Number.parseInt('10') // 10

Number.parseInt('10.00') // 10

Number.parseInt('238,21') // 238

Number.parseInt('237.22') // 237

Number.parseInt('34 56 78') // 34

Number.parseInt(' 37 ') // 37

Number.parseInt('18 is my age') // 18

var numberObject = 1234.56789;

numberObject.toFixed(); // '1235'

numberObject.toFixed(1); // '1234.6'

numberObject.toFixed(6); // '1234.567890'

(11).toString(); // '11'

(18).toString(); // '18'

(17.3).toString(); // '17.3'

**2. Số và làm việc với số**

Var age = 23;// nên dùng

Var PI = 3.14;

Var otherNumber = new Number(23);

Var result = 10/’a’;

Console.log(isNaN(result));

Console.log(age.toString());// int to string

Console.log(PI.toFixed());// To Fixed

VD:

* Tạo hàm isNumber, hàm này dùng với mục đích kiểm tra xem một giá trị có phải là 1 số hay không
* Hàm isNumber có 1 tham số, hãy đặt tên nó là value
* Khi value có kiểu số, hàm sẽ trả về true, ngược lại trả về false

function isNumber(value) {

   return Number.isFinite(value)

}

// Expected results:

console.log(isNumber(999)); // true

console.log(isNumber('abc')); // false

console.log(isNumber('100')); // false

function isNumber(value) {

   return typeof value  === 'number';

}

// Expected results:

console.log(isNumber(999)); // true

console.log(isNumber('abc')); // false

console.log(isNumber('100')); // false

**V. Làm việc với mảng**

**1. Mảng(Array)**

Var languages = [

‘Javascript’,

‘PHP’,

‘Ruby’

];

Console.log(languages);

Var languages = new Array(

‘Javascript’,

‘PHP’,

‘Ruby’

);

Console.log(typeof languages);

Console.log(Array.isArray(…));

Console.log(languages.length);// Length( Độ dài mảng)

Console.log(languages[0]);//Lấy phần tử theo index

**2. Làm việc với mảng**

Console.log(languages.toString()); // To String

Console.log(languages.join(‘ - ’)); // Join

Console.log(languages.pop()); // Pop: Xóa phần tử cuối mảng và trả về phần tử đã xóa.

Console.log(languages.push(‘Dart’)); // Push: Thêm phần tử và cuối mảng và trả về độ dài.

Console.log(languages.shift()); // Shift: Xóa phần tử đầu mảng và trả về phần tử đã xóa.

Console.log(languages.unshift()); // Unshift: Thêm 1 hoặc nhiều phần tử và đầu mảng.

Console.log(languages.splice()); //Splicing: Xóa, chèn

Console.log(languages.concat(languages2));// Concat: Nối mảng

Console.log(languages.slice(1, 2)); // Slice: Cắt phần tử của mảng

*array*.slice(start, end)

VD:

Cho trước hàm joinWithCharacter có 2 tham số là array và charactor, hãy hoàn thành phần nội dung hàm sao cho hàm trả về 1 chuỗi là kết quả của việc nối từng phần tử của mảng với charactor.

function joinWithCharacter(array, charactor) {

return array.join(charactor)

}

// Ví dụ khi sử dụng

var cars = ['Honda', 'Mazda', 'Mercedes'];

var result = joinWithCharacter(cars, ' - ');

console.log(result); // Expected: "Honda - Mazda - Mercedes"

Để vượt qua thử thách này, hãy tạo hàm getLastElement có 1 tham số (F8 sẽ gọi hàm này và luôn truyền đối số là 1 array), hàm này sẽ trả về phần tử cuối cùng trong mảng.

// Viết hàm tại đây

function getLastElement(animals) {

    return animals.slice(-1)

};

// Ví dụ sử dụng

var animals = ['Monkey', 'Tiger', 'Elephant'];

var result = getLastElement(animals);

console.log(result); // Expected: "Elephant"

console.log(animals); // Expected: ['Monkey', 'Tiger', 'Elephant']

**VI. Làm việc với Object**

**1. Object là gì?**

Var myInfo = {

Name: ‘CudHnyuH’,

Age: 23,

Address: ‘VN’

};

myInfo.email = ‘phamhuynhduc805@gmail.com’;

Console.log(myInfo);

Console.log(myInfo.Name); // Kết quả trả về CudHnyuH.

Var myKey = ‘address’;

Console.log(myInfo[myKey]);

Delete myInfo.age; // Xóa key age trong Object.

Var emailKey = ‘email’;

Var myInfo = {

Name: ‘CudHnyuH’,

Age: 23,

Address: ‘VN’,

[emailKey]: ‘phamhuynhduc805@gmail.com’,

getName: function() {

return this.Name;

}

};

Console.log(myInfor.getName());// Kết quả trả về CudHnyuH.

// Function 🡪 Phương thức( method)

// Others 🡪 Thuộc tính( property)

**2. Object constructor( xây dựng đối tượng)**

Function User(firstName, lastName, avatar) {

This.firstName = firstName;

This.lastName = lastName;

This.avatar = avatar;

This.getName = function () {

Return `${this.firstName} ${this.lastName}`

}

};

Var author = new User(‘Cud’, ‘HnyuH’, ‘Avatar’);

Var user = ner User(‘Huynh’, ‘Duc’, ‘Avatar’);

Author.title = ‘hihihaha’;

User.comment = ‘abc’;

Console.log(author);

Console.log(user);
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Hãy tạo object constructor cho nhóm Animal có 3 thuộc tính là name, leg và speed. Trong đó, name là để lưu tên động vật, leg là số lượng chân và speed là tốc độ di chuyển của động vật đó.

Sau đó, hãy tạo một đối tượng từ object constructor trên để mô tả 1 con vẹt, lưu đối tượng vào biến parrot.

function Animal(name, leg, speed){

    this.name = name;

    this.leg = leg;

    this.speed = speed;

};

var parrot = new Animal('Cud', 2, 12);

**3. Object prototype( Đối tượng nguyên mẫu)**

User.prototype.className = ‘A1’;// Thêm thuộc tính từ bên ngoài vào hàm tạo

User.prototype.getClassName = function() {

Return this.className;

}

VD:

Để vượt qua thử thách này, bạn hãy tạo một object constructor Student gồm: firstName, lastName. Sau đó, định nghĩa thêm phương thức là getFullName, phương thức này sẽ trả về tên đầy đủ của sinh viên.

// Làm bài tại đây

function Student(firstName, lastName){

    this.firstName = firstName;

    this.lastName = lastName;

};

Student.prototype.getFullName = function() {

    return `${this.firstName} ${this.lastName}`

}

// Ví dụ khi sử dụng

var student = new Student('Long', 'Bui');

console.log(student.firstName);  // 'Long'

console.log(student.lastName);  // 'Bui'

console.log(student.getFullName());  // 'Long Bui'

**4. Đối tượng Date**

**// Javascript date object mozilla**

Var date = new Date();

Var year = date.getFullYear();

Var month = date.getMonth() + 1;// giá trị trả về từ 0🡪11

Var day = date.getDate();

Console.log(`${day}/${month}/${year}`);
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Để vượt qua thử thách này, bạn hãy tạo hàm getNextYear, hàm này sẽ trả về năm kế tiếp. Ví dụ, năm nay là 2022, hàm sẽ trả về 2023 là kiểu số.

function getNextYear() {

    var date = new Date()

    return date.getFullYear()+1;

}

**5. Math Object**

Console.log(Math.PI);

Console.log(Math.round());// làm tròn số

Console.log(Math.abs());// giá trị tuyệt đối

Console.log(Math.ceil());// làm tròn trên

Console.log(Math.floor());// làm tròn dưới

Console.log(Math.random());// trả về số thập phân ngẫu nhiên nhỏ hơn 1

VD1:

Var random = Math.floor(Math.random() \* 5);

Var bonus = [

’10 coin’,

’20 coin’,

’30 coin’,

’40 coin’,

’50 coin’

];

Console.log(bonus[random]);

VD2:

Var random = Math.floor(Math.random() \* 100);

If (random <5) {

Console.log(‘Thanh cong’);

}

Console.log(Math.min(-100, 1, 2));// trả về -100 , tương tự với Math.max

**VII. Lệnh rẽ nhánh, toán tử 3 ngôi**

**1. Lệnh rẽ nhánh If else**

Var date = 2;

If (date === 2) {

Console.log(‘Hom nay la thu 2’);

} else if (date === 3) {

Console.log(‘Hom nay la thu 3’);

}else {

Console.log(‘Khong biet’);

};

VD:

Để vượt qua thử thách này, hãy hoàn thành hàm cho trước để đáp ứng các yêu cầu sau:

1. Khi a chia hết cho 3 thì return về 1
2. Khi a chia hết cho 5 thì return về 2
3. Khi a chia hết cho 15 thì return về 3
4. function run(a) {
5. if (a%15 === 0) {
6. return 3;
7. } else if(a%5 === 0) {
8. return 2;
9. } else if(a%3 === 0) {
10. return 1;
11. };
12. };
13. // Kỳ vọng
14. console.log(run(3)) // 1
15. console.log(run(5)) // 2
16. console.log(run(15)) // 3

**2. Lệnh rẽ nhánh Switch**

Var date = 2;

Switch(date) {

Case 2:

Console.log(‘Hom nay la thu 2’);

Break;

Default:

Console.log(‘Khong biet’);

};

function run(fruits) {

    var result;

    switch (fruits) {

        case "Banana":

            result = "This is a Banana";

            break;

        case "Apple":

            result = "This is an Apple";

            break;

        default:

            result = "No fruits";

    }

    return result;

}

**3. Toán tử 3 ngôi (Ternary operator)**

**Cách 1:**

Var course = {

Name: ‘Javascript’;

Coin: 250

};

If (course.coin > 0) {

Console.log(`${course.coin} Coins`);

} else {

Console.log(‘Mien phi’);

}

**Cách 2:**

Var course = {

Name: ‘Javascript’;

Coin: 250

};

Var result = course.coin > 0 ? `${course.coin} Coins` : ‘Mien phi’;

Console.log(result);
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Để vượt qua thử thách này bạn cần tạo hàm getCanVoteMessage, hàm này có 1 tham số là age. Trong trường hợp từ 18 tuổi trở lên hàm sẽ trả về Bạn có thể bỏ phiếu, ngược lại hàm trả về Bạn chưa được bỏ phiếu.

Sử dụng toán tử 3 ngôi trong bài này, không sử dụng if/else bạn nhé.

// Làm bài

function getCanVoteMessage(age) {

    return age>=18 ? 'Bạn có thể bỏ phiếu' : 'Bạn chưa được bỏ phiếu';

}

// Kỳ vọng

console.log(getCanVoteMessage(18)) // 'Bạn có thể bỏ phiếu'

console.log(getCanVoteMessage(15)) // 'Bạn chưa được bỏ phiếu'

**VIII. Vòng lặp**

**1. Giới thiệu vòng lặp**

a. for – Lặp với điều kiện đúng

b. for/in – Lặp qua key của đối tượng

c. for/of – Lặp qua điều kiện đúng

d. while – Lặp khi điều kiện đúng

e. do/while – Lặp ít nhất 1 lần, sau đó lặp khi điều kiện đúng

**2. Vòng lặp For**

For (var i=1; i<=1000; i++) {

Console.log(i);

};
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Hãy tạo hàm getRandNumbers có 3 tham số là min, max, length. Hàm này sẽ trả về một mảng gồm length phần tử, các giá trị trong mảng là số ngẫu nhiên, giá trị trong khoảng từ min tới max.

Gợi ý: Math.random() \* (max - min) + min là cách tạo ra 1 số ngẫu nhiên trong khoảng min - max.

function getRandNumbers(min, max, length) {

    var arr = []

    for (var i=0; i<length; i++){

        arr[i] = Math.random() \* (max - min) + min;

    }

    return arr

}

Cho trước mảng numbers, hãy viết hàm getTotal trả về tổng giá trị các phần tử của mảng.

function getTotal(arr) {

    var sum = 0

    for (var i=0; i<arr.length; i++){

        sum += arr[i];

    }

    return sum;

}

Var myArray = [

‘JS’,

‘PHP’

];

Console.log(myArray[0]);

// var arrayLength = myArray.length;

// for (var i=0; i<arrayLength; i++) {

// console.log(i);

//};

VD:

Cho trước mảng orders là danh sách chứa các khóa học, các mặt hàng này được thể hiện dưới dạng object và đều có 1 key là price để thể hiện giá trị của mặt hàng đó.

Bạn hãy hoàn thành hàm getTotal để tính được tổng giá trị của đơn hàng.

var orders = [

    {

        name: 'Khóa học HTML - CSS Pro',

        price: 3000000

    },

    {

        name: 'Khóa học Javascript Pro',

        price: 2500000

    },

    {

        name: 'Khóa học React Pro',

        price: 3200000

    }

]

function getTotal(orders) {

    var ArrLength = orders.length;

    var sum = 0;

    for (var i=0; i< ArrLength; i++) {

        sum += orders[i].price;

    }

    return sum;

}

// Expected results:

getTotal(orders) // Output: 8700000

**3. Vòng lặp For…in**

Var myInfo = {

Name: ‘CudHnyuH’,

Age: 23,

Address: ‘VN’

};

For (var key in myInfo) {

Console.log(key);

// console.log(myInfo[key]);

};

function run(object) {

    var arr = [];

    for(var key in object){

        arr.push(`Thuộc tính ${key} có giá trị ${object[key]}`)

    }

    return arr

}

// Expected results:

console.log(run({ name: 'Nguyen Van A', age: 16 }));

// Output:

// [

//     "Thuộc tính name có giá trị Nguyen Van A",

//     "Thuộc tính age có giá trị 16"

// ]

**4. Vòng lặp for…of**

For (var value of languages) {

Console.log(value);

};

Console.log(Object.keys(myInfor));

**5. Vòng lặp While**

Var i=0;

While (i<1000) {

i++;

console.log(i);

};

**6. Vòng lặp do…while**

Var i = 0;

Var isSuccess = false;

do {

i++;

console.log(‘Nap the lan ’ + i);

if(true) {

isSuccess = true;

};

} while(!isSuccess && i<3);

**7. Break và Continue trong vòng lặp**

For (var i=0; i<10; i++) {

Console.log(i);

If (i>=5) {

break;

};

};

For (var i=0; i<10; i++) {

If (i%2 !==0){

continue;

}

Console.log(i);

};

**8. Vòng lặp lồng nhau (Nested loop)**

Var myArray = [

[1,2],

[3,4],

[5,6]

];

For (var i=0; i<myArray.length;i++) {

For(var j=0; j< myArray[i].length; j++) {

Console.log(myArray[i][j]);

};

//Console.log(myArray[i]);

};

**9. Đệ quy**

**IX. Làm việc với mảng II**

**1. Làm việc với mảng - Phần 2**

Var courses = [

{

Id : 1,

Name: ‘Javascript’,

Coin: 250

},

{

Id : 2,

Name: ‘HTML, CSS’,

Coin: 0

},

{

Id : 3,

Name: ‘Ruby’,

Coin: 0

},

{

Id : 4,

Name: ‘PHP’,

Coin: 400

},

{

Id : 5,

Name: ‘ReactJs’,

Coin: 500

},

];

Courses.forEach(function(course, index) {

Console.log(index, course);

});

Var isFree = Courses.every(function(course, index) {

Return course.coin === 0 ;

});

Console.log(isFree);// Kiểm tra tất cả các phần tử phải thỏa mãn 1 điều kiện gì đó

Var isFree = Courses.some(function(course, index) {

Return course.coin === 0 ;

});

Console.log(isFree);// Kiểm tra 1 phần tử thỏa mãn điều kiện

Var course = Courses.find(function(course, index) {

Return course.name === ‘Ruby’ ;

});

Console.log(course);

Var listCourse = Courses.filter(function(course, index) {

Return course.name === ‘Ruby’ ;

});

Console.log(listCourse);

VD:

Để vượt qua thử thách này, hãy tạo hàm getMostFavoriteSport có 1 tham số (F8 sẽ gọi hàm này và luôn truyền đối số là 1 array). Hàm getMostFavoriteSport sẽ trả về các môn thể thao có điểm số yêu thích lớn hơn 5.

Gợi ý: Sử dụng phương thức filter.

const sports = [

    {

        name: 'Bóng rổ',

        like: 6

    },

    {

        name: 'Bơi lội',

        like: 5

    },

    {

        name: 'Bóng đá',

        like: 10

    },

]

function getMostFavoriteSport(arr) {

   return arr.filter(function(sports){

       return sports.like > 5

   })

}

// Kỳ vọng

console.log(getMostFavoriteSport(sports))

// Output: [{ name: 'Bóng rổ, like: 6 }, { name: 'Bóng đá, like: 10 }]

**2. Array map() method**

Var newCourses = courses.map(function courseHandler(course) {

Return {

Id: course.id,

Name: `Khoa hoc: ${course.name}`,

Coin: course.coin,

coinText: `Gia: ${course.coin}`,

index: index,

originArray: courses,

};

});

Console.log(newCourse);

**3. Array reduce() method**

Var totalCoin = 0;// Biến lưu trữ

// Lặp qua các phần tử

For (var course of courses) {

// Thực hiện việc lưu trữ

totalCoin += course.coin;

};

Console.log(totalCoin);

Function coinHandler(accumulator, currentValue) {

return accumulator + currentValue.coin;

};

Var totalCoin = courses.reduce(coinHandler, 0);

Console.log(totalCoin);

VD:

Tại SEA GAMES 31 vừa qua, đoàn thể thao Việt Nam đã đứng đầu bảng tổng sắp huy chương. Hãy tạo hàm getTotalGold có 1 tham số là mảng. Tính tổng số huy chương vàng mà đoàn thể thao Việt Nam đạt được trong kỳ SEA Game lần này.

var sports = [

    {

        name: 'Bơi lội',

        gold: 11

    },

    {

        name: 'Boxing',

        gold: 3

    },

    {

        name: 'Đạp xe',

        gold: 4

    },

    {

        name: 'Đấu kiếm',

        gold: 5

    },

]

function getTotalGold(arr) {

    return arr.reduce(function(accumulator, currentValue) {

        return accumulator + currentValue.gold;

    }, 0)

}

// Expected results:

console.log(getTotalGold(sports)) // Output: 23

var totalCoin = courses.reduce(function(total, course){

return total + course.coin;

},0);

Console.log(totalCoin);

// Flat – “Làm phẳng” mảng từ Depth array- “Mảng sâu”

Var depthArray = [1,2,[3,4],5,6,[7,8,9]];

Var flatArray = depthArray.reduce(function(flatOutput, depthItem){

Return flatOutput.concat(depthItem);

}, []);

Console.log(flatArray);

Var newCourses = topics.reduce(function(courses, topic) {

Return courses.concat(topic.courses);

}, []);

Console.log(newCourses);

VD:

Cho trước danh sách một số bộ phim, hãy viết hàm calculateRating để tính điểm trung bình IMDB của những bộ phim mà Christopher Nolan làm đạo diễn.

### Gợi ý

* Dùng phương thức filter để lấy ra những bộ phim do Christopher Nolan làm đạo diễn
* Dùng phương thức reduce để tính tổng điểm IMDB
* Tính điểm IMDB trung bình
* var watchList = [
* {
* "Title": "Inception",
* "Year": "2010",
* "Rated": "PG-13",
* "Released": "16 Jul 2010",
* "Runtime": "148 min",
* "Genre": "Action, Adventure, Crime",
* "Director": "Christopher Nolan",
* "Writer": "Christopher Nolan",
* "Actors": "Leonardo DiCaprio, Joseph Gordon-Levitt, Elliot Page, Tom Hardy",
* "Plot": "A thief, who steals corporate secrets through use of dream-sharing technology, is given the inverse task of planting an idea into the mind of a CEO.",
* "Language": "English, Japanese, French",
* "Country": "USA, UK",
* "imdbRating": "8.8",
* "imdbVotes": "1,446,708",
* "imdbID": "tt1375666",
* "Type": "movie",
* },
* {
* "Title": "Interstellar",
* "Year": "2014",
* "Rated": "PG-13",
* "Released": "07 Nov 2014",
* "Runtime": "169 min",
* "Genre": "Adventure, Drama, Sci-Fi",
* "Director": "Christopher Nolan",
* "Writer": "Jonathan Nolan, Christopher Nolan",
* "Actors": "Ellen Burstyn, Matthew McConaughey, Mackenzie Foy, John Lithgow",
* "Plot": "A team of explorers travel through a wormhole in space in an attempt to ensure humanity's survival.",
* "Language": "English",
* "Country": "USA, UK",
* "imdbRating": "8.6",
* "imdbVotes": "910,366",
* "imdbID": "tt0816692",
* "Type": "movie",
* },
* {
* "Title": "The Dark Knight",
* "Year": "2008",
* "Rated": "PG-13",
* "Released": "18 Jul 2008",
* "Runtime": "152 min",
* "Genre": "Action, Adventure, Crime",
* "Director": "Christopher Nolan",
* "Writer": "Jonathan Nolan (screenplay), Christopher Nolan (screenplay), Christopher Nolan (story), David S. Goyer (story), Bob Kane (characters)",
* "Actors": "Christian Bale, Heath Ledger, Aaron Eckhart, Michael Caine",
* "Plot": "When the menace known as the Joker wreaks havoc and chaos on the people of Gotham, the caped crusader must come to terms with one of the greatest psychological tests of his ability to fight injustice.",
* "Language": "English, Mandarin",
* "Country": "USA, UK",
* "imdbRating": "9.0",
* "imdbVotes": "1,652,832",
* "imdbID": "tt0468569",
* "Type": "movie",
* },
* {
* "Title": "Batman Begins",
* "Year": "2005",
* "Rated": "PG-13",
* "Released": "15 Jun 2005",
* "Runtime": "140 min",
* "Genre": "Action, Adventure",
* "Director": "Christopher Nolan",
* "Writer": "Bob Kane (characters), David S. Goyer (story), Christopher Nolan (screenplay), David S. Goyer (screenplay)",
* "Actors": "Christian Bale, Michael Caine, Liam Neeson, Katie Holmes",
* "Plot": "After training with his mentor, Batman begins his fight to free crime-ridden Gotham City from the corruption that Scarecrow and the League of Shadows have cast upon it.",
* "Language": "English, Urdu, Mandarin",
* "Country": "USA, UK",
* "imdbRating": "8.3",
* "imdbVotes": "972,584",
* "imdbID": "tt0372784",
* "Type": "movie",
* },
* {
* "Title": "Avatar",
* "Year": "2009",
* "Rated": "PG-13",
* "Released": "18 Dec 2009",
* "Runtime": "162 min",
* "Genre": "Action, Adventure, Fantasy",
* "Director": "James Cameron",
* "Writer": "James Cameron",
* "Actors": "Sam Worthington, Zoe Saldana, Sigourney Weaver, Stephen Lang",
* "Plot": "A paraplegic marine dispatched to the moon Pandora on a unique mission becomes torn between following his orders and protecting the world he feels is his home.",
* "Language": "English, Spanish",
* "Country": "USA, UK",
* "imdbRating": "7.9",
* "imdbVotes": "876,575",
* "imdbID": "tt0499549",
* "Type": "movie",
* }
* ];
* function calculateRating(watchList) {
* var e = watchList.filter(function(e){
* return e.Director === 'Christopher Nolan'
* })
* console.log(e)
* var totalRating = e.reduce(function(acc, cur)
* {
* return acc + Number(cur.imdbRating)
* },0)
* return totalRating/e.length;
* }
* // Expected results
* console.log(calculateRating(watchList)); // Output: 8.675

**4. String/Array includes() method**

Var title = ‘Responsive web design’;

Console.log(title.includes(‘web’));

**X. Callback**

**1. Callback?**

- Là hàm

- Được truyền qua đối số

- Được gọi lại (trong hàm nhận đối số)

Function myFunction(param) {

If (typeof param === ‘function’){

param(‘Test’);

}

};

Function myCallback(value) {

Console.log(‘Value: ’, value);

};

myFunction(myCallback);

var courses = [

‘Javascript’,

‘PHP’,

‘Ruby’

];

Courses.map(function(course) {

Console.log(course)

});

Array.prototype.map2 = function() {

Var output = [];

Var arrayLength = this.length;

For (var i=0; i < arrayLength; i++) {

Var result = callback(this[i],i);

output.push(result);

};

Return output;

};

Courses.map2();

VD:

Array.prototype.myMap = function(cb) {

    var output = [];

    var arrLength = this.length

    for(var i=0; i< arrLength; i++){

        output[i] = cb(this[i], i)

    }

    return output

}

// Expected results

// const numbers = [1, 2, 3];

// console.log(numbers.myMap(function (number) {

//     return number \* 2;

// })) // Output: [2, 4, 6]

// console.log(numbers.myMap(function (number, index) {

//     return number \* index;

// })) // Output: [0, 2, 6]

**2. Empty elements of array?**

Var courses = [

‘Javascript’,

‘PHP’

];

Courses.length = 10;

For (var index in courses) {

Console.log(courses[index]);

}

**3. My forEach() method**

Array.prototype.forEach2 = function(callback) {

For (var index in this) {

Console.log(‘index: ’, index)

}

}

**4. My filter() method**

Array.prototype.filter2 = function(callback) {

For (var index in this) {

If (this.hasOwnProperty(index)) {

Callback(this[index], index, this);

}

}

}

Var courses = [

{

Name: ‘Javascript’,

Coin: 680

},

{

Name: ‘PHP’,

Coin: 860

},

{

Name: ‘Ruby’,

Coin: 980

},

];

Var filterCourses = courses.filter2(function(course, index, array) {

Return course.coin > 700;

});

Console.log(filterCourses);

VD:

Hãy tạo ra phương thức myFilter hoạt động tương tự phương thức filter2 và filter nhé.

Array.prototype.myFilter = function(cb) {

    var arr = [];

    for (var index in this) {

        if (this.hasOwnProperty(index)) {

            var result = cb(this[index], index, this);

            if (result) {

                arr.push(this[index]);

            }

        }

    }

    return arr;

}

**5. My some() method**

Array.prototype.some2 = function(callback) {

For (var index in this) {

If (this.hasOwnProperty(index)) {

Callback(this[index], index, this);

If (Callback(this[index], index, this)) {

Return true;

}

}

}

Return false;

}

Var courses = [

{

Name: ‘Javascript’,

Coin: 680

isFinish: true,

},

{

Name: ‘PHP’,

Coin: 860,

isFinish: false,

},

{

Name: ‘Ruby’,

Coin: 980,

isFinish: false,

},

];

Var result = courses.some2(function(course, index, array){

Return course.isFinish;

});

Console.log(result);

VD:

Hãy tạo ra phương thức mySome hoạt động tương tự phương thức some2 và some

Array.prototype.mySome = function(cb) {

    for (var index in this) {

        if (this.hasOwnProperty(index)) {

            var result = cb(this[index], index, this)

            if(result) {

                return true;

            }

        }

    }

    return false;

}

**6. My every() method**

Array.prototype.every2 = function(callback) {

Var output = true;

For (var index in this) {

If (this.hasOwnProperty(index)) {

Var result = Callback(this[index], index, this);

If (!result) {

Output = false;

Break;

}

}

}

Return output;

}

Var courses = [

{

Name: ‘Javascript’,

Coin: 680

isFinish: true,

},

{

Name: ‘PHP’,

Coin: 860,

isFinish: false,

},

{

Name: ‘Ruby’,

Coin: 980,

isFinish: false,

},

];

Var result = courses.every2(function(course, index, array){

Return course.isFinish;

});

Console.log(result);

VD: Hãy tạo ra phương thức myEvery hoạt động tương tự phương thức every2 và every

Array.prototype.myEvery = function(cb) {

    var output = true;

    for (var index in this) {

        if(this.hasOwnProperty(index)) {

            var result = cb(this[index], index, this)

            if (!result) {

                output = false;

                break;

            }

        }

    }

    return output;

}

**XI. HTML DOM**

**1. HTML DOM là gì?**

- Doccument Object Model

![DOM HTML tree](data:image/gif;base64,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)

The HTML DOM Tree of Object

HTML DOM có 3 thành phần:

a. Element (< >)

b. Attribute ( “ href”)

c. Text ( “ ”)

**2. HTML DOM vs DOM API**

**a. HTML DOM**  
Là quy chuẩn mô tả mô hình của các thành phần trong tài liệu HTML được đưa ra bởi W3C.

**b. DOM API**  
Là bộ API nằm trong Web API có mặt trên những môi trường hỗ trợ duyệt web - như trên trình duyệt. DOM API cung cấp các đối tượng và phương thức hỗ trợ truy xuất, chỉnh sửa các đối tượng / thành phần trong DOM.

**3. Document object**

Document.write(‘Hello world!’);

**4. Get element methods**

Element: ID, class, tag, CSS selector, HTML collection

a. ID

Var headingNode = Document.getElementById(‘heading’);

Console.log({

Element: headingNode

});

b. Class

document.getElementsByClassName(‘heading’);

c. Tag

document.getElementsByTagName(‘h1’);// select qua thẻ element

d. CSS selector

document.querySelector(‘.heading’);//

document.querySelectorAll(‘’);

e. HTML collection

document.forms[…];// đặt tên form k đúng quy chuẩn

document.forms.testForm;

document.anchors;

VD:

Cho trước file HTML, các bạn hãy sử dụng các phương thức truy vấn đến các element trong DOM được học ở bài trước để lấy ra các element sau:

1. productsListElement: thẻ div có class là products-list.
2. firstProductElement: thẻ div đầu tiên có class là product.
3. buttonElements: tất cả các thẻ button.

var productsListElement = document.querySelector('.products-list')

var firstProductElement = document.querySelector('.product')

var buttonElements = document.querySelectorAll('button')

var listItemNodes = document.querySelectorAll(‘.box-1 li’);// thẻ li trong class box-1

var boxNode = document.querySelector(‘.box-1’);

boxNode.getElementByTagName(‘li’);

**5. Attribute node & Text node**

***a. DOM attribute***

var headingElement = document.querySelector(‘h1’);

headingElement.title = ‘Heading’;

headingElement.id = ‘…’;

headingElement.className = ‘…’;

headingElement.href = ‘…’; href là 1 attribute của thẻ a.

headingElement.setAttribute(‘class’, ‘heading’);// Thêm 1 class heading vào DOM

console.log(headingElement.getAttribute(‘class’));// Lấy attribute trong element

VD:

1. Thêm thuộc tính title có giá trị "F8 - Học lập trình để đi làm" cho thẻ h1.

var headingElement = document.querySelector('h1');

headingElement.title = 'F8 - Học lập trình để đi làm';

1. Thêm thuộc tính data-title có giá trị "F8 - Học lập trình để đi làm" cho thẻ h1.

headingElement.setAttribute('data-title', 'F8 - Học lập trình để đi làm');

1. Thêm thuộc tính href có giá trị "https://fullstack.edu.vn/" cho thẻ a.

var headingElement1 = document.querySelector('a');

headingElement1.href = 'https://fullstack.edu.vn/';

1. Thêm thuộc tính target có giá trị "\_blank" cho thẻ a.

headingElement1.setAttribute('target','\_blank');

***b. InnerText vs textContent Property***

var headingElement = document.querySelector(‘.heading’);

console.log(headingElement.innerText);

console.log(headingElement.textContent);

headingElement.innerText = ‘New Heading’;

innerText;// Hiển thị những gì nhìn thấy trên Website

textContent;// Hiển thị tất cả elementNode và TextNode ẩn trong Website

VD: Các bạn hãy thay đổi nội dung của thẻ h1 thành F8 - Học lập trình để đi làm.

var headingElement = document.querySelector('h1');

headingElement.innerText = 'F8 - Học lập trình để đi làm'

***c. InnerHTML vs OuterHTML Property***

var boxElement = document.querySelector(‘.box’);

boxElement.innerHTML = ‘<h1>Heading</h1>’;

boxElement.innerHTML = ‘<h1 title=”Heading”>Heading</h1>’;

boxElement.innerHTML;// Lấy output tính từ thẻ h1

boxElement.outerHTML; // Lấy output tính từ thẻ div class

VD1: Hãy viết hàm render nhận vào 1 tham số là html, hàm render sẽ có nhiệm vụ chèn giá trị của html vào trong thẻ ul đã cho trước.

function render(html) {

    var boxHeading = document.querySelector('ul');

    boxHeading.innerHTML = html;

    return boxHeading;

}

VD2: Hãy viết hàm render có 1 tham số courses, hàm render sẽ thêm các item của mảng courses để tạo thành 1 danh sách các khóa học trên giao diện.

Ví dụ: Với mảng var courses = ['ReactJS', 'AngularJS', 'VueJS'] sẽ thu được kết quả:

* ReactJS
* AngularJS
* VueJS

Gợi ý:

* Sử dụng phương thức map kết hợp với join để tạo chuỗi HTML từ mảng courses.
* Gán chuỗi HTML vừa tạo vào thuộc innerHTML của thẻ ul giống bài trước nhé.

var courses = ['HTML & CSS', 'Javascript', 'PHP', 'Java']

function render(courses) {

    var course = courses.map(function(arr) {

        return `<li>${arr}</li>`;

    }).join('');

    var listCourses = document.querySelector('ul');

    listCourses.innerHTML = course;

    return listCourses;

}

**6. Node properties**

**7. DOM CSS**

// DOM Style

Var boxElement = document.querySelector(‘.box’);

Console.log(boxElement.style);

boxElement.style.width = ‘100px’;

boxElement.style.height = ‘200px’;

boxElement.style.backgroundColor = ‘red’;

Object.assign(boxElement.style, {

Width: ‘200px’,

Height: ‘100px’,

backgroundColor: ‘green’

});// Không thường dùng để CSS cho đối tượng

Console.log(boxElement.style.width);// Lấy ra thuộc tính không phải giá trị

VD: Hãy thay đổi màu nền của thẻ div có class là .red thành màu #f00 và màu chữ của thẻ p thành màu #f05123.

var result = document.querySelector('.red');

result.style.backgroundColor = '#f00';

var result1 = document.querySelector('p');

result1.style.color = '#f05123'

**8. ClassList property**

// add

// contains

// remove

// toggle

Var boxElement = document.querySelector(‘.box’);

boxElement.classList.value;// trả về chuỗi trong class box

boxElement.classList.add(‘red’);

boxElement.classList.contains(‘red’);// kiểm tra class red có tồn tại hay không?

boxElement.classList.remove(‘red’);// xóa class red

boxElement.classList.toggle(‘red’);// Phương thức toggle dùng để thêm class được chỉ định vào element nếu class đó chưa xuất hiện và xóa bỏ class đó nếu đã xuất hiện.

.replace(*searchValue, newValue*); //  Thay thế class đã có trên phần tử bằng class khác.

VD1:

* Thêm class title vào thẻ h1
* Thay thế class sub-title ở thẻ p bằng class content

var result = document.querySelector('h1');

result.classList.add('title');

var result1 = document.querySelector('p');

result1.classList.replace('sub-title','content');

VD2:

Cho trước file HTML có các thẻ div, các bạn hãy thêm class box vào các thẻ div này nhé.

Gợi ý: Bạn có thể sử dụng forEach lặp qua các phần tử div, nhưng trước hết các bạn phải lấy được danh sách các phần tử div ra nhé.

Note: Hãy sử dụng kiến thức học được ở bài ClassList Property, không được sử dụng thuộc tính className nhé.

var result = document.querySelectorAll('div');

result.forEach(function(boxElement) {

    return boxElement.classList.add('box');

});

**9. DOM events**

*a. Attribute events*

<h1 onclick=”console.log(Math.random())”>DOM events</h1>

<h1 onmouseout=”console.log(Math.random())”>DOM events</h1>

<h1 onclick=”console.log(this.innerText)”>DOM events</h1>

*b. Assign event using the element node*

var h1Element = document.querySelector(‘h1’);

h1Element.onclick = function() {

console.log(Math.random());

}

var h1Elements = document.querySelector(‘h1’);

for(var i=0; i<h1Elements.length;i++) {

h1Element[i].onclick = function(e) {

console.log(e.target);

}

}

h1Element.onclick = function(e) {

console.log(e.target);

};//MouseEvent

VD: Cho trước thẻ button, các bạn hãy viết code JS sao cho khi click vào button sẽ đổi màu chữ button sang màu #fff.

var buttonElement = document.querySelector('button');

buttonElement.onclick = function() {

    buttonElement.style.color = '#fff';

};

**10. PreventDefault and StopPropagation**

Var aElement = document.querySelectorAll(‘a’);// document.links

For(var i=0; i<aElement.length; i++) {

aElement[i].onclick = function(e) {

if (!e.target.href.startsWith(‘https://fullstack.edu.vn’)) {

e.preventDefault();

}

}

}

e.stopPropagation();// ngăn chặn nổi bọt

**11. Event listener**

Btn.addEvenListener(‘click’, function(e) {

Console.log();

});

**XII. JSON, Fetch, Postman**

**1. JSON là gì?**

- Là 1 định dạng dữ liệu (chuỗi).

- JavaScript Object Notation

- JSON: Number, String, Boolean, Null, Array, Object

- Mã hóa / Giải mã (Encode / Decode)

- Stringify: Từ Javascript types => JSON

- Parse: Từ JSON => Javascript types

Var json = ‘…’;// 1, “abc”, true, null, [“…”,”…”], {“name”:”Cud”,”age”:”23”}.

Var a = ‘…’;

Console.log(JSON.parse(a));

Console.log(JSON.stringify());// chuyển sang string type

**2. Promise (sync, async)**

- Sync: Đồng bộ

- Async: Bất đồng bộ (setTimeout, setInteral, fetch, XMLHttpRequest, file reading javascript, request animation frame) => Callback

=> Sử dụng Callback để xử lý các thao tác bất đồng bộ async.

VD:

setTimeout(function() {

    console.log('Dòng này sẽ in ra sau')

}, 1000)

// setTimeout là tác vụ bất động bộ (async)

console.log('Dòng này sẽ in ra trước') // Đây là tác vụ đồng bộ (sync)

*a. Promise (pain)*

// Callback hell

![C:\Users\Administrator\AppData\Local\Microsoft\Windows\INetCache\Content.MSO\3DB0A9C8.tmp](data:image/jpeg;base64,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)

// Pyramid of DOM

*b. Promise (concept)*

var promise = new Promise(

// Excutor

function (resolve, reject) {

// Logic

// Thành công: resolve()

// Thất bại: reject()

}

);

Promise

.then(function () {// Thành công})

.catch(function () {// Thất bại})

.finally(function () {// Done})

Promise có 3 trạng thái:

* Pending
* Fulfilled
* Rejected

*c. Promise (chain)*

var promise = new Promise(

// Excutor

function (resolve, reject) {

resolve();

}

);

Promise

.then(function () {

Return 1;

});

.then(function (data) {

Console.log(data);

Return 2;

});

.catch(function () {// Thất bại})

VD: Đây là ví dụ về callback hell trong truyền thuyết, và cách sử dụng Promise để giải quyết nó.

Các bạn có thể thấy khi tạo ra 1 đoạn code callback hell sẽ dẫn đến khó đọc code, thay vì viết như thế, chúng ta có thể áp dụng tính chất chuỗi (chain) của Promise để tạo ra 1 đoạn code dễ nhìn hơn mà vẫn đảm bảo đúng logic.

function hell(value, cb) {

    cb(value);

}

// Không sử dụng Promise dẫn đến tạo ra callback hell

hell(1, function (valueFromA) {

    hell(valueFromA + 1, function (valueFromB) {

        hell(valueFromB + 1, function (valueFromC) {

            hell(valueFromC + 1, function (valueFromD) {

                console.log(valueFromD + 1);

            });

        });

    });

});

// Sử dụng Promise sẽ tạo ra đoạn code dễ đọc hơn và vẫn đảm bảo đúng logic

function notHell(value) {

    return new Promise(function (resolve) {

        resolve(value);

    });

}

notHell(1)

    .then(function (value) {

        return value + 1;

    })

    .then(function (value) {

        return value + 1;

    })

    .then(function (value) {

        return value + 1;

    })

    .then(function (value) {

        console.log(value + 1);

    });

**3. Promise methods (resolve, reject, all)**

- Khi thực thi resolve gặp reject thì chương trình sẽ bị ngắt đoạn và thực hiện .catch và show ra lỗi.

// Promise.resolve

Var promise = new Promise (

Function (resolve, reject) {

Resolve(‘Success!’);

}

);// Hoặc Promise.resolve(‘Success!’);

Promise

.then(function (result) {

Console.log(‘Result: ’, result);

});

// Promise.reject

Var promise = new Promise (

Function (resolve, reject) {

Reject(‘Error!’);

}

);// Hoặc Promise.reject(‘Error!’)

Promise

.catch(function (err) {

Console.log(‘Err: ’, err);

});

// Promise.all

Var promise1 = new Promise (

Function (resolve, reject) {

setTimeout (function () {

resolve([1]);

}, 2000);

}

);

Var promise2 = new Promise (

Function (resolve, reject) {

setTimeout (function () {

resolve([2, 3]);

}, 5000);

}

);

Promise.all([promise1, promise2])

.then(function (result) {

Var result1 = result[0];

Var result1 = result[1];

Console.log(result1.concat(result2));

});

var users = [

{

id: 1,

name: 'Kien Dam'

},

{

id: 2,

name: 'Son Dang'

},

{

id: 3,

name: 'Hung Dam'

}

];

var comments = [

{

id: 1,

user\_id: 1,

content: 'Anh son chua ra video :('

},

{

id: 2,

user\_id: 2,

content: 'Vua ra xong em oi'

},

];

function getComments() {

return new Promise(function(resolve) {

setTimeout(function() {

resolve(comments)

}, 1000);

});

};

function getUsersByIds(userIds) {

return new Promise(function(resolve) {

var result = users.filter(function(user) {

return userIds.includes(user.id)

});

setTimeout(function(){

resolve(result)

}, 1000);

});

};

getComments()

.then(function(comments){

var userIds = comments.map(function(comment) {

return comment.user\_id;

});

return getUsersByIds(userIds)

.then(function(users) {

return {

users: users,

comments: comments,

};

});

});

.then(function(data) {

var commentBlock = document.getElementById('comment-block');  
 var html = '';  
 data.comments.forEach(function(comment) {  
 var user = data.users.find(function(user) {  
 return user.id === comment.user\_id;  
 });  
 html += `<li>${user.name}: ${comment.content}</li>`;  
 });  
 commentBlock.innerHTML = html;  
  
 });

**4. Fetch**

// API => Application programing interface

// Cổng giao tiếp giữa các phần mềm

// Backend => API => Fetch => JSON/XML

// => JSON.parse => Javascript types => Render ra giao diện với HTML

Var postApi = ‘https://jsonplaceholder.typicode.com/posts’;

Fetch(postApi)

.then(function (response) {

Return response.json();

// JSON.parse: JSON => Javascript types

});

.then(function (posts) {

Console.log(posts);

});

fetch('https://jsonplaceholder.typicode.com/todos/1')

.then(response => response.json())

.then(json => console.log(json))

{

"userId": 1,

"id": 1,

"title": "delectus aut autem",

"completed": false

}

**5. JSON server**

// Fake API server

<https://github.com/typicode/json-server>

**6. Sử dụng Postman làm việc với REST API**

- CRUD:

- Create: Tạo mới => POST

- Read: Lấy dữ liệu => GET

- Uppdate: Chỉnh sửa => PUSH

- Delete: Xóa => DELETE

**XIII. ECMAScript 6+**

**1. ECMAScript 6 là gì?**

// Let, const

// Template Literals

// Multi-line String

// Arrow function

// Classes

// Default parameter values

// Destructuring

// Rest parameters

// Spread

// Enhanced object literals

// Tagged template literal

// Modules

**2. Let & Const**

// Var || Let, Const: Khác nhau phạm vi truy cập (Scope), Hosting

// Const || Var, Let: Assigment

// Code block: if else, loop, {}, …

{

Var course = ‘Javascript basic!’;

}

Console.log(course);// Truy cập được và trả về dữ liệu

{

let course = ‘Javascript basic!’;

}

Console.log(course);// Không truy cập được và biến course => Lỗi

{

const course = ‘Javascript basic!’;

}

Console.log(course);// Không truy cập được và biến course => Lỗi

=> Let & Const truy cập được khi ở bên trong 1 block {…}, và ưu tiên trong phạm vi block gần nhất.

- Hosting: Đưa lên trên.

a=1;

var a;

console.log(a);// Đưa ra giá trị a

// Khi khai báo giá trị rồi khai báo biến với kiểu let và const thì sẽ xảy ra lỗi khi biên dịch

// Code thuần: var

// Babel: Const, Let

// - Khi định nghĩa biến và không gán lại biến đó: Const

// - Khi cần gán lại giá trị cho biến: Let

**3. Template literals**

Const courseName = ‘JavaScript’;

Const description = ‘Course name: ’ + courseName;

// const description = `Course name: ${courseName}`;

Console.log(description);

**4. Arrow function**

Function logger(log) {

Console.log(log);

}

logger(‘Message…’);

⬄

const logger= (log) => {

Console.log(log);

}

logger(‘Message…’);

const sum = (a, b) => {

return a+b;

}

Console.log(sum(2, 2));

const sum = (a, b) => a+b;

Console.log(sum(2, 2));

Const sum = (a, b) => ({a:a, b:b});

Const logger = log => console.log(log);

logger(‘Message…’);

const obj = {

name: ‘Javascript basic!’,

getName: function() {

return this.name;

}

};

Console.log(course.getName());

Const Course = function(name, price) {

this.name = name;

this.price = price;

}

Const jsCourse = new Course(‘Javascript’, 1000);

Console.log(jsCourse);

**5. Classes**

Const Course = function(name, price) {

this.name = name;

this.price = price;

}

Const phpCourse = new Course(‘PHP’, 1000);

Const jsCourse = new Course(‘Javascript’, 1200);

Console.log(phpCourse);

Console.log(jsCourse);

Class Course {

Constructor(name, price) {

This.name = name;

This.price = price;

getName() {

return this.name;

}

getPrice() {

return this.price;

}

Run() {

Const isSuccess = false;

If (…) {

isSuccess = true;

}

}

}

};// Thay thế cụm function

VD: Tạo class Person có thuộc tính name và age

class Person {

    constructor (name, age) {

        this.name = name;

        this.age = age;

    }

}

// Expected results

const person = new Person('Long', 22);

console.log(`Tên: ${person.name}, tuổi: ${person.age}`);

// Output: 'Tên: Long, tuổi: 22'

**6. Default parameter values**

Function logger(log) {

If (typeof log === ‘underfined’) {

log = ‘Gia tri mac dinh!’;

}

Console.log(log);

}

logger();

Function logger(log = ‘Gia tri mac dinh!’) {

Console.log(log);

}

logger();

**7. Enhanced object literals**

// Định nghĩa key: value cho object

// Định nghĩa method cho object

// Định nghĩa key cho object dưới dạng biến

Var name = ’Javascript’;

Var price = 1000;

Var course = {

Name: name,

Price: price

};

Console.log(course);

Var name = ’Javascript’;

Var price = 1000;

Var course = {

name,

price,

getName: function () {

return name;

}

};

Console.log(course.getName());

Var filedName = ‘name’;

Var filedPrice = ‘price’;

Const course = {

[filedName]: ‘Javascript’,

[filedPrice]: 1000

};

Console.log(course);

**8. Destructuring, Rest**

// Phân rã, sử dụng với array và object

a. Array

var array = [‘JS’, ‘PHP’, ‘Ruby’];

var [a, b, c] = array;

console.log(a, b, c);

var [a, …rest] = array;// Toán tử còn lại, lấy ra phần tử còn lại

console.log(rest);// Kết quả: PHP, Ruby

b. Object

var course = {

name: ‘Javascript’,

price: 1000

};

var { name, price} = course;

console.log(name, price);

var course = {

name: ‘Javascript’,

price: 1000

};

var { name, …rest} = course;

console.log(rest);

var { name, …newObject} = course;

console.log(rest);// Thủ thuật xóa 1 key mà không dùng delete.

var course = {

name: ‘Javascript’,

price: 1000

children: {

name: ‘ReactJS’

}

};

var { name: parentName, children: { name} } = course;

console.log(rest);// name: parentName: đổi tên biến name => parentName

function logger(a, …params) {

};//Toán tử Rest

logger(1,2,3,4);// 2,3,4

**9. Spread**

var array = [‘JS’, ‘PHP’, ‘Ruby’];

var array2 = [‘ReactJS’, ‘Dart’];

var array3 = […array2, …array1];// [“ReactJS”, “Dart”, “JS”, “PHP”, “Ruby”]

// Sử dụng nối mảng

**10. Tagged template literals**

Function highLight ([first,…strings], …values) {

Return values.reduce(

(acc, curr) => […acc, `<span>${curr}</span>`, strings.shift()],

[first]

).join(‘’);

};

Var brand = ‘F8’;

Var course = ‘Javascript’;

Const html = highLight `Học lập trình ${course} tại ${brand}`;

**11. Modules**

// Import

// Export

export default logger => export default, mỗi file js chỉ export default duy nhất 1 cái. export type => export thường, có thể export nhiều cái trong file

* Để import default: import [tên\_đối\_tượng\_cần\_import] from [địa\_chỉ\_file\_js]
* Để import các export thường: Ta sử dụng destructuring: `import { [tên\_đối\_tượng\_cần\_import] } from [địa\_chỉ\_file\_js].
* Đối với import dạng thường, ta có thể import nhiều đối tượng. `import {typelog, typewarn, typeerror} from './constants.js

***a.Module***

* Một module có thể hiểu là một file, trong đó sẽ chứa những đoạn code đảm nhiệm một chức năng / nghiệp vụ cụ thể nào đó.

***b.Tại sao lại sử dụng Module***

* Để code dễ đọc hơn, và dễ bảo trì, thay đổi hơn, chúng ta cần chia chúng thành các thành phần nhỏ hơn.

***c.Làm sao để sử dụng module***

* Để sử dụng module, ta cần set attribute type = module cho thẻ script

<script type="module" src="./main.js"></script>

***d.Export***

* Để xuất ra cho module khác để sử dụng.
* Lưu ý: **Một module chỉ có duy nhất 1 export default**

// Example File demo.js

const TYPE\_LOG = 'log'

const TYPE\_WARN = 'warn'

const TYPE\_ERROR = 'error'

const logger = 'logger'

export { TYPE\_LOG, TYPE\_WARN, TYPE\_ERROR }

export default logger

***e.Import***

* Để nạp module ta sử dụng từ khoá import.
* Để nạp **export default** của một module **ta import bình thường**.

// Import từ export default< của file logger.js

import logger from './logger.js'

* Để nạp các **export thường** (không phải export default) **ta sử dụng thuật toán destructuring**.

// Import các export của file type\_logger.js

import { TYPE\_LOG, TYPE\_WARN, TYPE\_ERROR } from './demo.js'

* Để nạp tất cả các export ta sử dụng import \* as [Tên\_Muốn\_Thay\_Thế] from ' ... '. **Trả về 1 object dạng module chứa các export**.

import \* as constants from './demo.js'

console.log( constants.TYPE\_LOG ) // log

console.log( constants.TYPE\_WARN ) // error

console.log( constants.default ) // logger

// File index.js

// Viết chi tiết

import logger from './logger.js'

export default logger

// ===== ===== //

// Viết rút gọn

export { default } from './logger.js'

// Import

import logger from './index.js'

**12. Optional chaining (?.)**

**XIV. Các bài thực hành**

**1. Xây dựng Tabs UI**

***a. HTML***

<link rel="preconnect" href="https://fonts.gstatic.com">

<link rel="stylesheet" href="https://cdnjs.cloudflare.com/ajax/libs/font-awesome/5.15.2/css/all.min.css" integrity="sha512-HK5fgLBL+xu6dm/Ii3z4xhlSUyZgTT9tuc/hSrtw6uzJOvgRr2a9jyxxT1ely+B+xFAmJKVSTbpM/CuL7qxO8w==" crossorigin="anonymous" />

<link href="https://fonts.googleapis.com/css2?family=Poppins:wght@300;400;500;600&display=swap" rel="stylesheet">

<div>

<!-- Tab items -->

<div class="tabs">

<div class="tab-item active">

<i class="tab-icon fas fa-code"></i>

React

</div>

<div class="tab-item">

<i class="tab-icon fas fa-cog"></i>

Angular

</div>

<div class="tab-item">

<i class="tab-icon fas fa-plus-circle"></i>

Ember

</div>

<div class="tab-item">

<i class="tab-icon fas fa-pen-nib"></i>

Vue.JS

</div>

<div class="line"></div>

</div>

<!-- Tab content -->

<div class="tab-content">

<div class="tab-pane active">

<h2>React</h2>

<p>React makes it painless to create interactive UIs. Design simple views for each state in your application, and React will efficiently update and render just the right components when your data changes.</p>

</div>

<div class="tab-pane">

<h2>Angular</h2>

<p>Angular is an application design framework and development platform for creating efficient and sophisticated single-page apps.</p>

</div>

<div class="tab-pane">

<h2>Ember</h2>

<p>Ember.js is a productive, battle-tested JavaScript framework for building modern web applications. It includes everything you need to build rich UIs that work on any device.</p>

</div>

<div class="tab-pane">

<h2>Vue.js</h2>

<p>Vue (pronounced /vjuː/, like view) is a progressive framework for building user interfaces. Unlike other monolithic frameworks, Vue is designed from the ground up to be incrementally adoptable. </p>

</div>

</div>

</div>

***b. CSS***

\* {

padding: 0;

margin: 0;

box-sizing: border-box;

}

body {

display: flex;

font-family: "Poppins", sans-serif;

}

body > div {

margin: 5% auto 0;

max-width: 720px;

}

.tabs {

display: flex;

position: relative;

}

.tabs .line {

position: absolute;

left: 0;

bottom: 0;

width: 0;

height: 6px;

border-radius: 15px;

background-color: #c23564;

transition: all 0.2s ease;

}

.tab-item {

min-width: 80px;

padding: 16px 20px 11px 20px;

font-size: 20px;

text-align: center;

color: #c23564;

background-color: #fff;

border-top-left-radius: 5px;

border-top-right-radius: 5px;

border-bottom: 5px solid transparent;

opacity: 0.6;

cursor: pointer;

transition: all 0.5s ease;

}

.tab-icon {

font-size: 24px;

width: 32px;

position: relative;

top: 2px;

}

.tab-item:hover {

opacity: 1;

background-color: rgba(194, 53, 100, 0.05);

border-color: rgba(194, 53, 100, 0.1);

}

.tab-item.active {

opacity: 1;

}

.tab-content {

padding: 28px 0;

}

.tab-pane {

color: #333;

display: none;

}

.tab-pane.active {

display: block;

}

.tab-pane h2 {

font-size: 24px;

margin-bottom: 8px;

}

***c. Javascript***

const $ = document.querySelector.bind(document);

const $$ = document.querySelectorAll.bind(document);

const tabs = $$(".tab-item");

const panes = $$(".tab-pane");

const tabActive = $(".tab-item.active");

const line = $(".tabs .line");

// SonDN fixed - Active size wrong size on first load.

// Original post: https://www.facebook.com/groups/649972919142215/?multi\_permalinks=1175881616551340

requestIdleCallback(function () {

line.style.left = tabActive.offsetLeft + "px";

line.style.width = tabActive.offsetWidth + "px";

});

tabs.forEach((tab, index) => {

const pane = panes[index];

tab.onclick = function () {

$(".tab-item.active").classList.remove("active");

$(".tab-pane.active").classList.remove("active");

line.style.left = this.offsetLeft + "px";

line.style.width = this.offsetWidth + "px";

this.classList.add("active");

pane.classList.add("active");

};

});

***2. Code Music Player***

- Render songs

- Scroll top

- Play/ Pause/ Seek

- CD rotate

- Next/ Prev

- Random

- Next/ Repeat when ended

- Active song

- Scroll active song into view

- Play song when click