## hdoj 1241

### 1 原题目

**油藏**

**时间限制：2000/1000 MS（Java /其他）内存限制：65536/32768 K（Java /其他）  
提交总数：55624接受提交：31890**

**问题描述** <http://acm.hdu.edu.cn/showproblem.php?pid=1241>

GeoSurvComp地质勘测公司负责检测地下油藏。GeoSurvComp一次处理一个大矩形区域的土地，并创建一个将土地分成许多正方形图的网格。然后，它使用传感设备分别分析每个地块，以确定该地块是否包含油。包含油的地块称为矿穴。如果两个凹坑相邻，则它们是同一油藏的一部分。积油可能很大，可能包含许多凹穴。您的工作是确定网格中包含多少种不同的油藏。

**输入项**

输入文件包含一个或多个网格。每个网格均以包含m和n的行开始，该行包含网格中的行数和列数，并用单个空格分隔。如果m = 0，则表示输入结束；否则，输入0。否则为1 <= m <= 100和1 <= n <=100。紧随其后的是m行，每行n个字符（不计算行尾字符）。每个字符对应一个地块，要么是代表无油的“ \*”，要么是代表油囊的“ @”。

**输出量**

对于每个网格，输出不同的油藏数量。如果两个不同的油藏在水平，垂直或对角线上相邻，则它们是同一油藏的一部分。积油最多可容纳100个口袋。

**样本输入**

1 1

\*

3 5

\* @ \* @ \*

\*\* @ \*\*

\* @ \* @ \*

1 8

@@ \*\*\*\* @ \*

5 5

\*\*\*\* @

\* @@ \* @

\* @ \*\* @

@@@ \* @

@@ \*\* @

0 0

**样本输出**

0

1

2

2

### 2 题目分析

给你一个地图，找出油藏的数量（上下左右，对角线相邻都视为同一片油藏）

### 3 基础知识

#### 3.1数据结构

无。

#### 3.2算法

深度优先搜索（解法一用到）

### 4 解法

#### 4.1 解法1（C语言已过）

我的思路是将字符型的地图转换成整型存储起来，1代表油藏，0代表无油，然后遍历整个地图，找到油藏之后在当前位置开始深度优先遍历，将不同部分的油藏分别涂成不同的颜色，就可以计算出不同油藏的数量。

本人代码：

#include <stdio.h>

#include <stdlib.h>

int map[105][105];//地图

int next[8][2]= {-1,0,1,0,0,-1,0,1,-1,-1,-1,1,1,-1,1,1};//下一步如何走（上下左右，左上，右上，左下，右下）

int m,n;

void dfs(int x,int y,int color)

{

int k,xx,yy;

map[x][y] = color;//地图中油藏标记成不同的数字（代表不同的油藏区域）

for(k = 0; k <= 7; k++)//下一步可能走到的位置

{

xx = x + next[k][0];

yy = y + next[k][1];

if(xx >= 0 && xx < m && yy >= 0 && yy < n && map[xx][yy] == 1)//如果是油藏且在地图范围内

{

dfs(xx,yy,color);//继续深度优先遍历

}

}

}

int main()

{

while(scanf("%d %d",&m,&n) != EOF)

{

getchar();//吸收回车

if(m == 0)

break;

int i,j;

for(i = 0; i < m; i++)

{

for(j = 0; j < n; j++)

{

char temp;

scanf("%c",&temp);//读入地图

if(temp == '@')//将地图转成整型存储

map[i][j] = 1;//1代表油藏

if(temp == '\*')

map[i][j] = 0;//0代表无油

}

getchar();//吸收回车

}

int num = 0;//num记录油藏数量

for(i = 0; i < m; i++)

for(j = 0; j < n; j++)

if(map[i][j] == 1)//遍历数组找到油藏的位置

{

num--;

dfs(i,j,num);//深度优先遍历

}

printf("%d\n",-num);

}

return 0;

}

## hdoj 2544

### 1 原题目

**最短路**

**Time Limit: 5000/1000 MS (Java/Others)    Memory Limit: 32768/32768 K (Java/Others)  
Total Submission(s): 112804    Accepted Submission(s): 48566**

**Problem Description** <http://acm.hdu.edu.cn/showproblem.php?pid=2544>

在每年的校赛里，所有进入决赛的同学都会获得一件很漂亮的t-shirt。但是每当我们的工作人员把上百件的衣服从商店运回到赛场的时候，却是非常累的！所以现在他们想要寻找最短的从商店到赛场的路线，你可以帮助他们吗？

**Input**

输入包括多组数据。每组数据第一行是两个整数N、M（N<=100，M<=10000），N表示成都的大街上有几个路口，标号为1的路口是商店所在地，标号为N的路口是赛场所在地，M则表示在成都有几条路。N=M=0表示输入结束。接下来M行，每行包括3个整数A，B，C（1<=A,B<=N,1<=C<=1000）,表示在路口A与路口B之间有一条路，我们的工作人员需要C分钟的时间走过这条路。  
输入保证至少存在1条商店到赛场的路线。

**Output**

对于每组输入，输出一行，表示工作人员从商店走到赛场的最短时间

**Sample Input**

2 1

1 2 3

3 3

1 2 5

2 3 5

3 1 2

0 0

**Sample Output**

3

2

### 2 题目分析

给你N个街口，和每两个街口之间走完的时间，让你求解从第一个街口出发到第N个街口的最短时间。

### 3 基础知识

#### 3.1数据结构

无向图（解法一用到）

#### 3.2算法

弗洛伊德算法（解法一用到）

### 4 解法

#### 4.1 解法1（C++已过）

弗洛伊德算法的模板题，没什么好说的。

本人代码：

#include <iostream>

#include <climits>

using namespace std;

long long int map[105][105];//地图的构建

long long int length[105][105];//记录从i到j的距离

void floyd(int n)//弗洛伊德算法

{

int i,j,k;

for(i = 1; i <= n; i++)

for(j = 1; j <= n; j++)

length[i][j] = map[i][j];

for(k = 1; k <= n; k++)

for(i = 1; i <= n; i++)

for(j = 1; j <= n; j++)//从i经K到j的一条路径更短

if(length[i][k] + length[k][j] < length[i][j])

length[i][j] = length[i][k] + length[k][j];

}

int main()

{

int N,M;

while(cin>>N>>M)

{

if(N == 0 && M == 0)

break;

int i,j;

for(i = 0; i < 105; i++)//地图的初始化

for(j = 0; j < 105; j++)

map[i][j] = INT\_MAX;

int a,b,c;

for(i = 0; i < M; i++)

{

cin>>a>>b>>c;//读入地图

map[a][b] = c;

map[b][a] = c;

}

floyd(N);

cout<<length[1][N]<<endl;

}

return 0;

}

## hdoj 2066

### 1 原题目

一个人的旅行

**Time Limit: 1000/1000 MS (Java/Others)    Memory Limit: 32768/32768 K (Java/Others)  
Total Submission(s): 61325    Accepted Submission(s): 20444**

**Problem Description** <http://acm.hdu.edu.cn/showproblem.php?pid=2066>

虽然草儿是个路痴（就是在杭电待了一年多，居然还会在校园里迷路的人，汗~),但是草儿仍然很喜欢旅行，因为在旅途中 会遇见很多人（白马王子，^0^），很多事，还能丰富自己的阅历，还可以看美丽的风景……草儿想去很多地方，她想要去东京铁塔看夜景，去威尼斯看电影，去阳明山上看海芋，去纽约纯粹看雪景，去巴黎喝咖啡写信，去北京探望孟姜女……眼看寒假就快到了，这么一大段时间，可不能浪费啊，一定要给自己好好的放个假，可是也不能荒废了训练啊，所以草儿决定在要在最短的时间去一个自己想去的地方！因为草儿的家在一个小镇上，没有火车经过，所以她只能去邻近的城市坐火车（好可怜啊~）。

**Input**

输入数据有多组，每组的第一行是三个整数T，S和D，表示有T条路，和草儿家相邻的城市的有S个，草儿想去的地方有D个；  
接着有T行，每行有三个整数a，b，time,表示a,b城市之间的车程是time小时；(1=<(a,b)<=1000;a,b 之间可能有多条路)  
接着的第T+1行有S个数，表示和草儿家相连的城市；  
接着的第T+2行有D个数，表示草儿想去地方。

**Output**

输出草儿能去某个喜欢的城市的最短时间。

**Sample Input**

6 2 3

1 3 5

1 4 7

2 8 12

3 8 4

4 9 12

9 10 2

1 2

8 9 10

**Sample Output**

9

### 2 题目分析

给你一些两城镇之间的路程所花费的时间，再给你一些起点，和一些终点，让你求从任意起点到任意终点的最短时间（一条）

### 3 基础知识

#### 3.1数据结构

链式前向星（解法一用到）

<https://blog.csdn.net/acdreamers/article/details/16902023>

#### 3.2算法

SPFA算法（解法一用到）

<http://keyblog.cn/article-21.html>

### 4 解法

#### 4.1 解法1（C++已过）

算是SPFA算法的模板题，只不过每个起点都要调用一遍SPFA算法，然后选出一个最短的时间。

本人代码：

#include <iostream>

#include <climits>

#include <queue>

#include <cstring>

using namespace std;

const int MAXN = 10010;

struct Edge//链式前向星

{

int next;//与第i条边同一起点的上一条边的位置

int to;//此边的终点

int len;//边的权值

} edge[MAXN];

int head[MAXN];//以i为起点的第一条边存储的位置（实际是最后输入的那个编号）

int index = 0;

bool vis[MAXN];//用来标记点是否在队列中

int cnt[MAXN];//每个点的入队列次数

int length[MAXN];//记录从起点到点n的路径长

void add(int start,int end,int len)//链式前向星的加边函数

{

edge[index].len = len;

edge[index].to = end;

edge[index].next = head[start];

head[start] = index++;

}

bool SPFA(int start,int n)//最短路SPFA算法

{

int i,j;

memset(vis,false,sizeof(vis));

memset(cnt,0,sizeof(cnt));

for(i = 0; i <MAXN; i++)

{

length[i] = INT\_MAX;

}

queue<int>que;

que.push(start);//入队

vis[start] = true;//标记此点入队列

length[start] = 0;//源点到源点的长度为0

cnt[start]++;//入队次数加1

while(!que.empty())

{

int u = que.front();

que.pop();//出队

vis[u] = false;//标记此点已经不在队列中

for(j = head[u]; j != -1; j = edge[j].next)//遍历与u联通的点

{

int v = edge[j].to;

if(length[v] > length[u] + edge[j].len)

{

length[v] = length[u] + edge[j].len;//路径更新

if(vis[v] == 0)//如果v点不在队列中

{

que.push(v);//入队

vis[v] = 1;//标记

cnt[v]++;//入队次数加1

if(cnt[v] > n)//如果这个点加入超过n次，说明存在负环回路，直接返回

return false;

}

}

}

}

return true;

}

int main()

{

int T,S,D;

while(cin>>T>>S>>D)

{

int i,j,a,b,time,start[MAXN],end[MAXN],minn = INT\_MAX;

memset(head,-1,sizeof(head));

for(i = 0; i < T; i++)

{

cin>>a>>b>>time;

add(a,b,time);//构建链式前向星

add(b,a,time);

}

for(i = 0; i < S; i++)

cin>>start[i];//读入相邻城市

for(i = 0; i < D; i++)

cin>>end[i];//读入目标城市

for(i = 0; i < S; i++)

{

SPFA(start[i],T);//SPFA算法

for(j = 0; j < D; j++)

minn = min(minn,length[end[j]]); //找到目标城市花费的最短时间

}

cout<<minn<<endl;

}

return 0;

}

## hdoj 3038

### 1 原题目

有多少答案是错误的

**时间限制：2000/1000 MS（Java /其他）内存限制：32768/32768 K（Java /其他）  
总提交：23680已接受提交：8044**

**问题描述** <http://acm.hdu.edu.cn/showproblem.php?pid=3038>

TT和FF是...的朋友。呃...非常非常好的朋友-\_\_\_\_\_\_\_\_- b  
  
FF是个坏男孩，他总是向TT求爱，和他一起玩以下游戏。这是一个非常单调的游戏。首先，TT应该写下一个整数序列-\_- !!（无聊）。

![](data:image/jpeg;base64,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)

然后，FF可以从中选择一个连续的子序列（例如，从第三个整数到第五个整数（包括端值）的子序列）。此后，FF将询问TT他选择的子序列的总和是多少。接下来，TT将回答FF的问题。然后，FF可以重做此过程。最后，FF必须计算出整数的整个序列。  
  
无聊~~无聊~~一个非常无聊的游戏！！！TT根本不想玩FF。为了惩罚FF，她经常告诉FF错误的答案。  
  
这个坏男孩不是一个傻瓜。FF检测到某些答案不兼容。当然，这些矛盾使计算序列变得困难。  
  
但是，TT是个好可爱的女孩。她没有FF的硬心。为了节省时间，她保证如果确实没有逻辑错误，那么答案是正确的。  
  
而且，如果FF发现答案有误，在判断下一个答案时，他将忽略该答案。  
  
但是会有如此多的问题，可怜的FF无法马上确定当前答案是对还是错。因此，他决定编写程序来帮助他解决此问题。该计划将收到来自FF的一系列问题以及FF从TT收到的答案。该程序的目的是找出错误的答案。FF只有忽略错误的答案，才能得出整数的整个序列。可怜的FF没有时间做这项工作。现在他正在寻求您的帮助〜（为什么要为自己找麻烦~~坏男孩）

**输入值**

第1行：两个整数N和M（1 <= N <= 200000，1 <= M <= 40000）。意味着TT写了N个整数，而FF问了她M个问题。  
  
行2..M + 1：行i + 1包含三个整数：Ai，Bi和Si。意味着TT回答FF，从Ai到Bi的总和是Si。保证0 <Ai <= Bi <=N。  
  
您可以假定子序列的总和都适合32位整数。

**输出量**

带有整数的单行表示有多少个答案是错误的。

**样本输入**

10 5

1 10 100

7 10 28

1 3 32

4 6 41

6 6 1

**样本输出**

1

### 2 题目分析

给你一些数字的区间段（数字排序是随便的）并告诉你这些数字的和，让你从中判断出错误区间段的个数（比如先告诉你1到20号这些数字的和是100，又告诉你1到10号数字之和是200，那么这二者中肯定有一个错误的）

### 3 基础知识

#### 3.1数据结构

带权并查集（解法一用到）

#### 3.2算法

无。

### 4 解法

#### 4.1 解法1（C++已过）

参考链接：<https://www.cnblogs.com/liyinggang/p/5327055.html>

本人代码：

#include <iostream>

#include <cstring>

using namespace std;

int father[200005];//存储当前点的父节点

int sum[200005];//存储当前点到根节点的数字之和

int Find(int x)

{

if(x != father[x])

{

int temp = father[x];

father[x] = Find(father[x]);

sum[x] = sum[x] + sum[temp];

}

return father[x];

}

int main()

{

int N,M,a,b,s,i;

while(cin>>N>>M)

{

for(i = 0; i <= N ; i++)//数组初始化

{

father[i] = i;

sum[i] = 0;

}

int ra,rb,num = 0;

for(i = 0; i < M; i++)

{

cin>>a>>b>>s;

a--;//因为判断时是靠区间相加（题目的区间要求是左闭右闭），所以左区间减一（通俗点说你知道了区间1-5，和6-10的和，如果你不把6减1,你如何经行下面的更新呢？）

ra = Find(a);

rb = Find(b);

if(ra == rb)//如果两点根节点相同

{

if(sum[a] != sum[b] + s)//满足这个条件就说明是错误的

num++;

}

else

{

father[ra] = rb;//根节点进行更新

sum[ra] = s + sum[b] - sum[a];//距离进行更新

}

}

cout<<num<<endl;

}

return 0;

}

## hdoj 1166

### 1 原题目

敌兵布阵

**Time Limit: 2000/1000 MS (Java/Others)    Memory Limit: 65536/32768 K (Java/Others)  
Total Submission(s): 162460    Accepted Submission(s): 67166**

**Problem Description** <http://acm.hdu.edu.cn/showproblem.php?pid=1166>

C国的死对头A国这段时间正在进行军事演习，所以C国间谍头子Derek和他手下Tidy又开始忙乎了。A国在海岸线沿直线布置了N个工兵营地,Derek和Tidy的任务就是要监视这些工兵营地的活动情况。由于采取了某种先进的监测手段，所以每个工兵营地的人数C国都掌握的一清二楚,每个工兵营地的人数都有可能发生变动，可能增加或减少若干人手,但这些都逃不过C国的监视。  
中央情报局要研究敌人究竟演习什么战术,所以Tidy要随时向Derek汇报某一段连续的工兵营地一共有多少人,例如Derek问:“Tidy,马上汇报第3个营地到第10个营地共有多少人!”Tidy就要马上开始计算这一段的总人数并汇报。但敌兵营地的人数经常变动，而Derek每次询问的段都不一样，所以Tidy不得不每次都一个一个营地的去数，很快就精疲力尽了，Derek对Tidy的计算速度越来越不满:"你个死肥仔，算得这么慢，我炒你鱿鱼!”Tidy想：“你自己来算算看，这可真是一项累人的工作!我恨不得你炒我鱿鱼呢!”无奈之下，Tidy只好打电话向计算机专家Windbreaker求救,Windbreaker说：“死肥仔，叫你平时做多点acm题和看多点算法书，现在尝到苦果了吧!”Tidy说："我知错了。。。"但Windbreaker已经挂掉电话了。Tidy很苦恼，这么算他真的会崩溃的，聪明的读者，你能写个程序帮他完成这项工作吗？不过如果你的程序效率不够高的话，Tidy还是会受到Derek的责骂的.

**Input**

第一行一个整数T，表示有T组数据。  
每组数据第一行一个正整数N（N<=50000）,表示敌人有N个工兵营地，接下来有N个正整数,第i个正整数ai代表第i个工兵营地里开始时有ai个人（1<=ai<=50）。  
接下来每行有一条命令，命令有4种形式：  
(1) Add i j,i和j为正整数,表示第i个营地增加j个人（j不超过30）  
(2)Sub i j ,i和j为正整数,表示第i个营地减少j个人（j不超过30）;  
(3)Query i j ,i和j为正整数,i<=j，表示询问第i到第j个营地的总人数;  
(4)End 表示结束，这条命令在每组数据最后出现;  
每组数据最多有40000条命令

**Output**

对第i组数据,首先输出“Case i:”和回车,  
对于每个Query询问，输出一个整数并回车,表示询问的段中的总人数,这个数保持在int以内。

**Sample Input**

1

10

1 2 3 4 5 6 7 8 9 10

Query 1 3

Add 3 6

Query 2 7

Sub 10 2

Add 6 3

Query 3 10

End

**Sample Output**

Case 1:

6

33

59

### 2 基础知识

#### 2.1数据结构

树状数组（解法一用到）

#### 2.2算法

无。

### 3 解法

#### 3.1 解法1（G++已过）

树状数组的单点更新，区间查询的模板运用。

推荐两个树状数组讲解不错的链接：<https://www.cnblogs.com/findview/archive/2019/08/01/11281628.html>

<https://www.cnblogs.com/xenny/p/9739600.html>

本人代码：

#include <iostream>

#include<algorithm>

#include <cstring>

#include <cstdio>

#include <cstdlib>

#include <cmath>

using namespace std;

int a[50005],c[50005],N;//对应原数组和树状数组

int lowbit(int x)

{

return x&(-x);

}

int getsum(int i)//求a[1]到a[i]的和

{

int res = 0;

while(i > 0)

{

res += c[i];

i -= lowbit(i);

}

return res;

}

void updata(int i,int k)//在i位置加上k（原始数组和树状数组的值都会更改）

{

a[i] += k;

while(i <= N)

{

c[i] += k;

i += lowbit(i);

}

}

int main()

{

int T,num = 1;

cin>>T;

while(T--)

{

cout<<"Case "<<num++<<":"<<endl;

int i,temp;

memset(a,0,sizeof(a));

memset(c,0,sizeof(c));

cin>>N;

for(i = 1; i <= N; i++)

{

cin>>temp;

updata(i,temp);//输入初值的时候，也相当于更新了值

}

string str;

int j,k;

while(cin>>str && str[0] != 'E')

{

cin>>j>>k;

if(str[0] == 'A')

updata(j,k);

else if(str[0] == 'S')

updata(j,-k);//减去操作，即为加上相反数

else if(str[0] == 'Q')

cout<<getsum(k) - getsum(j - 1)<<endl;//x-y区间和也就等于1-y区间和减去1-(x-1)区间和

}

}

return 0;

}

## hdoj

### 1 原题目

### 2 基础知识

#### 2.1数据结构

无。

#### 2.2算法

无。

### 3 解法

#### 3.1 解法1（C++已过）

本人代码：

|  |
| --- |
|  |
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