## poj 3278

### 1 原题目

**赶上那头牛**

|  |  |  |
| --- | --- | --- |
| **时限：** 2000MS |  | **内存限制：** 65536K |
| **提交总数：** 149574 |  | **接受的：** 45849 |

**描述** <http://poj.org/problem?id=3278>

农夫约翰已被告知一头逃犯的位置，并希望立即抓住她。他开始于一个点*Ñ*（0≤ *Ñ* ≤100,000）上的数线和牛是在点*ķ*（0≤ *ķ*上相同数目的线≤100,000）。农夫约翰有两种运输方式：步行和传送。

\*步行：FJ可以在一分钟内从任意点*X*移至点*X* -1或*X* + 1。  
\*传送：FJ可以在一分钟内从任意点*X*移至点2× *X*。

如果没有意识到它的追捕能力的母牛完全没有动弹，那么农夫约翰要花多长时间？

**输入项**

第1行：两个以空格分隔的整数：*N*和*K*

**输出量**

第1行：农夫约翰用最少的时间（以分钟为单位）捉住逃犯。

**样本输入**

5 17

**样本输出**

4

**暗示**

农夫约翰到达逃亡者牛的最快方法是沿着以下路径移动：5-10-9-18-17，这需要4分钟。

### 2 题目分析

农夫只能往前走一步，或往后走一步，或者直接到达他现在位置二倍的地方，让农夫走最少的步数来到达牛的位置。

### 3 基础知识

#### 3.1数据结构

无。

#### 3.2算法

广度优先搜索（解法一用到）

### 4 解法

#### 4.1 解法1（java已过）

利用广度优先搜索来解题，并利用标记数组来去重。

因为是一条直线，所以我们可以将农夫走过的位置进行标记，如果下次又到了标记的位置就不走这个位置。

借助队列，先将农夫的位置存进队列，然后将农夫在当前位置可以到达的所有位置存进队列中，并用-1分隔开农夫每步走到的位置，然后依次弹出队列的元素，重复操作直到走到了牛的位置。

本人代码：

**import** java.util.\*;//包含java.util包中所有的类

**public** **class** Main {//用广度优先搜索来做

**public** **static** **void** main(String[] args) {

Scanner in = **new** Scanner(System.***in***);

**while**(in.hasNext()) {//输入多组数据

**int** map[] = **new** **int**[100001];//标记数组

Queue<Integer> queue = **new** LinkedList<Integer>();//队列

**int** n,k,num = 0;

n = in.nextInt();

k = in.nextInt();

queue.add(n);//压入队列

map[n] = 1;

queue.add(-1);//-1是用来将每一步可以到达的点隔开

**while**(!queue.isEmpty()) {

**int** temp = queue.poll();//从队列弹出

**if**(temp == -1) {

num++;//步数加1

queue.add(-1);

**continue**;

}

**else** {

**if**(temp == k)//等于k时说明找到了

**break**;

//存入当前点所有可能走过的点并进行去重

**if**(temp - 1 >= 0 && map[temp - 1] == 0) {

queue.add(temp - 1);

map[temp - 1] = 1;

}

**if**(temp + 1 <= k && map[temp + 1] == 0) {

queue.add(temp + 1);

map[temp + 1] = 1;

}

**if**(temp \* 2 <= 100000 && map[temp \* 2] == 0) {

queue.add(temp \* 2);

map[temp \* 2] = 1;

}

}

}

System.***out***.println(num);

}

}

}

## poj 3126

### 1 原题目

**主要路径**

|  |  |  |
| --- | --- | --- |
| **时限：** 1000MS |  | **内存限制：** 65536K |
| **提交总数：** 36147 |  | **接受：** 19404 |

**描述** <http://poj.org/problem?id=3126>
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—时不时地改变这些事情，以使敌人陷入黑暗是安全的问题。  
-但是，我有充分的理由选择了我的号码1033。我是总理，你知道的！  
—我知道，因此您的新电话号码8179也是素数。您只需要在办公室门上的四个旧数字上粘贴四个新数字。  
—不，不是那么简单。假设我将第一个数字更改为8，那么该数字将显示8033，这不是质数！  
—我知道，作为总理，即使坐了几秒钟，也无法忍受门口有非总理数字。  
—正确！因此，我必须发明一种方案，通过从质数到1033到8179的质数路径，其中只有一位从一个质数变为下一个质数。  
  
现在，一直在窃听的财政部长介入了。  
—请不要不必要的支出！我碰巧知道一个数字的价格是一磅。  
—嗯，在那种情况下，我需要一个计算机程序以最小化成本。您不了解一些非常便宜的软件专家，对吗？  
—事实上，我愿意。您会看到，这场编程竞赛正在进行中...帮助总理找到在两个给定的四位数素数之间最便宜的素数路径！当然，第一位必须为非零。这是上述情况的解决方案。

1033  
1733  
3733  
3739  
3779  
8779  
8179

该解决方案的成本为6磅。请注意，在步骤2中粘贴的数字1不能在最后一步中重复使用-必须购买新的1。

**输入项**

一行带有正数：测试用例的数量（最多100个）。然后，对于每个测试用例，用两个数字用空格分隔的一行。这两个数字都是四位数的质数（无前导零）。

**输出量**

每种情况只用一行，或者用数字表示最低费用，或包含“不可能”一词。

**样本输入**

3

1033 8179

1373 8017

1033 1033

**样本输出**

6

7

0

### 2 题目分析

给定两个素数a b，求a变幻到b需要几步，并且变幻时只有一个数字不同，并且是素数。

### 3 基础知识

#### 3.1数据结构

队列（解法一用到）

#### 3.2算法

广度优先搜索（解法一用到）

### 4 解法

#### 4.1 解法1（C++已过）

广度优先搜索，将a素数每一位依次用0到9替换，其他位暂且不变（要满足替换后的数字是素数这个条件）存进队列中，然后对队列中的数字进行同样的操作，直到找到素数b或者队列为空。

本人代码：

#include <iostream>

#include <string.h>

#include <queue>

using namespace std;

int prime[10005];//素数表

int Count[10005];//记录到当前素数的费用

int vis[10005];//标记素数是否已经走过

void Init()//对素数打表

{

int i,j;

for(i = 1000; i <= 10005; i++)

{

for(j = 2; j < i; j++)

if(i%j == 0)

{

prime[i] = 0;//不是素数置0

break;

}

if(j == i)

prime[i]=1;//是素数置1

}

}

int dfs(int st,int last)

{

queue<int>q;//初始化一个队列

memset(vis,0,sizeof(vis));//数组初始化

memset(Count,0,sizeof(Count));//数组初始化

int t[4] = {0},i,j,cur,temp,ntemp;

q.push(st);

vis[st] = 1;

while(!q.empty())

{

cur = q.front();//cur记录队头元素

if(cur == last)//找到最后的数字

return Count[cur];

q.pop();

t[0]=cur/1000;//将四位数cur拆开存储

t[1]=cur%1000/100;

t[2]=cur%100/10;

t[3]=cur%10;

for(i = 0; i < 4; i++)

{

temp = t[i];

for(j = 0; j < 10; j++)//cur的每一位的去尝试所有可能的数字

{

if(j != temp)//当前数字和当前位的数字不同时

{

t[i] = j;//取代当前位的数字

ntemp = t[0] \* 1000 + t[1] \* 100 + t[2] \* 10 + t[3];//计算新的数字

if(vis[ntemp] == 0 && prime[ntemp] == 1)//数字没走过且是素数

{

vis[ntemp] = 1;//标记

q.push(ntemp);//入队

Count[ntemp] = Count[cur] + 1;//计算费用

}

}

}

t[i] = temp;//位的数字复原

}

}

return -1;

}

int main()

{

memset(prime,0,sizeof(prime));//数组初始化

Init();

int n;

cin>>n;

while(n--)

{

int st,last;

cin>>st>>last;

int m = dfs(st,last);

if(m == -1)

cout<<"Impossible"<<endl;

else

cout<<m<<endl;

}

return 0;

}

## poj 2251

### 1 原题目

**地牢大师**

|  |  |  |
| --- | --- | --- |
| **时限：** 1000MS |  | **内存限制：** 65536K |
| **提交总数：** 64938 |  | **接受：** 23649 |

**描述** <http://poj.org/problem?id=2251>

您被困在3D地牢中，需要找到最快的出路！地牢由可能填充或未填充岩石的单位立方体组成。向北，向南，向东，向西，向上或向下移动一个单元需要一分钟。您不能沿对角线移动，迷宫四面都是坚硬的岩石。  
  
有可能逃脱吗？如果是，需要多长时间？

**输入项**

输入包含多个地牢。每个地牢描述都以包含三个整数L，R和C（大小均限制为30）的行开头。  
L是组成地牢的层数。  
R和C是组成每个级别计划的行数和列数。  
然后将出现R行的L个块，每个块包含C个字符。每个角色描述一个地牢单元。充满岩石的单元格用“＃”表示，空单元格用“。”表示。您的起始位置以“ S”表示，退出位置以字母“ E”表示。每个级别之后只有一个空白行。输入以L，R和C的三个零终止。

**输出量**

每个迷宫产生一行输出。如果有可能到达出口，请打印表格的一行

在x分钟内转义。

其中x替换为最短逃生时间。  
如果无法逃脱，请打印该行

被困！

**样本输入**

3 4 5

S....

.###.

.##..

###.#

#####

#####

##.##

##...

#####

#####

#.###

####E

1 3 3

S##

#E#

###

0 0 0

**样本输出**

Escaped in 11 minute(s).

Trapped!

### 2 题目分析

给你一个三维数组构成的地牢（包含墙壁），并且给你一个起点和终点，让你判断由起点能否走到终点，如果可以请找出最短的路径。

### 3 基础知识

#### 3.1数据结构

队列（解法一用到）

#### 3.2算法

广度优先搜索（解法一用到）

### 4 解法

#### 4.1 解法1（C++已过）

最短路径的问题，直接广度优先搜索来做（要用到队列），具体请看代码和注释。

本人代码：

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

int dir[6][3]= {{0,0,-1},{0,0,1},{-1,0,0},{1,0,0},{0,-1,0},{0,1,0}};//下一步怎么走（前二是列数变，中二是层数变，后二是行数变）

char map[35][35][35];//存地图

int vis[35][35][35];//标记地图中的点是否被走过

int flag,x,y,z;//x，y，z代表层数，行数，列数

struct node//队列

{

int x,y,z;//x，y，z代表层数，行数，列数

int num;//num代表步数

} que[30010];

void bfs(int sx,int sy,int sz)

{

int head=0;//队列的头指针

int tail=1;//队列的尾指针

que[0].x=sx;

que[0].y=sy;

que[0].z=sz;

que[0].num=0;

vis[sx][sy][sz]=1;

int xx,yy,zz;

while(head<tail)//当对列不为空时

{

for(int i=0; i<6; i++)//下一步如何走（6种情况）

{

xx=que[head].x+dir[i][0];

yy=que[head].y+dir[i][1];

zz=que[head].z+dir[i][2];

if(map[xx][yy][zz]=='E') //搜到终点

{

printf("Escaped in %d minute(s).\n",que[head].num+1);

flag=1;

break;

}

if(xx < x && yy < y && zz < z && xx >= 0 && yy >= 0 && zz >= 0 && vis[xx][yy][zz] == 0 && map[xx][yy][zz] == '.') //如果在迷宫内，并且未走过

{

que[tail].x=xx;

que[tail].y=yy;

que[tail].z=zz;

que[tail].num=que[head].num+1;

vis[xx][yy][zz]=1;

tail++;

}

}

if(flag == 1)//flag为1说明已经找到了终点

break ;

head++;//flag不为1，那就要在继续寻找

}

if(flag == 0)

printf("Trapped!\n");

}

int main()

{

while(scanf("%d %d %d",&x,&y,&z) != EOF)

{

getchar();//吸收回车

if(x == 0 && y == 0 && z == 0)

break;

memset(vis,0,sizeof(vis));//标记数组置零

flag = 0;

int i,j,k,sx,sy,sz;

for(i = 0; i < x; i++)

for(j = 0; j < y; j++)

{

for(k = 0; k < z; k++)

{

scanf("%c",&map[i][j][k]);//读入地图

if(map[i][j][k] == 'S')//找到起点的位置并记录下来

{

sx = i;

sy = j;

sz = k;

}

}

getchar();//吸收回车

if(j == y - 1 && i != x - 1)

getchar();//吸收空行（也就是回车）

}

bfs(sx,sy,sz);//广度优先搜索

}

return 0;

}

## poj 1753

### 1 原题目

**翻转游戏**

|  |  |  |
| --- | --- | --- |
| **时限：** 1000MS |  | **内存限制：** 65536K |
| **提交总数：** 60513 |  | **接受：** 25128 |

**描述** <http://poj.org/problem?id=1753>

翻转游戏是在一个矩形的4x4场上进行的，在其16个正方形的每个正方形上放置了两个棋子。每一块的一侧为白色，另一侧为黑色，并且每块都以黑色或白色的一面朝上。每轮翻转3到5片，从而将其上侧的颜色从黑色更改为白色，反之亦然。根据以下规则在每一轮中选择要翻转的棋子：

1. 选择16件中的任何一件。
2. 将选定的片段以及所有相邻片段翻转到选定片段的左侧，右侧，顶部和底部（如果有）。  
   ![](data:image/gif;base64,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)以下面的位置为例：  
   bwbw  
   wwww  
   bbwb  
   bwwb  
   此处的“ b”表示其黑色面朝上的部分，“ w”表示其白色面朝上的部分。如果我们选择从第三行翻转第一个棋子（此选择如图所示），那么该字段将变为：  
   bwbw  
   bwww  
   wwwb  
   wwwb  
   游戏的目标是将所有棋子翻转白色或黑色朝上。您将编写一个程序，以搜索实现该目标所需的最小轮数。

**输入项**

输入包括4行，每行分别包含4个字符“ w”或“ b”，表示游戏场的位置。

**输出量**

向输出文件中写入一个整数-从给定位置达到游戏目标所需的最少回合数。如果最初达到目标，则写0。如果不可能达到目标，则写“不可能”（不带引号）。

**样本输入**

bwwb

bbwb

bwwb

bwww

**样本输出**

4

### 2 基础知识

枚举（解法一用到）

深度优先搜索（解法一用到）

### 3 解法

#### 3.1 解法1（C++已过）

题目要你返回翻转棋子数量使满足全黑或全白，我们可以枚举出所有的情况，比如翻转一个棋子的时候有16种，翻转2个棋子有120种，…… ，翻转15个棋子有2种，最后翻转16个棋子有1种，我们枚举的过程利用深度优先来实现，具体看代码和注释。

本人代码：

|  |
| --- |
| #include <iostream>  #include<algorithm>  #include <cstring>  #include <cstdio>  #include <cstdlib>  #include <cmath>  using namespace std;  char s[10];  int mapp[20];//存储16个棋子的状态（1到16）  int flag;//标记是否找出符合条件的轮数  int pan()//判断是否全黑或全白  {      int x = mapp[1];      for(int i = 2; i <= 16; i++)          if(mapp[i] != x)              return 0;      return 1;  }  void fan(int x)//翻转棋子颜色  {      mapp[x] = !mapp[x];      if(x + 4 <= 16)          mapp[x + 4] = !mapp[x + 4];      if(x - 4 >= 1)          mapp[x - 4] = !mapp[x - 4];      if(x % 4 == 0)          mapp[x - 1] = !mapp[x - 1];      else if(x % 4 == 1)          mapp[x + 1] = !mapp[x + 1];      else      {          mapp[x - 1] = !mapp[x - 1];          mapp[x + 1] = !mapp[x + 1];      }  }  //x是下标，num是剩余翻转棋子数  void dfs(int x,int num)//利用dfs进行枚举  {      if(num == 0)//可翻转棋子数为0      {          if(pan())//如果符合条件              flag = 1;//标记          return ;      }      int i;      for(i = x + 1; i <= 16; i++)      {          if(i + num > 17)//深搜的剪枝（剩下的棋子数不够你翻转的，用前面的就会有重复的情况）              return ;          fan(i);//翻转          dfs(i,num - 1);          fan(i);//状态还原          if(flag)//找到满足的就没必要继续深搜了              return ;      }      return ;  }  int main()  {      int i,j;      flag = 0;      int bit = 1;      for (i = 0; i < 4; i++)//读入数据并存储      {          scanf("%s",s);          for(j = 0; j < 4; j++)          {              if(s[j] == 'b')                  mapp[bit++] = 0;              else                  mapp[bit++] = 1;          }      }      if(pan())//步骤为0先判断下          printf("0\n");      else      {          for(i = 1; i <= 16; i++)//1到16为可翻转棋子数（利用深搜枚举出翻转的所有组合）          {              dfs(0,i);//深度优先搜索              if(flag)//如果符合条件，不用继续了，直接跳出                  break;          }          if(!flag)//flag为0说明没有符合条件的翻转棋子数              printf("Impossible\n");          else              printf("%d\n",i);      }      return 0;  } |

## poj 1426

### 1 原题目

**寻找多重**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **时限：** 1000MS |  | **内存限制：** 10000K | | |
| **提交总数：** 52790 |  | **接受：** 22017 |  | **特别法官** |

**描述** <http://poj.org/problem?id=1426>

给定正整数n，编写一个程序以找出n的非零倍数m，其十进制表示形式仅包含数字0和1。您可以假定n不大于200，并且相应的m包含不超过100十进制数字。

**输入项**

输入文件可能包含多个测试用例。每行包含一个值n（1 <= n <= 200）。包含零的行将终止输入。

**输出量**

对于输入中n的每个值，打印一行包含m对应值的行。m的十进制表示形式不能超过100个数字。如果给定值n有多个解，则其中任何一个都是可接受的。

**样本输入**

2

6

19

0

**样本输出**

10

100100100100100100

111111111111111111

### 2 题目分析

找到n的整数倍的一个数字m（m只有0和1组成，且m的位数小于100）

### 3 基础知识

#### 3.1数据结构

无。

#### 3.2算法

深度优先搜索（解法一用到）

### 4 解法

#### 4.1 解法1（java已过）

m数字只能由0和1组成，所以我们可以利用10和11这两个数字进行深搜（在这两个数字后加0加1），所以有m \* 10 和 m \* 10 + 1 这两个式子

参考链接：<https://blog.csdn.net/qq_42964711/article/details/81938661>

本人代码：

**import** java.util.\*;//包含java.util包中所有的类

**public** **class** Main {//用深度优先搜索来做

**static** **int** *t*;//全局变量

**public** **static** **void** main(String[] args) {

Scanner in = **new** Scanner(System.***in***);

**while**(in.hasNext()) {///多次输入

**int** n;

n = in.nextInt();

**if**(n == 0)

**break**;

Main a = **new** Main();

*t* = 0;//t用来判断是否已经找到了一个正确的解

**int** step = 1;//step记录数字m的位数

a.dfs(n,1,step);//调用dfs函数

}

}

**public** **void** dfs(**int** n,**long** m,**int** step) {

**if**(*t* == 1 || step > 19)//java中long型最大数字的位数为19位

**return** ;

**if**(m % n == 0) {//判断m是否为n的整数倍

System.***out***.println(m);

*t* = 1;//找到正确的解，t标记为1

}

//尝试所有的只含01的十进制数字

dfs(n,m \* 10,step + 1);

dfs(n,m \* 10 + 1,step + 1);

}

}

## poj 2387

### 1 原题目

**直到母牛回家**

|  |  |  |
| --- | --- | --- |
| **时限：** 1000MS |  | **内存限制：** 65536K |
| **提交总数：** 95828 |  | **接受的：** 31090 |

**描述** <http://poj.org/problem?id=2387>

贝西（Bessie）在野外，想回到谷仓以尽可能多地睡觉，直到农夫约翰（John Farmer）叫醒她早上进行挤奶。贝西需要美睡，所以她想尽快回来。  
  
农夫约翰的田地里有N（2 <= N <= 1000）个地标，唯一编号为1..N。地标1是谷仓；苹果树树林其中贝西代表整天使用地标之间的各种长度的T（1 <= T <= 2000）双向牛步道在现场的地标N.奶牛行进。贝西对自己的导航能力不抱有信心，因此，从开始到结束，她始终保持在步道上。  
  
给定地标之间的路径，确定Bessie返回谷仓必须行走的最小距离。可以保证存在这样的路由。

**输入项**

\*第1行：两个整数：T和N  
  
\*第2..T + 1行：每行将一个轨迹描述为三个以空格分隔的整数。前两个整数是小径在其间行进的地标。第三个整数是路径的长度，范围为1..100。

**输出量**

\*第1行：一个整数，是Bessie从地标N到地标1所必须经过的最小距离。

**样本输入**

5 5

1 2 20

2 3 30

3 4 20

4 5 20

1 5 100

**样本输出**

90

**暗示**

输入详细信息：  
  
有五个地标。  
  
输出详细信息：  
  
Bessie可以按照4、3、2和1的路线回家。

### 2 题目分析

让你找到一条从起点1到终点n的最短路径

### 3 基础知识

#### 3.1数据结构

有向图（解法一用到）

#### 3.2算法

迪杰斯特拉算法（解法一用到）

### 4 解法

#### 4.1 解法1（java已过）

最短路问题，利用迪杰斯特拉算法来求解，直接套用算法的模板就可以，具体请看代码及注释。

本人代码：

**import** java.util.\*;

**public** **class** Main {

**public** **static** **void** main(String[] args) {

Scanner in = **new** Scanner(System.***in***);

**while**(in.hasNext()) {//多次输入

**int** t,n,i,j,row,col,dis;

t = in.nextInt();

n = in.nextInt();

**long** [][] map = **new** **long**[n + 1][n + 1];//由题中数据构建有向图

**long**[] vis = **new** **long**[n + 1];//记录是否已经确定了最短路径

**long**[] dist = **new** **long**[n + 1];//记录从源点到终点的最短路径长度

**for**(i = 0; i < n + 1; i++)

**for**(j = 0; j < n + 1; j++)

map[i][j] = Integer.***MAX\_VALUE***;//初始化

**for**(i = 0;i < n + 1; i++)

dist[i] = Integer.***MAX\_VALUE***;//初始化

**for**(i = 0; i < t; i++) {

row = in.nextInt();

col = in.nextInt();

dis = in.nextInt();

**if**(dis < map[row][col]) {//输入的数据存储较小的那个

map[row][col] = dis;

map[col][row] = dis;

}

}

Main dij = **new** Main();

dij.dijastra(map, vis, dist, n);

System.***out***.println(dist[n]);//输出结果

}

}

**public** **void** dijastra(**long**[][] map,**long**[] vis,**long**[] dist,**int** n) {//迪杰斯特拉算法

**int** v = 0;

**long** min;

**for**(**int** i = 1; i <= n; i++) {//初始化

dist[i] = map[1][i];//将起点到各个终点的最短路径长度初始化为弧上的权值

}

vis[1] = 1;

**for**(**int** j = 1; j <= n; j++) {//初始化结束，开始循环，每次求得起点到某个顶点v的最短路径，将v加入到vis中

min = Integer.***MAX\_VALUE***;

**for**(**int** k = 1; k <= n; k++) {

**if**(vis[k] == 0 && dist[k] < min) {//选择一条当前的最短路径，终点为v

v = k;

min = dist[k];

}

}

vis[v] = 1;//将v加入vis中

**for**(**int** w = 1; w <= n; w++) {//更新从起点出发所有顶点的最短路径长度

**if**(vis[w] == 0 && (dist[v] + map[v][w] < dist[w])) {

dist[w] = dist[v] + map[v][w];

}

}

}

**return** ;

}

}

## poj 3268

### 1 原题目

**银牛党**

|  |  |  |
| --- | --- | --- |
| **时限：** 2000MS |  | **内存限制：** 65536K |
| **提交总数：** 37274 |  | **接受：** 16663 |

**描述** <http://poj.org/problem?id=3268>

从每一个牛*ñ*农场（1≤ *ñ* ≤1000）方便地编号为1 .. *ñ*是要参加大牛党在农场＃举行*X*（1≤ *X* ≤ *ñ*）。共*中号*（1≤ *中号* ≤100,000）农场单向（单向道路所连接对;道路*我*需要*Ť 我*（1≤ *Ť 我* ≤100）的时间到横动单元。

每头母牛都必须走到聚会上，聚会结束后，要回到自己的农场。每头母牛都是懒惰的，因此会在最短的时间内选择一条最佳路线。由于道路是单向的，所以母牛的回程路线可能与原先到达聚会的路线有所不同。

在所有奶牛中，奶牛步行去聚会和返回所花费的最长时间是多少？

**输入值**

分别三空格隔开的整数，：1线*Ñ*，*中号*，和*X*  
线2 .. *中号* 1：线*我* 1描述了道路*我*有三个空格隔开的整数：*甲我*，*乙我*和*Ť 我*。所描述的道路从农场*A i*到农场*B i*，需要经过*T i个*时间单位。

**输出量**

第1行：一个整数：任何一头母牛必须行走的最长时间。

**样本输入**

4 8 2

1 2 4

1 3 2

1 4 7

2 1 1

2 3 5

3 1 2

3 4 4

4 2 3

**样本输出**

10

**暗示**

母牛4直接进入聚会（3个单位），并通过农场1和3（7个单位）返回，总共10个时间单位。

### 2 题目分析

有N个农场，每个农场一头牛，给你一个有向图表示农场与农场之间的距离。所有牛要去同一个农场X，然后再回到各自原来的农场，让你求解出所有母牛中一来一回的最长路程（母牛去和回来都走的是最短路径）

### 3 基础知识

#### 3.1数据结构

有向图（解法一用到）

#### 3.2算法

迪杰斯特拉算法（解法一用到）

### 4 解法

#### 4.1 解法1（C++已过）

母牛从X回到自己的农场的最短距离可以直接利用所给的有向图进行迪杰斯特拉算法来做。

不同母牛从不同农场分别去X的最短路径可以利用所给的有向图倒过来存储然后再迪杰斯特拉算法来求最短路径。

本人代码：

#include <iostream>

#include <cstring>

#include <climits>

using namespace std;

int map[1005][1005];//存正向的有向图

int map1[1005][1005];//存逆向的有向图（正向的倒过来存储）

int qusign[1005];//标记数组

int huisign[1005];

int qu\_len[1005];//记录母牛去的过程中从起点到当前位置的距离

int hui\_len[1005];//记录母牛回来的过程中从起点到当前位置的距离

void qu\_dij(int x,int n)

{

memset(qusign,0,sizeof(qusign));

int i,v,w,min;

for(v = 1; v <= n; v++)

{

qu\_len[v] = INT\_MAX;

if(map1[x][v] != -1)

qu\_len[v] = map1[x][v];

}

qu\_len[x] = 0;

qusign[x] = 1;

for(i = 2; i <= n; i++)

{

min = INT\_MAX;

for(w = 1; w <= n; w++)

{

if(qusign[w] == 0 && qu\_len[w] < min)

{

v = w;

min = qu\_len[w];

}

}

qusign[v] = 1;

for(w = 1; w <= n; w++)

{

if(map1[v][w] != -1 && qusign[w] == 0 && (qu\_len[v] + map1[v][w] < qu\_len[w]))

{

qu\_len[w] = qu\_len[v] + map1[v][w];

}

}

}

}

void hui\_dij(int x,int n)

{

memset(huisign,0,sizeof(huisign));//标记数组初始化

int i,v,w,min;

for(v = 1; v <= n; v++)//n个顶点依次初始化

{

hui\_len[v] = INT\_MAX;

if(map[x][v] != -1)

hui\_len[v] = map[x][v];//将x到各个终点的最短路径长度初始化为弧上的权值

}

hui\_len[x] = 0;//源点到源点的距离为0

huisign[x] = 1;//将源点加入到标记数组中

//初始化结束，开始循环，每次求得x到某个顶点v的最短路径，将v加入到标记数组中

for(i = 2; i <= n; i++)

{

min = INT\_MAX;

for(w = 1; w <= n; w++)

{

if(huisign[w] == 0 && hui\_len[w] < min)//选择一条当前的最短路径，终点为v

{

v = w;

min = hui\_len[w];

}

}

huisign[v] = 1;//将v加入标记数组中

for(w = 1; w <= n; w++)//更新从x出发到集合v-s上所有顶点的最短路径长度

{

if(map[v][w] != -1 && huisign[w] == 0 && (hui\_len[v] + map[v][w] < hui\_len[w]))

{

hui\_len[w] = hui\_len[v] + map[v][w];//更新hui\_len[w]

}

}

}

}

int main()

{

int N,M,X;

while(cin>>N>>M>>X)

{

memset(map,-1,sizeof(map));//有向图的初始化

memset(map1,-1,sizeof(map1));

int i,a,b,c;

for(i = 0; i < M; i++)

{

cin>>a>>b>>c;

map[a][b] = c;//存储初始的有向图

map1[b][a] = c;//将有向图倒过来存储

}

hui\_dij(X,N);//母牛回来所走的路程

qu\_dij(X,N);//母牛过去所走的路程

int max = INT\_MIN;

for(i = 1; i <= N; i++)

{

if(i == X)

continue;

if(qu\_len[i] + hui\_len[i] > max)//计算所有母牛中的最大路程

max = qu\_len[i] + hui\_len[i];

}

cout<<max<<endl;

}

return 0;

}

## poj 2253

### 1 原题目

**青蛙**

|  |  |  |
| --- | --- | --- |
| **时限：** 1000MS |  | **内存限制：** 65536K |
| **提交总数：** 75248 |  | **接受：** 22912 |

**描述**

弗雷迪·青蛙坐在湖中间的一块石头上。突然，他注意到坐在另一块石头上的菲奥娜·青蛙。他计划去探望她，但由于水很脏，到处都是游客的防晒霜，他想避免游泳，而是跳跳来到达她。  
不幸的是，菲奥娜的石头不在他的跳跃范围内。因此，弗雷迪（Freddy）考虑使用其他石头作为中间停靠点，并通过几次小跳来到达她。  
要执行给定的跳跃序列，青蛙的跳跃范围显然必须至少与序列中发生的最长跳跃一样长。  
因此，将两块石头之间的青蛙距离（人类也称为最小最大距离）定义为两块石头之间所有可能路径上的最小必要跳跃范围。  
  
您将获得弗雷迪石头，菲奥娜石头和湖中所有其他石头的坐标。您的工作是计算Freddy和Fiona的石头之间的青蛙距离。

**输入项**

输入将包含一个或多个测试用例。每个测试用例的第一行将包含结石数量n（2 <= n <= 200）。接下来的n条线分别包含两个整数xi，yi（0 <= xi，yi <= 1000），它们表示石头#i的坐标。第1块石头是弗雷迪的石头，第2块石头是菲奥娜的石头，其他n-2块石头没有人使用。每个测试用例后面都有一个空白行。输入以n的零（0）值终止。

**输出量**

对于每个测试用例，打印一行“ Scenario #x”和一行“ Frog Distance = y”，其中x替换为测试用例编号（从1开始编号），y替换为适当的实数，打印到三位小数。在每个测试用例之后，甚至在最后一个测试用例之后，都应留一个空白行。

**样本输入**

2

0 0

3 4

3

17 4

19 4

18 5

0

**样本输出**

Scenario #1

Frog Distance = 5.000

Scenario #2

Frog Distance = 1.414

### 2 题目分析

就是源点到终点有多条的路径，每一条路径中都有一段最大的距离！求这些路径中最大距离的最小值！

### 3 基础知识

#### 3.1数据结构

无。

#### 3.2算法

迪杰斯特拉算法（解法一用到）

### 4 解法

#### 4.1 解法1（C++已过）

一个简单的最短路径变形（用迪杰斯特拉算法），只要将length[i]的意义变为从0到i的最大边即可，然后修改下更新条件就可以了。

本人代码：

#include <stdio.h>

#include <stdlib.h>

#include <math.h>

#include <limits.h>

int sign[205];//标记点是否被走过

double length[205];//记录源点到当前点所有路径中的最大边中的最小边

double Graph[205][2];//存地图

int n;

double max(double a,double b)//比较大小

{

if(a > b)

return a;

return b;

}

double distance(double a,double b,double c,double d)//计算两点间的距离

{

return sqrt((a - c) \* (a - c) + (b - d) \* (b - d));

}

void dijkstra()

{

int i,v,w,min;

for(v = 0; v < n; v++)//初始化

{

sign[v] = 0;

length[v] = INT\_MAX;

}

length[0] = 0;//源点到源点最大边为0

for(i = 1; i < n; i++)

{

min = INT\_MAX;

for(w = 0; w < n; w++)

{

if(sign[w] == 0 && length[w] < min)//选择一条当前的最短路径，终点为v

{

v = w;

min = length[w];

}

}

sign[v] = 1;//将v加入sign中

for(w = 0; w < n; w++)

{

if(sign[w] == 0 && max(length[v],distance(Graph[v][0],Graph[v][1],Graph[w][0],Graph[w][1])) < length[w])//因为题意找所有路径中最大边中的最小边，所以条件是这个

{

length[w]=max(length[v],distance(Graph[v][0],Graph[v][1],Graph[w][0],Graph[w][1]));

}

}

}

}

int main()

{

int m = 0;

while(scanf("%d",&n) != EOF)

{

if(n == 0)

break;

m++;

int i = 0;

for(i = 0; i < n; i++)

scanf("%lf %lf",&Graph[i][0],&Graph[i][1]);

dijkstra();

printf("Scenario #%d\n",m);

printf("Frog Distance = %.3lf\n\n",length[1]);

getchar();

}

return 0;

}

## poj 1797

### 1 原题目

**重型运输**

|  |  |  |
| --- | --- | --- |
| **时限：** 3000MS |  | **内存限制：** 30000K |
| **提交总数：** 63325 |  | **接受：** 15635 |

**描述** <http://poj.org/problem?id=1797>

背景  
雨果重工很高兴。Cargolifter项目崩溃后，他现在可以扩展业务。但是他需要一个聪明的人，告诉他从客户建造巨型钢起重机的地方到需要所有街道都能承受重量的地方是否真的有办法。  
幸运的是，他已经制定了一个计划，包括所有街道和桥梁以及所有允许的重量。不幸的是，他不知道如何找到最大重量以告诉客户起重机的重量。但是你当然知道。  
  
问题  
系统会为您提供城市规划，由交叉口之间的街道（权重限制）描述，从1到n。您的任务是找到从交叉口1（雨果的住所）到交叉口n（客户的住所）的最大重量。您可以假设至少有一条路径。所有街道均可双向行驶。

**输入值**

第一行包含方案（城市计划）的数量。对于每个城市，第一行给出了路口的数量n（1 <= n <= 1000）和街道数量m。接下来的m行包含整数的三元组，这些整数指定街道的起点和终点交叉点以及允许的最大权重，其为正且不大于1000000。每对交叉点之间最多有一条街道。

**输出量**

每个方案的输出都以包含“方案#i：”的行开头，其中i是从1开始的方案编号。然后打印一行，其中包含Hugo可以运输给客户的最大允许重量。用空白行终止方案的输出。

**样本输入**

1

3 3

1 2 3

1 3 4

2 3 5

**样本输出**

Scenario #1:

4

### 2 题目分析

就是源点到终点有多条的路径，每一条路径中都有一段最小的承载量！求这些路径中最小承载量中的最大的承载量！

### 3 基础知识

#### 3.1数据结构

无。

#### 3.2算法

迪杰斯特拉算法（解法一用到）

### 4 解法

#### 4.1 解法1（java已过）

一个简单的最短路径变形（用迪杰斯特拉算法），只要将dist[i]的意义变为从1到n的最大承载量即可，然后修改下更新条件就可以了。

本人代码：

**import** java.util.\*;//包含java.util包中所有的类

**public** **class** Main {

**public** **void** dijastra(**int**[][] map, **int**[] vis, **int**[] dist, **int** n) {//迪杰斯特拉算法

**int** v = 0, max;

**for** (**int** i = 1; i <= n; i++) {//初始化

vis[i] = 0;//标记数组初始化

dist[i] = map[1][i];

}

dist[1] = 0;

vis[1] = 0;

**for** (**int** j = 1; j <= n; j++) {

max = Integer.***MIN\_VALUE***;

**for** (**int** k = 1; k <= n; k++) {

**if** (vis[k] == 0 && dist[k] > max) {//选择一条当前的最长路径，终点为v

v = k;

max = dist[k];

}

}

vis[v] = 1;//将v加入vis中

**for** (**int** w = 1; w <= n; w++) {

**if** (vis[w] == 0 && Math.*min*(dist[v], map[v][w]) > dist[w]) {//因为题意找所有路径中最小承载量中的最大承载量，所以条件是这个

dist[w] = Math.*min*(dist[v], map[v][w]);

}

}

}

**return**;

}

**public** **static** **void** main(String[] args) {

Scanner in = **new** Scanner(System.***in***);

**int**[][] map = **new** **int**[1010][1010];//存地图

**int**[] vis = **new** **int**[1010];//标记点是否被走过

**int**[] dist = **new** **int**[1010];//表示从1到n的所有路径中的最大承载量

**while** (in.hasNext()) {

**int** z, m, n, k;

z = in.nextInt();

**for** (k = 1; k <= z; k++) {

n = in.nextInt();

m = in.nextInt();

**int** i, j, p, q, temp;

**for**(i = 0; i <= n; i++)

**for**(j = 0; j <= n; j++)

map[i][j] = 0;//地图初始化

**for** (i = 0; i < m; i++) {

p = in.nextInt();

q = in.nextInt();

temp = in.nextInt();

map[p][q] = temp;

map[q][p] = temp;

}

Main dij = **new** Main();

dij.dijastra( map, vis, dist, n);

System.***out***.println("Scenario #" + k + ":");

System.***out***.println(dist[n] + "\n");

}

}

}

}

## poj 1502

### 1 原题目

**MPI大漩涡**

|  |  |  |
| --- | --- | --- |
| **时限：** 1000MS |  | **内存限制：** 10000K |
| **提交总数：** 15137 |  | **接受：** 9209 |

**描述** <http://poj.org/problem?id=1502>

BIT最近接受了他们的新超级计算机的交付，该超级计算机是具有分层通信子系统的32处理器Apollo Odyssey分布式共享内存计算机。Valentine McKee的研究顾问Jack Swigert已要求她对新系统进行基准测试。  
瓦伦丁对斯维格特说：``由于阿波罗是一台分布式共享存储机器，因此存储访问和通信时间并不统一。'' ``共享同一内存子系统的处理器之间的通信速度很快，但是不在同一子系统上的处理器之间的通信速度却较慢。阿波罗和我们实验室中的机器之间的通讯速度还慢。”“  
  
阿波罗的消息传递接口（MPI）的端口如何工作？”斯维格特问。  
  
``不太好，''瓦伦丁回答。``要将消息从一个处理器广播到所有其他n-1个处理器，它们只是执行一系列n-1发送。这真的使事情序列化并破坏了性能  
  
.````有什么可以解决的吗？''  
  
``是的，''情人微笑。``有。一旦第一个处理器将消息发送到另一个，这两个处理器就可以同时将消息发送到另外两个主机。然后将有四个可以发送的主机，以此类推  
  
.````啊，所以您可以像二叉树一样进行广播！''  
  
``不是真正的二叉树-我们应该利用我们网络的某些特殊功能。我们拥有的接口卡允许每个处理器同时将消息发送到与其连接的任意数量的其他处理器。但是，消息不一定要同时到达目的地-涉及通信成本。总的来说，我们需要考虑网络拓扑中每个链接的通信成本，并做出相应的计划以最大程度地减少广播所需的总时间。''

**输入项**

输入将描述连接n个处理器的网络的拓扑。输入的第一行将是n，即处理器的数量，因此1 <= n <=100。  
  
输入的其余部分定义一个邻接矩阵A。邻接矩阵是正方形，大小为nx n。它的每个条目都是整数或字符x。A（i，j）的值表示直接从节点i向节点j发送消息的开销。A（i，j）的x值表示无法将消息直接从节点i发送到节点j。  
  
请注意，对于节点向其自身发送消息的不需要网络通信，因此对于1 <= i <= n，A（i，i）= 0。此外，您可能会假定网络是无向的（消息可以以相同的开销在任一方向上传播），因此A（i，j）= A（j，i）。因此，将仅提供A的（严格）下部三角形部分上的条目。  
  
程序的输入将是A的下部三角形部分。也就是说，输入的第二行将包含一个条目A（2,1）。下一行将包含两个条目A（3,1）和A（3,2），依此类推。

**输出量**

您的程序应输出从第一个处理器向所有其他处理器广播消息所需的最短通信时间。

**样本输入**

5

50

30 5

100 20 50

10 x x 10

**样本输出**

35

### 2 题目分析

实际就是从起点到各个点的最短路中找出一个最大的。

### 3 基础知识

#### 3.1数据结构

无向图（解法一用到）

#### 3.2算法

迪杰斯特拉算法（解法一用到）

### 4 解法

#### 4.1 解法1（C++已过）

实际就是从起点到各个点的最短路中找出一个最大的。

本人代码：

#include <iostream>

#include <cstring>

#include <cstdlib>

using namespace std;

int map[105][105];

//之所以数组开辟成long long int是因为防止下面有可能出现越界的情况

int sign[105];//记录从源点v0到终点是否已经被确定最短路径

long long int length[105];//记录从源点v0到终点的当前最短路径长度

//用迪杰斯特拉算法求有向图的v0点到其余各点的最短路径

void dijkstra(int Graph[105][105],int v0,int n)//n为有向图顶点个数

{

memset(sign,0,sizeof(sign));//sign初始化为0

int i,v,w,min;

for(v = 1; v <= n; v++)//n个顶点依次初始化

{

length[v] = Graph[v0][v];//将v0到各个终点的最短路径长度初始化为弧上的权值

}

length[v0] = 0;//源点到源点的距离为0

sign[v0] = 1;//将v0加入到sign中

//初始化结束，开始循环，每次求得v0到某个顶点v的最短路径，将v加入到sign中

for(i = 2; i <= n; i++)//对其余n-1个顶点依次进行计算

{

min = INT\_MAX;

for(w = 1; w <= n; w++)

{

if(sign[w] == 0 && length[w] < min)//选择一条当前的最短路径，终点为v

{

v = w;

min = length[w];

}

}

sign[v] = 1;//将v加入sign中

for(w = 1; w <= n; w++)//更新从v0出发到集合v-s上所有顶点的最短路径长度

{

if(sign[w] == 0 && (length[v] + Graph[v][w] < length[w]))

{

length[w] = length[v] + Graph[v][w];//更新length[w]

}

}

}

}

int main()

{

int n;

while(cin>>n)

{

int i,j;

char s[10];

int max = INT\_MIN;

for(i = 1; i <= n; i++)//地图初始化

for(j = 1; j <= n; j++)

if(i != j)

map[i][j] = INT\_MAX;

else

map[i][j] = 0;

for(i = 2; i <= n; i++)

for(j = 1; j < i; j++)

{

cin>>s;

if(s[0] != 'x')

map[i][j] = map[j][i] = atoi(s);//将字符串转换为数字

}

dijkstra(map,1,n);//n为有向图顶点数，1为源点

for(i = 1; i <= n; i++)

if(length[i] > max)//在所有的最短路径中找出一个最大的

max = length[i];

cout<<max<<endl;

}

return 0;

}

## poj 1062

### 1 原题目

**昂贵的聘礼**

|  |  |  |
| --- | --- | --- |
| **Time Limit:** 1000MS |  | **Memory Limit:** 10000K |
| **Total Submissions:** 63565 |  | **Accepted:** 19284 |

**Description** <http://poj.org/problem?id=1062>

年轻的探险家来到了一个印第安部落里。在那里他和酋长的女儿相爱了，于是便向酋长去求亲。酋长要他用10000个金币作为聘礼才答应把女儿嫁给他。探险家拿不出这么多金币，便请求酋长降低要求。酋长说："嗯，如果你能够替我弄到大祭司的皮袄，我可以只要8000金币。如果你能够弄来他的水晶球，那么只要5000金币就行了。"探险家就跑到大祭司那里，向他要求皮袄或水晶球，大祭司要他用金币来换，或者替他弄来其他的东西，他可以降低价格。探险家于是又跑到其他地方，其他人也提出了类似的要求，或者直接用金币换，或者找到其他东西就可以降低价格。不过探险家没必要用多样东西去换一样东西，因为不会得到更低的价格。探险家现在很需要你的帮忙，让他用最少的金币娶到自己的心上人。另外他要告诉你的是，在这个部落里，等级观念十分森严。地位差距超过一定限制的两个人之间不会进行任何形式的直接接触，包括交易。他是一个外来人，所以可以不受这些限制。但是如果他和某个地位较低的人进行了交易，地位较高的的人不会再和他交易，他们认为这样等于是间接接触，反过来也一样。因此你需要在考虑所有的情况以后给他提供一个最好的方案。  
为了方便起见，我们把所有的物品从1开始进行编号，酋长的允诺也看作一个物品，并且编号总是1。每个物品都有对应的价格P，主人的地位等级L，以及一系列的替代品Ti和该替代品所对应的"优惠"Vi。如果两人地位等级差距超过了M，就不能"间接交易"。你必须根据这些数据来计算出探险家最少需要多少金币才能娶到酋长的女儿。

**Input**

输入第一行是两个整数M，N（1 <= N <= 100），依次表示地位等级差距限制和物品的总数。接下来按照编号从小到大依次给出了N个物品的描述。每个物品的描述开头是三个非负整数P、L、X（X < N），依次表示该物品的价格、主人的地位等级和替代品总数。接下来X行每行包括两个整数T和V，分别表示替代品的编号和"优惠价格"。

**Output**

输出最少需要的金币数。

**Sample Input**

1 4

10000 3 2

2 8000

3 5000

1000 2 1

4 200

3000 2 1

4 200

50 2 0

**Sample Output**

5250

### 2 基础知识

枚举（解法一用到）

迪杰斯特拉算法（解法一用到）

### 3 解法

#### 3.1 解法1（C++已过）

此题看题目就知道是最短路算法，所以想到了用迪杰斯特拉算法，点和点之间的距离是优惠后的价格（建图成功）。但是问题来了，此题还有个等级差距，所以导致我们的算法受限。但是，我们可以利用枚举来解决此问题。假设酋长等级为3，最大差距为2，那么如果以酋长为起点，可以走的点就是1到5，但如果直接1到5进行迪杰斯特拉算法是不可取的，因为点1到点5的等级差大于2，所以利用枚举将区间划分为1～3，2～4，3～5，这样每个区间的任意两点的等级都小于等于最大差距，所以就可以每个区间进行迪杰斯特拉算法。然后取金币花费最少的就可以了。

参考链接：<https://blog.csdn.net/Jaster_wisdom/article/details/50849650>

本人代码：

|  |
| --- |
| #include <iostream>  #include<algorithm>  #include <cstring>  #include <cstdio>  #include <cstdlib>  #include <cmath>  using namespace std;  #define N 109  #define MIN(a,b) a>b?b:a  struct node//存储主人宝物的价格和主人的等级  {      int money;      int level;  } no[N];  int m,n;  int Graph[N][N];//存储点到点的信息  long long int length[N];//记录从源点到终点的当前最少金币数  int sign[N];//标记点是否访问过  int limit[N];//标记点是否被限制（不能参与交换）  int dijkastra()//迪杰斯特拉算法  {      memset(sign,0,sizeof(sign));      int i,v,w,minn;      for(v = 1; v <= n; v++)          length[v] = INT\_MAX;      length[1] = 0;      for(i = 2; i <= n; i++)      {          minn = INT\_MAX;          for(w = 1; w <= n; w++)          {              if(sign[w] == 0 && length[w] <= minn && limit[w])//选择一条当前的花费最少的路径，终点为v              {                  v = w;                  minn = length[w];              }          }          sign[v] = 1;          for(w = 1; w <= n; w++)//更新从起点出发到集合v-s上所有顶点的最少金币数          {              if((length[v] + Graph[v][w] < length[w]) && limit[w] && sign[w] == 0)              {                  length[w] = length[v] + Graph[v][w];//更新length[w]              }          }      }      int ans = INT\_MAX;      for(i = 1; i <= n; i++)//加上自身所花的金币      {          length[i] = length[i] + no[i].money;          ans = MIN(ans,length[i]);      }      return ans;  }  int main()  {      scanf("%d %d",&m,&n);      int i,j;      for(i = 0; i < N; i++)//初始化Graph为整型最大值，用以表示无连接          for(j = 0; j < N; j++)              Graph[i][j] = INT\_MAX;      for(i = 1; i <= n; i++)      {          int p,l,x;          scanf("%d %d %d",&p,&l,&x);          no[i].money = p;          no[i].level = l;          for(j = 0; j < x; j++)          {              int t,v;              scanf("%d %d",&t,&v);              Graph[i][t] = v;          }      }      int ans = INT\_MAX,kinglevel = no[1].level;      //枚举等级区间      for(i = 0; i <= m; i++)      {          memset(limit,0,sizeof(limit));          for(j = 1; j <= n; j++)          {              if((no[j].level >= kinglevel - m + i) && (no[j].level <= kinglevel + i))                  limit[j] = 1;          }          ans = MIN(ans,dijkastra());      }      printf("%d",ans);      return 0;  } |

## poj 1860

### 1 原题目

**货币兑换**

|  |  |  |
| --- | --- | --- |
| **时限：** 1000MS |  | **内存限制：** 30000K |
| **提交总数：** 43787 |  | **接受的：** 16851 |

**描述** <http://poj.org/problem?id=1860>

我们的城市有几个货币兑换点。让我们假设每个点专门研究两种特定货币，并且仅使用这些货币执行兑换操作。同一对货币可能有多个要点。每个点都有自己的汇率，A到B的汇率是您获得1A时B的数量。另外，每个兑换点都有一定的佣金，您必须为兑换操作支付的总金额。佣金始终以原始货币收取。  
例如，如果您想在兑换点将100美元兑换成俄罗斯卢布，汇率为29.75，佣金为0.39，您将获得（100-0.39）\* 29.75 = 2963.3975RUR。  
您肯定知道我们城市可以处理N种不同的货币。让我们为每种货币分配从1到N的唯一整数。然后可以用6个数字描述每个交换点：整数A和B-​​交换的货币数量，以及实际R AB，C AB，R BA和C BA-分别将A兑换为B和B兑换为A时的汇率和佣金。  
尼克拥有货币S的钱，并且想知道是否可以在进行一些兑换操作后以某种方式增加其资本。当然，他希望最后用S货币来存钱。帮助他回答这个难题。尼克在开展业务时必须始终拥有非负数的资金。

**输入项**

输入的第一行包含四个数字：N-货币数量，M-兑换点数量，S-Nick拥有的货币数量，V-他拥有的货币单位数量。接下来的M行每个包含6个数字-相应交换点的描述-按上述指定的顺序。数字用一个或多个空格分隔。1 <= S <= N <= 100，1 <= M <= 100，V是实数，0 <= V <= 10 3。  
对于每个点的汇率和佣金是真实的，与小数点后至多两个数字，10给出-2 <=速率<= 10 2，0 <=佣金<= 10 2。  
如果在此序列中不使用任何交换点以上，则将交换操作的某些序列称为简单序列。您可以假定在任何简单的交换操作序列的末尾和开始时，总和的数值之比小于10 4。

**输出量**

如果Nick可以增加财富，则输出YES，否则输出NO到输出文件。

**样本输入**

3 2 1 20.0

1 2 1.00 1.00 1.00 1.00

2 3 1.10 1.00 1.10 1.00

**样本输出**

YES

### 2 题目分析

给你一些钱币的汇率和佣金，还有初始的钱币数量，让你通过不断换钱看是否能挣到钱（最后要换成初始钱的种类，要不然无法比较）。

### 3 基础知识

#### 3.1数据结构

前向星（解法一用到）

#### 3.2算法

SPFA算法（解法一用到）

### 4 解法

#### 4.1 解法1（C++已过）

SPFA算法的模板题，只不过此题的路径更新是往上更新，所以如果出现了正向回路也是返回true。

本人代码：

#include <iostream>

#include <climits>

#include <queue>

#include <cstring>

using namespace std;

const int MAXN = 1100;

struct Edge//边结构体

{

int next;//与第i条边同一起点的上一条边的位置

int to;//此边的终点

double yongjin;//佣金

double huilv;//汇率

} edge[MAXN];

int head[MAXN];//以i为起点的第一条边存储的位置（实际是最后输入的那个编号）

int index = 0;

bool vis[MAXN];//用来标记点是否在队列中

int num[MAXN];//每个点的入队列次数

double length[MAXN];//记录从起点到点n的钱数

void add(int start,int end,double huilv,double yongjin)//链式前向星的加边函数

{

edge[index].huilv = huilv;

edge[index].yongjin = yongjin;

edge[index].to = end;

edge[index].next = head[start];

head[start] = index++;

}

bool SPFA(int start,int n,double temp)//start是起始节点，n是节点总数，temp是初始钱数

{

int j;

memset(vis,false,sizeof(vis));

memset(num,0,sizeof(num));

memset(length,0,sizeof(length));

length[start] = temp;

queue<int>que;

while(!que.empty())

que.pop();

que.push(start);//入队

vis[start] = true;//标记此点入队列

num[start]++;//入队次数加1

while(!que.empty())

{

int u = que.front();

que.pop();//出队

vis[u] = false;//标记此点已经不在队列中

for(j = head[u]; j >= 0; j = edge[j].next)//遍历与u联通的点

{

int v = edge[j].to;

if(length[v] < (length[u] - edge[j].yongjin) \* edge[j].huilv)

{

length[v] = (length[u] - edge[j].yongjin) \* edge[j].huilv;//钱数更新

if(vis[v] == 0)//如果v点不在队列中

{

que.push(v);//入队

vis[v] = 1;//标记

num[v]++;//入队次数加1

if(num[v] > n)//如果这个点加入超过n次，说明存在正环回路，直接返回

return true;

}

}

if(length[start] > temp)//如果钱数大于初始值（同一种钱）

return true;

}

}

return false;

}

int main()

{

int n,m,s;

double v;

while(cin>>n>>m>>s>>v)

{

memset(head,-1,sizeof(head));

int i,a,b;

double c,d,e,f;

for(i = 0; i < m; i++)

{

cin>>a>>b>>c>>d>>e>>f;

add(a,b,c,d);//构建前向星

add(b,a,e,f);

}

if(SPFA(s,n,v))

cout<<"YES"<<endl;

else

cout<<"NO"<<endl;

}

return 0;

}

## poj 3259

### 1 原题目

**虫洞**

|  |  |  |
| --- | --- | --- |
| **时限：** 2000MS |  | **内存限制：** 65536K |
| **提交总数：** 76938 |  | **接受：** 28602 |

**描述** <http://poj.org/problem?id=3259>

在探索他的许多农场时，农夫约翰发现了许多惊人的虫洞。虫洞非常特殊，因为它是一条单向路径，可在您进入虫洞之前将您送至目的地！每个FJ的农场包括*Ñ*（1≤ *ñ* ≤500）字段方便地编号为1 .. *Ñ*，*中号*（1≤ *中号* ≤2500）的路径，和*w ^*（1≤ *w ^* ≤200）虫洞。

由于FJ是一位热衷时间旅行的爱好者，因此他希望做到以下几点：从某个领域开始，经过一些路径和虫洞，并在他初次离开之前的某个时间返回到开始领域。也许他将能够见到自己：）。

为了帮助FJ找出这是否可行与否，他将与完整的地图供你*˚F*（1≤ *˚F* ≤5）他的农场。没有任何路径会花费超过10,000秒的时间，虫洞也不会使FJ的返回时间超过10,000秒。

**输入值**

第1行：一个整数，*˚F*。*F*服务器场说明如下。  
每个服务器场的第1行：三个空格分隔的整数：*N*，*M*和*W*  
第2行。每个服务器场的*M* +1：分别描述的三个空格分隔的数字（*S*，*E*，*T*）：双向路径在*S*和*E*之间需要经过*T*秒。两个字段可能通过一条以上的路径连接。  
线*中号* 2 .. *中号* + *w ^*每个场的1：三个空间分隔的数字（*S*，*E*，*T*）分别描述：从*S*到*E的*单向路径，也将旅行者向后移动*T*秒。

**输出量**

第1行*。F*：对于每个农场，如果FJ可以实现其目标，则输出“ YES”，否则输出“ NO”（不包括引号）。

**样本输入**

2

3 3 1

1 2 2

1 3 4

2 3 1

3 1 3

3 2 1

1 2 3

2 3 4

3 1 8

**样本输出**

NO

YES

**暗示**

对于农场1，FJ无法及时返回。  
对于农场2，FJ可以按1-> 2-> 3-> 1的周期返回时间，在离开前1秒钟回到起始位置。他可以从周期中的任何位置开始以实现此目的。

### 2 题目分析

这有一些虫洞，其中有一些虫洞是可以让你回到过去的，另外一些则是让你往前走，你可以选择任意的起点，题目问你是否可以通过穿越虫洞重新回到这个起点。

### 3 基础知识

#### 3.1数据结构

链式前向星（解法一用到）

#### 3.2算法

SPFA算法（解法一用到）

### 4 解法

#### 4.1 解法1（C++已过）

这道题让你求能否回到原点，又因为有些虫洞是回到未来，就相当于权值为负数，所以此题就是求解一个图中是否存在负权回路，直接套SPFA的模板就可以。

本人代码：

#include <iostream>

#include <climits>

#include <queue>

#include <cstring>

using namespace std;

const int MAXN = 7000;//可根据要求来改变大小

struct Edge//边结构体

{

int next;//与第i条边同一起点的上一条边的位置

int to;//此边的终点

int len;//边的权值

} edge[MAXN];

int head[MAXN];//以i为起点的第一条边存储的位置（实际是最后输入的那个编号）

int index = 0;

bool vis[MAXN];//用来标记点是否在队列中

int num[MAXN];//每个点的入队列次数

int length[MAXN];//记录从起点到点n的路径长

void add(int start,int end,int len)//链式前向星的加边函数

{

edge[index].len = len;

edge[index].to = end;

edge[index].next = head[start];

head[start] = index++;

}

bool SPFA(int start,int n)//start是起始节点，n是节点总数

{

int i,j;

memset(vis,false,sizeof(vis));

memset(num,0,sizeof(num));

for(i = 0; i <MAXN; i++)

{

length[i] = INT\_MAX;

}

queue<int>que;

while(!que.empty())

que.pop();

que.push(start);//入队

vis[start] = true;//标记此点入队列

length[start] = 0;//源点到源点的长度为0

num[start]++;//入队次数加1

while(!que.empty())

{

int u = que.front();

que.pop();//出队

vis[u] = false;//标记此点已经不在队列中

for(j = head[u]; j >= 0; j = edge[j].next)//遍历与u联通的点

{

int v = edge[j].to;

if(length[v] > length[u] + edge[j].len)

{

length[v] = length[u] + edge[j].len;//路径更新

if(vis[v] == 0)//如果v点不在队列中

{

que.push(v);//入队

vis[v] = 1;//标记

num[v]++;//入队次数加1

if(num[v] > n)//如果这个点加入超过n次，说明存在负权回路，直接返回

return true;

}

}

}

}

return false;

}

int main()

{

int F,N,M,W,S,E,T;

while(cin>>F)

{

int i;

while(F--)

{

memset(head,-1,sizeof(head));

index = 0;

cin>>N>>M>>W;

for(i = 1; i <= M; i++)

{

cin>>S>>E>>T;

add(S,E,T);

add(E,S,T);

}

for(; i <= M + W; i++)

{

cin>>S>>E>>T;

add(S,E,-T);

}

if(SPFA(1,N))

cout<<"YES"<<endl;

else

cout<<"NO"<<endl;

}

}

return 0;

}

## poj 2502

### 1 原题目

**地铁**

|  |  |  |
| --- | --- | --- |
| **时限：** 1000MS |  | **内存限制：** 65536K |
| **提交总数：** 16826 |  | **接受的：** 5364 |

**描述** <http://poj.org/problem?id=2502>

您刚刚从一个安静的滑铁卢社区搬到了一个喧闹的大城市。现在，您不必步行每天骑自行车去上学，而是可以走路和乘地铁。因为您不想上课迟到，所以想知道您要花多长时间才能上学。  
您以10 km / h的速度行走。地铁以每小时40公里的速度行驶。假设您很幸运，每当您到达地铁站时，就有火车可以立即上车。您可以任意次数上下地铁，也可以根据需要在不同的地铁线路之间切换。所有地铁线路都是双向的。

**输入项**

输入内容包括您的房屋和学校的x，y坐标，以及几条地铁线路的规格。每条地铁线路按顺序包括该线路上每个车站的非负整数x，y坐标。您可以假设地铁在相邻站点之间成一直线，并且坐标表示整数米。每条线至少有两个站。每条地铁线的末端都跟着虚拟坐标对-1，-1。该城市总共最多有200个地铁站。

**输出量**

输出是您上学所需的分钟数，四舍五入到最接近的分钟，即最快的路线。

**样本输入**

0 0 10000 1000

0 200 5000 200 7000 200 -1 -1

2000 600 5000 600 10000 600 -1 -1

**样本输出**

21

### 2 题目分析

给你起点和终点的坐标，并且给你一些地铁的站点的位置（站点之间组成地铁线路），你可以从起点坐地铁或者走路到终点，你要保证你花的时间最短，步行速度和地铁的速度都已知。

### 3 基础知识

#### 3.1数据结构

无向图（解法一用到）

#### 3.2算法

弗洛伊德算法（解法一用到）

### 4 解法

#### 4.1 解法1（G++已过）

此题就是弗洛伊德算法的模板题，难就难在无向图的构建上。

对于无向图的构建，我是将输入的一对坐标分别排上号（1，2，3……），这样坐标到坐标之间的时间就可以变成点到点的时间了，所以就可以用一个二维数组来表示。同一线路之间的站点所花的时间是按照地铁速度算，上一线路的终点到当前线路的起点的时间按照步行速度算，起点到第一条线路的第一个站点按照步行速度算，最后一条线路的最后一个站点到终点按照步行速度算，其他所有剩下的都按照步行的速度算，这样无向图就构建完成了。

本人代码：

#include <iostream>

#include <cstring>

#include <climits>

#include <cmath>

#include<cstdio>

using namespace std;

long double length[220][220];//记录点到点之间的分钟数

int x[220];//存所有的x坐标

int y[220];//存所有的y坐标

int ind = 1;//x，y数组的下标

long double len(int ax,int ay,int bx,int by)//算出两点之间的直线距离

{

return sqrt((bx - ax) \* (bx - ax) + (by - ay) \* (by - ay));

}

void floyd(int n)//n为图的顶点的个数

{

int i,j,k;

for(k = 1; k <= n; k++)

for(i = 1; i <= n; i++)

for(j = 1; j <= n; j++)

if(length[i][j] > length[i][k] + length[k][j])//从i经k到j的时间更短

{

length[i][j] = length[i][k] + length[k][j];//更新length[i][j]

}

}

int main()

{

int i,j,flag = 0;//flag标记是否输入的地铁站换到下一线路

double v1 = 10000.0 / 60;//步行的速度（m/min）

double v2 = 40000.0 / 60;//地铁的速度（m/min）

for(i = 0; i < 220; i++)//初始化

for(j = 0; j < 220; j++)

if(i == j)

length[i][j] = 0;

else

length[i][j] = INT\_MAX;

cin>>x[ind]>>y[ind];//输入起点

ind++;

cin>>x[ind]>>y[ind];//输入终点

ind++;

while(cin>>x[ind]>>y[ind])//读入所有站点坐标

{

if(x[ind] == -1 && y[ind] == -1)//代表换到下一线路

{

flag = 1;//标记

continue;

}

if(flag == 1)//前一线路的终点到此线路的起点需要步行

{

length[ind - 1][ind] = len(x[ind - 1],y[ind - 1],x[ind],y[ind]) / v1;//计算时间

length[ind][ind - 1] = length[ind - 1][ind];//无向图

flag = 0;//取消标记

ind++;

continue;

}

if(ind == 3)//起点到第一条线路的第一个站点也要步行

{

length[1][3] = len(x[1],y[1],x[3],y[3]) / v1;//计算时间

length[3][1] = length[1][3];

}

if(ind > 3)

{

length[ind - 1][ind] = len(x[ind - 1],y[ind - 1],x[ind],y[ind]) / v2;//计算地铁在两站点之间运行的时间（坐地铁）

length[ind][ind - 1] = length[ind - 1][ind];

}

ind++;

}

length[ind - 1][2] = len(x[ind - 1],y[ind - 1],x[2],y[2]) / v1;//计算时间（最后一条线路到终点需要步行）

length[2][ind - 1] = length[ind - 1][2];

for(i = 1; i < ind; i++)

for(j = 1; j < ind; j++)

if(length[i][j] == INT\_MAX)//地铁未连通的点都可以通过步行到达

{

length[i][j] = len(x[i],y[i],x[j],y[j]) / v1;//计算时间

length[j][i] = length[i][j];//无向图

}

floyd(ind - 1);//弗洛伊德算法

cout<<(int)(length[1][2] + 0.5)<<endl;//结果要四舍五入

return 0;

}

## poj 3087

### 1 原题目

**随机播放**

|  |  |  |
| --- | --- | --- |
| **时限：** 1000MS |  | **内存限制：** 65536K |
| **提交总数：** 19236 |  | **接受的：** 8686 |

**描述** <http://poj.org/problem?id=3087>

对于扑克玩家来说，在扑克桌上的常见消遣是洗牌。改组筹码通过从两叠扑克筹码**S 1**和**S 2开始进行**，每叠包含***C***筹码。每个堆叠可以包含几种不同颜色的芯片。

如下所示，对于***C*** = 5，通过将来自**S 1**的芯片与来自**S 2**的芯片交织来执行实际的混洗操作：

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAucAAAEhCAMAAADrgP7OAAAABGdBTUEAAK/INwWK6QAAABl0RVh0U29mdHdhcmUAQWRvYmUgSW1hZ2VSZWFkeXHJZTwAAAAzUExURf////8AAMzMzMwAAJmZmZkAAGZmZmYAADMzMzMAAAD/AADMAACZAABmAAAzAAAAAP///1BqmZ0AAAARdFJOU/////////////////////8AJa2ZYgAAD4lJREFUeNrsneuWmzoMRhlCyG0S8f5P25A0EyBcbHAwkrd+9LRnTadr8Eb5JOuSVZg6y3kEvpbxCJQdWCEiPAY4N+3Iyzvk+71wanBuF/I746f97ufnRwqeBpybZLxWK4ea8dr2CBc4Nwj58eXI/9sOzuHcsiN/GcIFzs2FnV3I73bAocO5kYN5OPL9T68hXODctCP/Ey5cFcG5AUd+GoMc4QLnJsNOhAucG1MrU44c4QLnKThyhAuc2w07ES5wbiHsHMofIlzgPFFH/ixwOVCcC+daHPnRPexsKpb9nfESbw7nBsPOP8hrR14AOZxrgHyuIz+JHGEcznHkGJyrDTsfjlwKjgrONYSd8/KH/8NOoeQczq068mf+8OHIhSQLnG/fkS/NHxaSZZcr4gXObYed8pvd7fxLwgXOtwd5sPxhLufsaQ+nDupwbsyR/3fn1+zPzr83obgFzvWGnU9H3iPBM7lkTbv8EpTCeWwrluQPe79jKVnHzg/9wrOG84jeXBbkD3ut485f+oWgFM5jmuzC1h8WkvUbmUY4j8n5IWzZyjOp2GsEpXC+deHyCDsdwsl3UrHfqROUwvlmhYtH/WEzqdjv1AlK4XyDwsWz/rA3CiUohfNNCxfvtrfyljkZQSmcb0W4TOQP+7+XyPXiRDpBKZzHFy7z+5frhS2/ZzenTlAK5+tZIWHb3ura3uvFCXWCUjiPI1zC9C/XNTO/F2enTlAK52twvv9C//Ldqd8uZ4JSON+WcHnmD0M61tqpE5TC+XYea73N9ishIUEpnG9JuHxPN3gFpTeCUjj/on3XjRKUwnkyEQBBKZwb/7Ao6wjTw6nX5S9pB6Vwrg7yo8jh//RzglI4N3larykCf2tbnkFpRlAK52YcedGYItBQIbWD9whK03TqcK5GkrdGZbT3zbkHpedEg1I4VwL5aT+6b46gFM4NxJ2f9eyfSvselN5+3TONaekXOFcRd7otyiUohXPlcafrolyCUjjXJ8nH5gYMemPfnowMzrF4knxqRONBRl8SglI4VyrJnYTLvKBU4BzbiiR3FS7eQWl2K+Ec24wk7wzJmHTCj6DUwalfzLtzON8U5H7TpF3odApKr3COrWBzdrzUzael6xs0HpSeEwhE4VxL3Pk5Dsb57CaC0l+p4Bz7slrxXmT0gDz3f5sGg9IU7kXhXJUk/3Gcme4TlCYQhcJ5NMiPcyT5wlEZ/UGplHCObUaS70MM9uoJSi+SwTkW3JEXcyV5oEKUblB6lQrOsS9I8p3/0sVjEfhV+wtKz2m0XMD5upJ8758lv0vyLHSx1Tso/U3CncO5CkmeS10sHrSC9pVpTKTZAs41SPJ65dw5eFvEI3svFZxjgWCaA3ljKOJrg2j4VRUFnGOh4s7FV0HvDaLB5UsywpFH8DXIJdBVUNZcCF3P72f+LZxrjjsHsuRy65l/yzOG8+hW+GfJn5D3frfPhdCPmJSjg/PYT1UCVmcdZWD+CvIFziOb7H2vgka+12VkfD+PGs6jCpdg1VmljA6lUD5pSFYyOP/S+e1CVWfJZWJ8nGr5AufKOT+4VGc5EFqIy/YhxZz/rGBwHkW47Dy6guTiNFNLq3yBc6vCxa9honCalfgYlJjDOZxvRLj4N0xkpeOsoV+V8gXO7QmX3WHeylrHAXIq5QucGxMu8xv1q0dbhNNUUH3yBc4NCZfFjfrPghmXUc/aChrhXLvlErJR30e+aEqpw7kJ4RKyUd9PvhRwDucrHeHMuDMl+QLnBoTLV7IfuaN80VERAOfYIOmuKXUF8gXOsRAx6db7MeAcm5YvZ/XyBc6xCdBNyBfqcrGJvEtmoSIAzrExdX7aP8eW1yl1zQWNcI4N6JXjc77Xa09uplq+iGQrGJwrTCm+xsK8/bNi+QLnWJ8oP72rIA/ScvIu8mV7BY1wjn2I8s60jNbhKa0IgHOsR5S3OS8/3gR1BY1wjvWJ8lZ/kvS8DsoKGuEce4vygelePVJbm3yBc6x6zpYenkh6kIG/o0e+wDk2pFcGItH2X1QiX+A8dcgLhwHqw6ucHeVL9IJGOEeUO0xolFHJ4zriqIBzbGuivO3Qiwnd4yBfLjFXccE5otxlQcAEoy4p9agSHc5T1SvukO9ODrnByYqAqO4czhO0wmcJYz0xw60oa0K+DMey63BOXW5aeuXosU63nn3kk/sekS9x3TmcI8pHRLl/2ntQvsgRzrHVkog7H70y68K+vx8jsjunDzqpJGJ4Ue4qX25wjukW5UPypenUz7EBgHNE+cf89BCJ7nZB4zWyO4dzRHlXlAerLXzLl3P0Jjo4Ny/Kd+uI8qGPklq+RHfncI5eeW8JkPDNy0/5IjmcY1+BfMbNfi5f6f6pP1QqOMfC27ybfbl+afZKnsM5tpUkYi5nAwvO4RxR3nuz/+dra3euc5kcnKeXRJxdbpvJWesyOThPTJQvudmXm9plcnCOKHe+2ZeLvm0scI4o97zZP4reZXJOnFOXq1+UByi3lYv6XbhwbtqClNuWonEbC5wnFX+63+wP4ioX/btwxzmnD1q9Q985ivJs5F0xsAsXzm1bKS6ifNQfy/TsON3yBc4NRKKytNy2cB4dJzmcw3msQzzME+WNV8V18u2vUvkC5wYsl1mivOvTte/ChfMUI1H/9iCfbSw5nMN5/Eh0Zs++0mVycJ5mJDpnkJa3fNGVUodza5Ho7rTQ1+pbJgfnqUWiYXr2DcoXOLcTiYYYpPV+cdzki5aKADi3EomGGqT1R7qeZXJwnlAk+gUF4ZNSz+AcztdQ6OFfnTvmhesyua3LF+pysSFfftpLaUW+wDnWm1p8dJs+94ZaqAiAc6wnAH11m/6/359cJrf5gkb6oLGuKG90mx5ekxEz5fIFzrGWKO90mzYOTrV8gXOsI8rbJ1e2v8JFvmyxoBHOsa4obxU+yoesUVkRAOfYU5QPTMf4cMw6CxrhHFc+utzlIH0CR11BI5yjV8ZH1vUdnT75AucpQ+4yR7oVibY+BTTJFzhHlE8Mf5GRjwI18gXOEeVThzcMqaN82UBBI5wjyieXu4y/L64jjgo4x9bVK7OXu8yXL5e4uxXhPC2bt3Fx+ptOxqSRJTqcwzmcw7ktXb54idHIdx6vfIksW9arP1/rH5IYP53F4NMzGTgh0wey8HAO58GT5cuXGM2WL7Hd+Zqc/6yjkNo/3Tpd3hqS5aFFuZd8kWN0zlfq94dzc6K894OjV75Ed+dwbptz/82isnimV498ucE5nG9JlN+df12PspD0buHuOX66Dc6tcu5RwdIQ5Y+FXMv73tqFu9f4DwjOTXLupVcaS4xeDyzAHqK3fDlvoFkUzu1xns+vYHnvVzwvb5F4pdQ34M7h3BznS272W88rQDXtU75IDudwvqEkYtZZl1uPB106iiXfxjUanNvh3P9mP5+EYXnypcpzOIfzkEnEhWXlWe/2c8VLoOHcGudFiJt9udnZFwrn9jgPdLOfy2WswbOAczjXdLM/BOyQOw+VZkyFc+pyt3Cznw0nRs6Tk1jKTC/n1J8rrj8PWG4r16lmZjVLFOHcGueFOIvyqVDSacBWgDSjec7R5984v52jKHdQHHepf3MhXWPyZbU+aDj/ipXiIsqd25lLh0H+F43JFzjXzXkmYXvgHhUpk0JdH+lwrjyvKIclonzgzsmN9AzO4Xy1/LksE+VDpF8cki9lDudwHjESXdKzbzP5AufaOf+IRBf37L+KCa6Gki9wrp3zTiTqPUhrYfJFCelwrr6OqxGJ7k5Bw8PMTpoRztVz/opEF4vy3iSjkeQLnOuvy60j0TCivJt1Oe2ldE0zbrvGC871c17KWLnt7DD0UdNeb+HKDaQZ4Vw/51lo2dCsaX9Ema5pxu2SDucG+uaCi/JGTfv/fdB39FWnGVfknLpcBfbZaPqajehc45Vvk3Pqz+G8I8rbnJeNNKPaGi84h/NPUd66XpW2ptFJOn0WVufl+ovygR68thBxrvHKNsY5/f7Jcz4+QvogH199VZdmhPPUOZ8ejPExpV9hNSOcJ8250wjpnp2I6qoZ4TxdzjPHEdI76f8Y0FTjBeepcu6x16WfVVXJFzhPknPfEdLDt0pKqhnhPD3OA4yQ9k8z5nAO5yvf7J9CLod2S77EJh3Ok+L8K8uhNSRf4Dwdzv33uhTur8908uUcc+8cnCfCecgR0n3fvmyvgO7jHH8O52skEQOK8jlpxlvUsWVwbp7zr4hy7zRj3DWi7LMwXpcbbq+L4+fGUEh6izu1jPpzw5zPEOVLne4Q6RfJ4BzOI9/sh5z+0p9mjD3MiT4Lm/rcS6/MHSE9/G9304yR3Tn9/iY5zwPe7M8TTN1W0uiznODcHOehb/ZnhwZv0i+xHxGcG+N8tSSiW5rxspFHBOeWOPe/2f9uTvuVfInuzuHcDudZbFE+nHyRI5zDeSiRINFF+ZCQiv+A4NwC5xsS5b1q6gjncK7rZl+pwbluzr9cbgvncL4Nf75NUQ7ncB46/oxxsw/ncL72Ce4cRXlWVXAO51o5L8VFlOdV2sY+C+11uZkgyl04p/5cef15Y09uryinqQrOLRxxLuOiHM4r+iws3If2RaINvUIzeEW/v4Uj/ohE2zf7cA7nJo64E4l2B2nBOZzbOOJGJNpTbgvncG7jiF+RaH8SEc7h3MgR15HoYLktnMO5kSMuZaTcFs7h3MgRZ2PlK3AO51aOON/AEcM5nKdwxDwEOIdzOIdzOIdzOIdzOIdzON8a59TlxjpiHgL15xwxDyEk5xWG2Tc4x+Acw+Acw+Acw+Acw+Acw+Acw+Acw+Acg3MMg3MMg3MMg3MMg3MMg/PUrFE0Plg8/vwSFQXmcO556Elh/vyhh350TY0UcO556IlhPsH5o+lx7GsMfayZ51yS5Pz1kz//IO//8/pPy5c3NI5YfN9X5jwKbq1DT4rz6sV517cPcG7NHUgkzuM41sl4zOjHdfMPDear9u/bv/4JGXsfa+txLtE4Ty7Kks98yzTnYpTzan3OowiIFBMK/VplknNbTyr4D5PFeb1mHHpyrKfMeXAPl8V5vVAvjnGoM+eGP9bWj0O1qzQdxwvn4T1cFuf1mnHoicnzHrabv1a2aY8Uh3ZfL4lz6JIS5504tPrgv/OrOXne4n1pGmRWHCqy/qHLmu/XBkivupxX72uhT87t3oe+gVtEQDbj9ZIVeWv7KUqWkpNvVRu473LevSiKxRucp0Z69+DX4ryCcyziwX+Z86HXC8yxNU/+y3HoNoAD89Q5n0+AIs7BPHXOFxCgh3MwT53zJQSo4ZxWyNQ5X0TAPwEGAOXpBXpRx8dhAAAAAElFTkSuQmCC)

单个结果堆栈**S 12**包含2 \* ***C***芯片。的最底部芯片**小号12**是从最底部芯片**小号2**。在该芯片的顶部，是**S 1中**最底部的芯片。交织过程继续从**S 2**的底部取出第二个码片并将其放在**S 12上**，然后从**S 1**的底部取出第二个码片，依此类推，直到**S 1**的最上面的码片放在**S的**顶部**12**。

随机操作之后，通过从**S 12中**取出最低的***C***筹码以形成新的**S 1**并从**S 12中**取出最高的***C***筹码以形成新的**S 2**，将**S 12**分成2个新堆栈。然后可以重复执行随机操作以形成新的**S 12**。

对于此问题，您将编写一个程序来确定是否可以通过将两个堆栈改组几次来形成特定的结果堆栈**S 12**。

**输入项**

输入的第一行包含一个整数***Ñ***，（1≤ ***Ñ*** ≤1000），它是数据集的是后续的数量。

每个数据集由四行输入组成。数据集指定的第一行的整数***Ç***，（1≤ ***ç*** ≤100），这是在每个初始栈芯片（数**小号1**和**小号2**）。每个数据集的第二行指定堆栈**S 1**中每个***C***芯片的颜色，从最底端的芯片开始。每个数据集的第三行指定堆栈**S 2**中每个***C***芯片的颜色，从最底端的芯片开始。颜色表示为单个大写字母（**A**到**H**）。芯片颜色之间没有空白或分隔符。每个数据集的第四行包含2 \* ***C个***大写字母（**A**到**H**），代表将**S 1**和**S 2**改组零次或多次的预期结果的颜色。首先指定最底端的芯片颜色。

**输出量**

每个数据集的输出由单行组成，该行显示数据集编号（1到***N***），一个空格和一个整数值，该整数值是获得所需结果堆栈所需的最小随机操作数。如果使用数据集的输入无法达到所需的结果，则将随机操作次数显示为负1（**-1**）。

**样本输入**

2

4

AHAH

HAHA

HHAAAAHH

3

CDE

CDE

EEDDCC

**样本输出**

1 2

2 -1

### 2 题目分析

先给你两个长度一样的初始状态字符串s1，s2和一个大小为两倍的最终状态的s12，按照s2第一个先放在s12第一个，再依次是s1,s2,s1…，排完后再按照长度前一半是s1新状态，后一半是s2新状态， 重复以上操作。看得到s12是否有和 最初给的最终状态的s12相同的，有输出步数，没有就输出-1。

### 3 基础知识

#### 3.1数据结构

无。

#### 3.2算法

无。

### 4 解法

#### 4.1 解法1（G++已过）

题目做起来不难，难点可能在如何判断输出-1，我们只需要将每次洗牌后的字符串用map<string,int>book记录起来（记录成1），如果某次洗牌后发现此结果已经被标记过了，那就证明无法找到最后的结果，就输出-1。

本人代码：

#include <iostream>

#include <cstring>

#include <map>

using namespace std;

int main()

{

int n;

cin>>n;

for(int z = 1; z <= n; z++)

{

char s1[102] = {'0'},s2[102] = {'0'},s[204] = {'0'},res[204] = {'0'};

int c,i,num = 0;//num记录洗牌次数

map<string,int>book;

cin>>c>>s1>>s2>>res;

while(true)

{

int m = 0;

for(i = 0; i < c; i++)//洗牌

{

s[m++] = s2[i];

s[m++] = s1[i];

}

s[m] = '\0';

//判断此时洗牌后的情况之前是否出现过，出现过就说明找不到最后题意要的结果

if(book[s] == 1)

{

cout<<z<<' '<<-1<<endl;

break;

}

num++;//洗牌次数加1

book[s] = 1;

if(strcmp(s,res) == 0)//如果和题意的结果一样

{

cout<<z<<' '<<num<<endl;

break;

}

m = 0;

for(i = 0; i < c; i++)//重新分牌来进行下一次的洗牌

s1[m++] = s[i];

s1[m] = '\0';

m = 0;

for(; i < 2 \* c; i++)

s2[m++] = s[i];

s2[m] = '\0';

}

}

return 0;

}

## poj 2236

### 1 原题目

**无线网络**

|  |  |  |
| --- | --- | --- |
| **时限：** 10000MS |  | **内存限制：** 65536K |
| **提交总数：** 49908 |  | **接受：** 20431 |

**描述** <http://poj.org/problem?id=2236>

东南亚发生地震。亚洲合作医疗队（ACM）已与膝上计算机建立了无线网络，但由于意外的余震袭击，网络中的所有计算机都被破坏了。电脑被一一修复，网络逐渐恢复工作。由于硬件限制，每台计算机只能直接与不超过d米的计算机通信。但是，每台计算机都可以视为其他两台计算机之间通信的中介，也就是说，如果计算机A和计算机B可以直接通信，或者有计算机C可以同时与A和B通信，则计算机A和计算机B可以通信。 B．  
  
在修复网络的过程中，工作人员可以随时执行两种操作：修复计算机，或测试两台计算机是否可以通信。您的工作是回答所有测试操作。

**输入值**

第一行包含两个整数N和d（1 <= N <= 1001，0 <= d <= 20000）。N是计算机的数量，从1到N，而D是两台计算机可以直接通信的最大距离。在接下来的N行中，每行包含两个整数xi，yi（0 <= xi，yi <= 10000），这是N个计算机的坐标。从第（N + 1）行到输入的末尾，有一些操作，这些操作是一个接一个地执行的。每行包含以下两种格式之一的操作：  
1.“ O p”（1 <= p <= N），表示修复计算机p。  
2.“ S p q”（1 <= p，q <= N），表示测试计算机p和q是否可以通信。  
  
输入不会超过300000行。

**输出量**

对于每项测试操作，如果两台计算机可以通信，则打印“ SUCCESS”，否则，则打印“ FAIL”。

**样本输入**

4 1

0 1

0 2

0 3

0 4

O 1

O 2

O 4

S 1 4

O 3

S 1 4

**样本输出**

FAIL

SUCCESS

### 2 题目分析

题目给你一个d，两个计算机距离小于等于d即视为可以通信，起初计算机是全坏的。O代表修计算机，S代表问你两个编号的计算机是否可以联系？（两个计算机之间可以通过其他计算机相联系）

### 3 基础知识

#### 3.1数据结构

并查集（解法一用到）

#### 3.2算法

无。

### 4 解法

#### 4.1 解法1（G++已过）

就是并查集的运用，没什么好讲的。

本人代码：

#include <iostream>

#include <cstring>

#include <cmath>

using namespace std;

struct mp

{

int x,y;

} node[1005];//存储计算机的坐标

int vis[1005];//将修好的点放进此数组中

int father[1005];//记录父节点

int Find(int x)//查询x的根节点并路径压缩

{

if(father[x] != x)

father[x] = Find(father[x]);

return father[x];

}

void Union(int x,int y)//合并x和y的集合

{

int rx,ry;

rx=Find(x);

ry=Find(y);

if(rx!=ry)

father[rx]=ry;

}

double length(int x,int y)

{

return sqrt((node[x].x - node[y].x) \* (node[x].x - node[y].x) + (node[x].y - node[y].y) \* (node[x].y - node[y].y));

}

int main()//此题考查并查集的知识

{

int N,d,i,m,n,bit = 0;

cin>>N>>d;

memset(vis,0,sizeof(vis));

for(i = 1; i <= N; i++)

{

cin>>node[i].x>>node[i].y;

father[i] = i;//并查集中记录父节点的数组初始化

}

char c;

while(cin>>c)

{

if(c == 'O')

{

cin>>m;

vis[bit++] = m;

if(bit >= 2)

{

for(i = 0; i < bit - 1; i++)

{

if(length(vis[i],m) <= d)//如果两个点之间的距离小于d

Union(vis[i],m);//进行连接

}

}

}

if(c == 'S')

{

cin>>m>>n;

if(Find(m) == Find(n))//如何两点的父亲是同一个点

cout<<"SUCCESS"<<endl;//就是成功

else

cout<<"FAIL"<<endl;

}

}

return 0;

}

## poj 1611

### 1 原题目

**嫌疑犯**

|  |  |  |
| --- | --- | --- |
| **时限：** 1000MS |  | **内存限制：** 20000K |
| **提交总数：** 61216 |  | **接受：** 28903 |

**描述** <http://poj.org/problem?id=1611>

严重急性呼吸道综合症（SARS）是一种病因不明的非典型肺炎，在2003年3月中旬被认为是全球性威胁。为了最大程度地减少向他人的传播，最好的策略是将嫌疑犯与其他人分开。  
在不蔓延疾病大学（NSYSU）中，有很多学生团体。同一组中的学生经常互相交流，一个学生可以加入多个组。为了防止可能的SARS传播，NSYSU收集所有学生团体的成员列表，并在其标准操作程序（SOP）中制定以下规则。  
一旦组中的某个成员成为可疑对象，该组中的所有成员都将成为可疑对象。  
但是，他们发现，当一个学生被确认为犯罪嫌疑人时，要识别所有犯罪嫌疑人并不容易。您的工作是编写一个找到所有嫌疑犯的程序。

**输入值**

输入文件包含几种情况。每个测试用例都以一行中的两个整数n和m开头，其中n是学生数，m是组数。您可以假设0 <n <= 30000并且0 <= m <=500。每个学生都用0到n-1之间的唯一整数编号，并且最初在所有情况下，学生0都被视为犯罪嫌疑人。该行之后是组的m个成员列表，每组一行。每行以一个整数k开头，该整数k代表组中成员的数量。在成员数之后，有k个整数表示该组中的学生。一行中的所有整数至少间隔一个空格。  
n = 0和m = 0的情况表示输入的结尾，无需处理。

**输出量**

对于每种情况，在一行中输出可疑事件的数量。

**样本输入**

100 4

2 1 2

5 10 13 11 12 14

2 0 1

2 99 2

200 2

1 5

5 1 2 3 4 5

1 0

0 0

**样本输出**

4

1

1

### 2 题目分析

让你判断疾病的嫌疑人有多少（同学们分成不同的组，组里有一个嫌疑人的话那么组中其他同学全是嫌疑人），初始的时候只有0号是嫌疑人。

### 3 基础知识

#### 3.1数据结构

并查集（解法一用到）

#### 3.2算法

无。

### 4 解法

#### 4.1 解法1（C++已过）

就是并查集的运用，没什么好讲的。

本人代码：

#include <iostream>

using namespace std;

int father[30005];//记录父节点

int Find(int x)//查询x的根节点并路径压缩

{

if(father[x] != x)

father[x] = Find(father[x]);

return father[x];

}

void Union(int x,int y)//合并x和y的集合

{

int rx,ry;

rx=Find(x);

ry=Find(y);

if(rx!=ry)

father[rx]=ry;

}

int main()//考察并查集的知识

{

int n,m,i,j,k,d,p;

while(cin>>n>>m)

{

if(n == 0 && m == 0)

break;

if(m == 0)

cout<<1<<endl;

else

{

for(i = 0; i < n; i++)//数组初始化

father[i] = i;

for(i = 0; i < m; i++)

{

cin>>k>>d;

for(j = 0; j < k - 1; j++)

{

cin>>p;

Union(d,p);

}

}

int num = 0;

for(i = 1; i < n; i++)

if(Find(i) == Find(0))//查询是否在同一个集合中

num++;

cout<<++num<<endl;

}

}

return 0;

}

## poj 1182

### 1 原题目

**食物链**

|  |  |  |
| --- | --- | --- |
| **Time Limit:** 1000MS |  | **Memory Limit:** 10000K |
| **Total Submissions:** 112756 |  | **Accepted:** 34240 |

**Description** <http://poj.org/problem?id=1182>

动物王国中有三类动物A,B,C，这三类动物的食物链构成了有趣的环形。A吃B， B吃C，C吃A。  
现有N个动物，以1－N编号。每个动物都是A,B,C中的一种，但是我们并不知道它到底是哪一种。  
有人用两种说法对这N个动物所构成的食物链关系进行描述：  
第一种说法是"1 X Y"，表示X和Y是同类。  
第二种说法是"2 X Y"，表示X吃Y。  
此人对N个动物，用上述两种说法，一句接一句地说出K句话，这K句话有的是真的，有的是假的。当一句话满足下列三条之一时，这句话就是假话，否则就是真话。  
1） 当前的话与前面的某些真的话冲突，就是假话；  
2） 当前的话中X或Y比N大，就是假话；  
3） 当前的话表示X吃X，就是假话。  
你的任务是根据给定的N（1 <= N <= 50,000）和K句话（0 <= K <= 100,000），输出假话的总数。

**Input**

第一行是两个整数N和K，以一个空格分隔。  
以下K行每行是三个正整数 D，X，Y，两数之间用一个空格隔开，其中D表示说法的种类。  
若D=1，则表示X和Y是同类。  
若D=2，则表示X吃Y。

**Output**

只有一个整数，表示假话的数目。

**Sample Input**

100 7

1 101 1

2 1 2

2 2 3

2 3 3

1 1 3

2 3 1

1 5 5

**Sample Output**

3

### 2 基础知识

#### 2.1数据结构

带权并查集（解法一用到）

#### 2.2算法

无。

### 3 解法

#### 3.1 解法1（C++已过）

参考链接：<https://blog.csdn.net/niushuai666/article/details/6981689>

个人感觉就是主要就是理清向量关系，通过向量关系推出一些式子。

本人代码：

#include <iostream>

#include<cstdio>

using namespace std;

int father[50005];//记录当前节点的父节点

int sum[50005];//记录当前节点到父节点的关系

int Find(int x)//查询x的根节点，路径压缩，更新关系

{

if(father[x] != x)

{

int temp = father[x];

father[x] = Find(father[x]);

sum[x] = (sum[x] + sum[temp]) % 3;

}

return father[x];

}

int main()

{

int N,K,d,x,y,i,num = 0;

scanf("%d %d",&N,&K);

for(i = 0; i <= N; i++)//数组初始化

{

father[i] = i;

sum[i] = 0;

}

for(i = 0; i < K; i++)

{

scanf("%d %d %d",&d,&x,&y);

if(x > N || y > N)//第二种情况的假话

{

num++;

continue;

}

if(d == 2 && x == y)//第三种情况的假话

{

num++;

continue;

}

int rx = Find(x);

int ry = Find(y);

if(rx != ry)//集合合并

{

father[rx] = ry;

sum[rx] = (d - 1 + sum[y] - sum[x] + 3) % 3;

}

else//第一种情况的假话

{

if(d == 1)

{

if(sum[x] != sum[y])//x和y是同类，根节点也一样，所以关系应该相同

{

num++;

continue;

}

}

if(d == 2)

{

if((sum[x] - sum[y] + 3) % 3 != d - 1)//x吃y，根节点一样，通过向量关系推出此式

{

num++;

continue;

}

}

}

}

printf("%d\n",num);

return 0;

}

## poj 3304

### 1 原题目

**区隔**

|  |  |  |
| --- | --- | --- |
| **时限：** 1000MS |  | **内存限制：** 65536K |
| **提交总数：** 21047 |  | **接受的：** 6678 |

**描述** <http://poj.org/problem?id=3304>

给定二维空间中的*n个*段，编写一个程序，该程序确定是否存在一条线，以便在将这些段投影到其上之后，所有投影的段至少有一个共同点。

**输入值**

输入从显示测试用例数量的数字*T*开头，然后是*T个*测试用例。每个测试例就开始与包含一个正整数的线*Ñ* ≤100示出的段的数量。之后，*紧接着的n*行包含四个实数*x*1*y*1*x*2*y*2，其中（*x*1，*y*1）和（*x*2，*y*2）是段之一的两个端点的坐标。

**输出量**

对于每个测试用例，如果存在具有所需属性的行，则程序必须输出“是！”，并且必须输出“否！” 除此以外。如果| |，则必须假定两个浮点数*a*和*b*相等。*a* - *b* | <10 -8。

**样本输入**

3

2

1.0 2.0 3.0 4.0

4.0 5.0 6.0 7.0

3

0.0 0.0 0.0 1.0

0.0 1.0 0.0 2.0

1.0 1.0 2.0 1.0

3

0.0 0.0 0.0 1.0

0.0 2.0 0.0 3.0

1.0 1.0 2.0 1.0

**样本输出**

Yes!

Yes!

No!

### 2 基础知识

#### 2.1数据结构

无。

#### 2.2算法

计算几何——判断直线与线段相交问题

### 3 解法

#### 3.1 解法1（C++已过）

题目问你的问题可以转化为是否存在一条直线与所给的线段都相交，由于线段数量不多，所以我们可以枚举出来所有线段的两个端点组成的一条直线，判断直线是否与所有的线段相交。（要注意题目所说的如果两点间距小于10 -8则视为同一个点）。

线段相交判断的讲解链接：<https://www.cnblogs.com/tuyang1129/p/9390376.html>

本人代码：

#include <iostream>

#include <cstdio>

#include <cmath>

using namespace std;

int m;

const double n = 1e-8;

struct segment//存储线段的端点坐标

{

double x1,y1,x2,y2;

} s[110];

double dis(double x1,double y1,double x2,double y2)//两点间的距离

{

return sqrt((x2 - x1) \* (x2 - x1) + (y2 - y1) \* (y2 - y1));

}

double cross(double a,double b,double c,double d,double e,double f)//用向量叉乘判断直线与线段是否相交

{

return (a - c) \* (b - f) - (a - e) \* (b - d);

}

bool judge(double x1,double y1,double x2,double y2)

{

if(dis(x1,y1,x2,y2) < n)//如果是同一个点

return false;

for(int i = 0; i < m; i++)//传进来的直线要与所有线段相交

if(cross(x1,y1,x2,y2,s[i].x1,s[i].y1) \* cross(x1,y1,x2,y2,s[i].x2,s[i].y2) > 0)

return false;

return true;

}

int main()

{

int T,flag;

scanf("%d",&T);

while(T--)

{

int i,j;

scanf("%d",&m);

for(i = 0; i < m; i++)

scanf("%lf %lf %lf %lf",&s[i].x1,&s[i].y1,&s[i].x2,&s[i].y2);

if(m == 1)//只有一条线段一定可以

{

printf("Yes!\n");

continue;

}

flag = 0;

for(i = 0; i < m; i++)//枚举出来所有端点构成的直线

{

for(j = i + 1; j < m; j++)

{

if(judge(s[i].x1,s[i].y1,s[j].x1,s[j].y1)||

judge(s[i].x1,s[i].y1,s[j].x2,s[j].y2)||

judge(s[i].x2,s[i].y2,s[j].x1,s[j].y1)||

judge(s[i].x2,s[i].y2,s[j].x2,s[j].y2))

{

flag = 1;

break;

}

}

if(flag == 1)

break;

}

if(flag == 1)

printf("Yes!\n");

else

printf("No!\n");

}

return 0;

}

## poj 2653

### 1 原题目

**捡起棍棒**

|  |  |  |
| --- | --- | --- |
| **时限：** 3000MS |  | **内存限制：** 65536K |
| **提交总数：** 16602 |  | **接受：** 6292 |

**描述** <http://poj.org/problem?id=2653>

斯坦有n种不同长度的木棍。他随意地一次将它们扔在地板上。投掷完成后，斯坦尝试找到最上面的棍棒，即这些棍棒上没有棍棒。斯坦（Stan）注意到最后扔出的棍子总是在最上面，但他想知道所有上面的棍子。Stan棍非常非常细，因此可以忽略其厚度。

**输入值**

输入包含多种情况。每种情况下的数据均以1 <= n <= 100000（此情况下的棒数）开头。接下来的n行每行包含四个数字，这些数字是一根棍子端点的平面坐标。棍子按Stan投掷的顺序列出。您可以假设顶杆不超过1000个。输入以n = 0的情况结束。这种情况不应该被处理。

**输出量**

对于每种输入情况，以示例中给定的格式打印输出的每一行，列出最上面的棍子。顶部棍棒应按其投掷顺序列出。  
  
下图为输入的第一种情况。**![](data:image/jpeg;base64,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)**

**样本输入**

5

1 1 4 2

2 3 3 1

1 -2.0 8 4

1 4 8 2

3 3 6 -2.0

3

0 0 1 1

1 0 2 1

2 0 3 1

0

**样本输出**

Top sticks: 2, 4, 5.

Top sticks: 1, 2, 3.

**暗示**

大量输入，建议使用scanf。

### 2 基础知识

#### 2.1数据结构

无。

#### 2.2算法

计算几何——判断线段与线段相交问题

### 3 解法

#### 3.1 解法1（C++已过）

这道题就是求有多少条线段没有与编号大于它的线段相交，所以可以利用向量叉乘的知识来判断两个线段是否相交（这是本题重点）。剩下的就是暴力for循环来依次进行判断每一条线段是否与后面的线段相交。

本人代码：

#include <iostream>

#include <stdio.h>

using namespace std;

struct segment//存储线段端点坐标

{

double x1,y1,x2,y2;

} s[100005];

double cross(double a,double b,double c,double d,double e,double f)//用向量叉乘判断线段与线段是否相交

{

return (a - c) \* (b - f) - (a - e) \* (b - d);

}

int main()

{

int n;

while(scanf("%d",&n) != EOF)

{

if(n == 0)

break;

int i,j,res[1005] = {0},k = 0,flag;//res存储符合条件棍棒的编号

for(i = 1; i <= n; i++)

scanf("%lf %lf %lf %lf",&s[i].x1,&s[i].y1,&s[i].x2,&s[i].y2);

for(i = 1; i <= n; i++)

{

flag = 0;

for(j = i + 1; j <= n; j++)

{

if(cross(s[i].x1,s[i].y1,s[i].x2,s[i].y2,s[j].x1,s[j].y1) \* cross(s[i].x1,s[i].y1,s[i].x2,s[i].y2,s[j].x2,s[j].y2) < 0&&

cross(s[j].x1,s[j].y1,s[j].x2,s[j].y2,s[i].x1,s[i].y1) \* cross(s[j].x1,s[j].y1,s[j].x2,s[j].y2,s[i].x2,s[i].y2) < 0)//满足此条件就是两个线段相交

{

flag = 1;

break;

}

}

if(flag == 0)

res[k++] = i;

}

printf("Top sticks: ");

for(i = 0; i < k - 1; i++)

printf("%d, ",res[i]);

printf("%d.\n",res[k - 1]);

}

return 0;

}

## poj 3468

### 1 原题目

**一个整数的简单问题**

|  |  |  |
| --- | --- | --- |
| **时限：** 5000MS |  | **内存限制：** 131072K |
| **提交总数：** 178179 |  | **接受：** 54775 |
| **案件**期限**：** 2000MS | | |

**描述** <http://poj.org/problem?id=3468>

你有*ñ*整数，*一个*1，*一*2，...，*一ñ*。您需要处理两种操作。一种操作类型是在给定间隔内向每个数字添加一些给定数字。另一种是在给定的时间间隔内求和。

**输入值**

第一行包含两个数*Ñ*和*Q*。1≤ *Ñ*，*Q* ≤100000  
的第二行包含*Ñ*号码，的初始值*阿*1，*阿*2，...，*甲Ñ*。-1000000000≤ *甲我* ≤1000000000.  
每个下一个的*Q*线表示的操作。  
“ C *a b c* ”表示将*c*加到*A a*，*A a*+1，...，*A b中的*每*一个上*。-10000≤*Ç* ≤10000  
“Q *一* *b* ”的意思查询的总和*甲一个*，*甲一个*1，...，*甲b*。

**输出量**

您需要依次回答所有*Q*命令。一行回答。

**样本输入**

10 5

1 2 3 4 5 6 7 8 9 10

Q 4 4

Q 1 10

Q 2 4

C 3 6 3

Q 2 4

**样本输出**

4

55

9

15

**暗示**

总和可能超出32位整数的范围。

### 2 基础知识

#### 2.1数据结构

树状数组（解法一用到）

#### 2.2算法

无。

### 3 解法

#### 3.1 解法1（C++已过）

树状数组的区间更新区间查询的模板应用。

推荐树状数组的讲解链接：<https://www.cnblogs.com/xenny/p/9739600.html>

本人代码：

#include <iostream>

#include<algorithm>

#include <cstdio>

#include <cstdlib>

using namespace std;

typedef long long ll;

int N;//数组元素个数

ll a[100005];//原数组

ll c[100005];

ll c1[100005];

int lowbit(int x)

{

return x&(-x);

}

ll getsum(int i)//求前缀和（即a[1]到a[i]的和）

{

ll res = 0;

int x = i;

while(i > 0)

{

res += x \* c[i] - c1[i];

i -= lowbit(i);

}

return res;

}

void updata(int i,ll k)//在i位置加上k（此函数只更改树状数组的值，若要更改原数组的值需要在主函数中实现）

{

int x = i;//因为x不变，所以得先保存i值

while(i <= N)

{

c[i] += k;

c1[i] += k \* (x - 1);

i += lowbit(i);

}

}

int main()

{

int Q,i;

scanf("%d %d",&N,&Q);

for(i = 1; i <= N; i++)

{

scanf("%I64d",&a[i]);

updata(i,a[i] - a[i - 1]);//输入初值的时候，也相当于更新了值

}

char ch;

int x,y,z;

while(Q--)

{

getchar();

scanf("%c",&ch);

if(ch == 'Q')

{

scanf("%d %d",&x,&y);

printf("%I64d\n",getsum(y) - getsum(x - 1));//求[x,y]区间和

}

if(ch == 'C')

{

scanf("%d %d %d",&x,&y,&z);

//[x,y]区间内加上z

updata(x,z);//a[x] - a[x-1]增加z

updata(y + 1,-z);//a[y+1] - a[y]减少z

}

}

return 0;

}

## poj 1401

### 1 原题目

**阶乘**

|  |  |  |
| --- | --- | --- |
| **时限：** 1500MS |  | **内存限制：** 65536K |
| **提交总数：** 17965 |  | **接受：** 10857 |

**描述** <http://poj.org/problem?id=1401>

GSM网络最重要的部分是所谓的基站收发器（BTS）。这些收发器形成了一个称为单元的区域（此术语为蜂窝电话的名称），每部电话都以最强的信号连接到BTS（以简化的方式表示）。当然，防弹少年团需要引起注意，技术人员需要定期检查其功能。  
  
ACM技术人员最近面临一个非常有趣的问题。给定要访问的一组BTS，他们需要找到最短的路径来访问所有给定的点，然后返回到中心公司大楼。程序员花了几个月的时间研究这个问题，但没有结果。他们无法足够快地找到解决方案。长时间后，一位程序员在会议文章中发现了此问题。不幸的是，他发现该问题被称为“旅行商问题”，很难解决。如果我们要访问N个BTS，则可以按任意顺序访问它们，给我们N个！检查的可能性。表示该数字的函数称为阶乘，可以计算为乘积1.2.3.4 .... N。即使N相对较小，该数目也很高。  
  
程序员知道他们没有机会解决问题。但是，由于他们已经获得了政府的研究资助，因此他们需要继续他们的研究并至少取得一些成果。因此，他们开始研究阶乘函数的行为。  
  
例如，他们定义了函数Z。对于任何正整数N，Z（N）是数字N！的十进制形式末尾的零个数。他们注意到此功能永远不会降低。如果我们有两个数字N1 <N2，则Z（N1）<= Z（N2）。这是因为我们永远无法通过乘以任何正数来“丢失”任何尾随零。我们只能得到新的和新的零。函数Z非常有趣，因此我们需要一个可以有效确定其值的计算机程序。

**输入项**

输入的第一行上有一个正整数T。它代表要跟随的数字数量。然后是T行，每行仅包含一个正整数N，1 <= N <= 1000000000。

**输出量**

对于每个数字N，输出包含单个非负整数Z（N）的一行。

**样本输入**

6

3

60

100

1024

23456

8735373

**样本输出**

0

14

24

253

5861

2183837

### 2 基础知识

数学（解法一用到）

### 3 解法

#### 3.1 解法1（C++已过）

题目让你算n！的结果末尾有多少0，我们知道10乘上任何数就会多一个0，而10是由2乘5来的，而我们只需要将所有数字的因子拆开来看，你会发现2的数量比5的数量多，所以我们只需要找有多少5，我们知道包含5这个因子的数字必须是5的倍数，所以我们只需要找到1-n这些数字中因子5的数量就是结果。那么问题就来了，5，10这种数字只包含一个因子5，而25包含2个因子5，所以就出来一个很妙的就是用n除i（看代码），可以计算出n以下的数字的数量，就比如50除5我们知道十个数字包含5，那么50除25就两个还包含5。大概就是这个意思。

本人代码：

|  |
| --- |
| #include <iostream>  #include<algorithm>  #include <cstring>  #include <cstdio>  #include <cstdlib>  #include <cmath>  using namespace std;  //求n！结果末尾0的个数就是求1-n中5这个因子的个数  int z(int n)  {  int ans = 0,i;  //n/i计算的是[1,n]中有多少数字是i的倍数（因子中包含i）  //就比如说1到50有10个数字包含因子5，2个数字因子包含25  //因为计算的是因子5的数量，5这种包含一次因子5，25包含两个因子5，所以这么计算  for(i = 5; i <= n; i \*= 5)  ans += n / i;  return ans;  }  int main()  {  int t,n;  scanf("%d",&t);  while(t--)  {  scanf("%d",&n);  printf("%d\n",z(n));  }  return 0;  } |

## poj 1328

### 1 原题目

**雷达安装**

|  |  |  |
| --- | --- | --- |
| **时限：** 1000MS |  | **内存限制：** 10000K |
| **提交总数：** 136202 |  | **接受：** 29943 |

**描述** <http://poj.org/problem?id=1328>

假设滑行是无限的直线。陆地在海岸的一侧，海洋在另一侧。每个小岛都是位于海边的一个地点。而且，位于海岸上的任何雷达装置只能覆盖d距离，因此，如果它们之间的距离最大为d，则可以用半径装置覆盖海中的一个岛。  
  
我们使用笛卡尔坐标系，定义了惯性运动为x轴。海洋一侧在x轴上方，陆地一侧在x轴上方。给定海洋中每个岛屿的位置，并确定雷达设备覆盖的距离，您的任务是编写一个程序，以找到覆盖所有岛屿的最少雷达设备数量。注意，岛的位置由其xy坐标表示。

![](data:image/gif;base64,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)  
图雷达输入示例

**输入项**

输入包含几个测试用例。每种情况的第一行都包含两个整数n（1 <= n <= 1000）和d，其中n是海洋中的岛屿数量，d是雷达设备的覆盖距离。这之后是n行，每行包含两个表示每个岛的位置坐标的整数。然后出现空白行以分隔个案。  
  
输入由包含零对的行终止

**输出量**

对于每个测试用例输出，一行由测试用例编号和所需的最少雷达安装数组成。“ -1”安装意味着在这种情况下没有解决方案。

**样本输入**

3 2

1 2

-3 1

2 1

1 2

0 2

0 0

**样本输出**

Case 1: 2

Case 2: 1

### 2 基础知识

贪心算法（解法一用到）

### 3 解法

#### 3.1 解法1（C++已过）

根据题意可知，雷达要放在x轴上。所以我们可以先以小岛为圆心，d为半径，求得与x轴的两个交点。这样的目的是雷达只要在这两个交点之间就可以覆盖该小岛。我们将所有岛屿计算完毕后，在将交点组成的线段按照左端点大小从小到大进行排序（方便之后进行去重）

去重之后就是我们所求的雷达数量。

本人代码：

|  |
| --- |
| #include <iostream>  #include<algorithm>  #include <cstring>  #include <cstdio>  #include <cstdlib>  #include <cmath>  using namespace std;  int cmp(const void \*a,const void \*b)  {      const double p1 = \*(const double\*)a;      const double p2 = \*(const double\*)b;      if (p1 < p2)          return -1;      else if (p1 > p2)          return 1;      return 0;  }  int main()  {      int n,d,x,y;      int num = 0;      while(scanf("%d %d",&n,&d) != EOF)      {          if(n == 0 && d == 0)              break;          int flag = 0;          num++;          int i,res = -1;          double coor[1005][2],xx;          //以岛屿为圆心，d为半径做圆，求得与x轴的两个交点          for(i = 0; i < n; i++)          {              scanf("%d %d",&x,&y);              if(y > d)                  flag = 1;              xx = sqrt(d \* d - y \* y);              coor[i][0] = x - xx;              coor[i][1] = x + xx;          }          if(!flag)          {              qsort(coor,n,sizeof(coor[0]),cmp);//将二维数组按照头元素的大小来进行从小到大排序              res = 1;              i = 1;              double right = coor[0][1];              //去掉重读区间并计算所需雷达数目              while(i < n)              {                  if(coor[i][1] < right)                  {                      right = coor[i][1];                  }                  if(coor[i][0] > right)                  {                      res++;                      right = coor[i][1];                  }                  i++;              }          }          printf("Case %d: %d\n",num,res);          getchar();      }      return 0;  } |

## poj

### 1 原题目

### 2 基础知识

### 3 解法

#### 3.1 解法1（C++已过）

本人代码：

|  |
| --- |
|  |