**Inserting Along the Traversal**

Another standard array algorithm is [**the insertion algorithm**](javascript:void(0);) **(an insertion is an algorithm in which elements are added to the array or ArrayList).** Similar to the others, the insertion algorithm involves a traversal with modifications.

This is like going through your three-ring binder to a particular spot and then opening the binder and inserting new pages. You are not replacing anything, but rather adding to the binder. This is the insertion algorithm.

For arrays, an insertion involves adding a new element to a particular part of the array. Unlike a replacement, you are not changing an existing element; you are adding a new one. When inserting items into an array, you first need to decide where you want to perform the insertion. This could be done by specifying a location, such as a particular index. Or you could search for an appropriate location based upon some criteria, such as adding relaxation kits after the coffee kits in an inventory list.

Once the location is decided upon, then all that remains is moving existing elements in the array make room for the new item. Since arrays do not automatically resize and if all positions in the array are occupied, that means the last element of the array gets lost. This is not normally desirable, so in practice you would use an array that is larger than you actually need. This would let you insert items without losing anything (until the array is full).

ArrayLists are dynamic and grow in size when adding elements, so they do not lose items like an array insertion might. Therefore, depending on the situation, many programmers prefer using ArrayLists in Java.

### Part 1

This lesson will highlight one of the big differences between managing arrays and ArrayLists. The eIMACS labs will allow you to explore the insertion algorithm in more detail.

Rather than replacing an element, another way to change the contents of an array is to *insert* an element. [Just now](https://www.eimacs.com/eimacs/mainpage?epid=E2365697720&cid=162149), we saw that replacing an array element results in the destruction of the element being replaced. Insertion, on the other hand, does not necessarily entail the destruction of an existing object. In fact, the first stage of performing an element insertion is to create a space for the new element by moving existing elements.

![Array element insertion](data:image/gif;base64,R0lGODlh6wBIAIcAAP///1oAEOPSkFJKM7FzWnNzc7GIkNLS0ntrSmYAEMy5e5CAWpCQkOva4zMpGLGhc+vMkHMhKWZmZplmc7m5ubGAiJBKQnNrSkpKSrGxsePSwkJCQsKpe3szQql7c5laSuPS0rmIZuO5gP/z44g5Ocy5uYhKUrmpqf/rual7iJBaZv/zzP/amWtmQoCAgLGZmWsQGKGQZpmZmTk5Idq5ocyZc9Khe6lrUuvj0v///9K5wsypscKZofPSkLGAZrmQkGYIIdrMiNrCgOvr63MpOaFze8KQiFpaWvPjwvPasYBCSqF7gOPS2uPMiPPz88zMzIhKWqmIiKFra//z0rmhqWsQKaGhoUpCKdqxe//rzNLMzNrCzP/r0uvSkFpSM7F7Wnt7e7GQmdra2trS0ntzSmYIGGYAGNLCgNK5gMy5gJmIWuPj4zMzIbmpc7mhc3spKXMhM2tra5lrc7mIiJBSQlJSUsyxe3s5SoAzQplmSuvazMKQa7mIa+PCiP//44hCOcLCwsy5wpBKUsKpsf/zwv/rwqmAiJlaa5Baa//jmYiIiLGhobmZoWsYIWsQIamZa0I5KePCqdKpe6lzWvPr0vPj0tLCwsyxscKhqfPakLmAZsKQkLmQmdrCiPPr63spOalzgIhCSoBCUqGAgKl7gOPa2uvMiP//6//z84hSWqmIkP/z2msYKampqdqxgNrMzP/r2oBzUmsIGOvj4zkzIXspM6Frc5lSQoA5SuvCiLmhoXMYIdqpe9rCudKxucyxucyhofPamYhCUuva2pBSZuvj69rCwgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAP///////////////////////////////////////wAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAP///////wAAAAAAAP///////////////////////////wAAAAAAAAAAAAAAAAAAAAAAAAAAAP///////////////////////////////////////////yH5BAMAAAAAIf4DSGkAACwAAAAA6wBIAAAI/wABCBxIsKDBgwgTKlzIsKHDhxAjSpxIsaLFixgzatzIsaPHjyBDihxJsqTJkyhTqlzJsqVLkmtefrQiQQKDmCAZZCA5hEFNF09C+pRghSQDBjI7tooD6IkLFzkl7BxZAOgBn0M+MgDqFGnIDDaTcowTVKAEnBufxNk6NeSaOARdtN04JE5WAAckuJVQwKtYjGv0DpTb8ckBADpTFgAkcogVvx5d6IT8t2Jegom1ziVppYBIn3HQKoWbgXLliZcHZva42mhokWvWZLDrMW/Q0qcvBo67eWNrt09PEu7o82iBtbktkh14Nmdvj2+Lhqx7F0CB5xcBZdjO4HryilaYOv+F6pzk2gPoD1Tn+NQwA7gicX8HX/OmUOwbwdbcj//iUPvxmTbfgAQWaOCBCCao4IIMNujggxBGKOGEFFZo4YUYZqihWJ68ogMIADAxS0gdfhjiiB6VCKKIIKl44oYZMcGILanggQsun5TxCSJFYFJKMUPsYACIFMlIo4046sijj0AKSWRERtZ4Y4479vhjkEMWOaOUSX5ySBE7NOAJAJdwMsxHQ6Sp5ppstunmm3DGCWcpJaQgyieNlKEnER3AUUYVVZTRCBEp/KJKB1GsISebdNqJp55l8OknoIISaiiiii46RKN35rlnn38GOmihhyaqaZqcPvqpn6yw8ucnBmz/wQkuBnA0RGxiiJHerrz26uuvwAYLrBZRiOJqI3fIscQiVLxARSBhLCEHEWUEoIQoQHzygmHCokessYImOwqzzkIrLbXWYqstt8F+e2yyyzb7bLTTVnttttt2e4C74coxChUn6PLLGIMYkEIH1UJBTCO4+KKRH6f4IfHEFFds8cUWr4JCMBBj7LHFI+DwAxwJsGLCD71oMEIlG3csMSx6bIJLI0AkUEYowFTyccgjl3xyylwkwXHEE8MsM80246zzxTyTbDLKKrM8dNExz1zzzTl73LTPUI9ASSGJGKYoAJ40wIPVNguzw5gWDXHKCCvELffcdNdtd92FBLPA23f3/013FpFIQXItHtCAhNx57w333FkYkWMAATQiCA19Ay54AoQbHnfifP/teLWRT2635YMXfvjmencud+OPh0756IGXrnnchCQSQwaAHDC2QDwgDHkjxGyhmx9TJGL88cgnr/zyy6sxAPHMR5+8CBYIOgkEzT9f/PE97EHHLtUmEAAMFvDCPPXWY5+889Aj3/334Y9fvvLoN3J99u0b/z74AYhPvvn0q5791Je8GHiBAa3IXUyGgAkV+Kl/kSOGMSyyBj+sQHoYzKDxEEALC2pwecEIQZ7+UINMMI+DHkQeBG5wiz80wlON+IAIkhfCEZZweSi8YPJW2MIX6imGMzReDf/LQEIT4rCDOjweD10IQxkib4hFZF4sIAEGnTwBJ7MAxSFMACgg/GkCT4rIEMSQwg+aEXk5PCP3QhCBBFhAEiyIXhrp54oaEOADf6hFBL6QizW28Y1xPGIZp1fHO+Zxj33sARvdCEc5InF5IigkHvXIR/0tEpDRm6IEXGAFQIihOiB4hZAmYII+GeBMEhnjINX4wQuwYZUf3MMbynCLHmDQlbA8Hgt6AIE6hiAEWDieLGlpy+jhMonL22Uva/DLYA6zlrd8JTKTp0xfAtN4zyxmJiFRBzDIgAKfNIgnZrGFHXDCAJaYyBAOkEtWSu+YrLQB+CZhxHdKU4MsCKTx5Fn/BnpGs53Ky2cigsFPf/5zmswT6D7nWc9tYqAA31RPQjyxHjGyE6HujB4L4HlGecLgA33I4EbvqUaPghSDIwUo80waUpRy1Iws1eAUN7AWCkgUIadKyDpVyoJg+PSnQAWqPqn50oAGNRiSIEEC/uCKTPh0qEQlaUKPmtSlNvWpCS0qNamqVKY6NRhQRV5KMWq8nga1ql7F6jZpygCbVhQAaoqNXOdKVzUZZKdk9WkmusDXvvrVr18NqFaFGIy9+lUIeYDBG2oAWJ8mc7CENWxfEatYxvY1sFHNpV7/StnFNjYYj5XqEwvL2cR69rKOXd5Ma3rTgUDutbCNrWx3NxC8/4JwrwJoQhOC0Ine+ra3QdCtALrg1MwilLS53W1v+bCLRvgAuMIlLmiNe9suJJe3nWCuc6HbhOEWV6yDRa5usavd53YiuN2VrmBFK0Tcjne5zTUver073eSttq2thats97tfMdAWrhdVXmH5S+AANEG9utTqgAu83wN/N8HsHWgmGNxgBJdVwROmcGwdXN8Ls3fBGn4th5V3X7cSZAiQ41WuVrzi9EDOv+uxLQ27EGLYnuHAHR7rjGv82ht3ocOJ0PGOeRwAH+dYwTQmspGp+8Qk83jJ9oUEW01c2xSnJ1d0XUOu0PPi/8pYl5kQAJEDoAAhCCAT+hRyWcM85jKfef+oal6zmInsZjRDeJAsYDOdzWznOyMzz3PmcZ2hWuLW3srKWF4DIFrRiivKNVcphnFtA9zkJoyZA2jAsZ8rfelM/xi8H+6CpYmMaU17eJDBEHWnTX1qZKZ61Dwu9aeRV+jqHDoAB0i0DDYJBqmkCVeRpu2XhahqIrfB0/WN86vHfGxWBxnJsK5xs2f9bNEu29jIBjWqi83jaQO51rVdQ7AVLQHGAAAsC4xNsG1N6eOlOghjdoMCgkBtZXcB3kSWN72PHGp881jf9S7qu+M9b2pXe9v+rjHAvy1l1tpa3AHA8hCeIAOCSOAwcIW4f4XdbmJ3YswPUEAnAm7tLnycyCH/Hzm/V5nqk/M45STftstrDPOVu9rkIBe5wRMBboHceuMVBQR8Mt5ljrMc5yjXebIFjvSXK13b02x5zlW+aXc3neZPr7rHp77znhM94rFZDyDKHe6is/voMw9xzbU+0KurPeutnnHaNbz2uFt97hSuu923nnSq07rh+H242QeSF3P7XONhnzTaub70kuOdwXo/eNTdTne42/vxBY785Rkf5SkbGvG0ZYB0yg52o08e8wTW++b7bvA4tx31/FU902G/X83PnvN/97zgS1+dBBbk54n3ecdfj3vJN5n2srV9qJEfW9k7vvjGvzv0eQ54Kn8d6AP57/WDD+DFs77xMoe+/+ul/n22k9/pft878cufe4eTXuKq2QzwTS/34q8e/a1HMvNh6/zws1/954d16Wc8XndrucZ9v6duuCZpwnd0CRdiC2d+90Zw+wZ1M/aAGhaBADiB+VZwNtdkGEhhGng8BQhxuQZ0bgJsC0h/nIZtrGZv0RZi3maBLdht2baBMahhMyiBOUhhO0iC1fd5iLZxWYYrYrBuijd5PchgsgZ+N7eEBdaENGh1UEhgUoiDq5Z/JVeF/HWFQKh7JzZmXRZjwwdobcZnaVZUZrhnbzaFcnaGbah+ayhoaOiGc1hjg9Z57ldlYsiADXhconYGdsABbeAGD3CIiHiIbtAGHGAHUP+mfm3XBIJIiIaYiIi4iI34iJAYiZNYiJZ4iYzoiM42foE4iJ74iQ+AiaK4c6QoiaZYiZ+oippIgEEYY1qmK1fGYi2Wi142fBImakKABmiQBgpQjMZYjGkgjEIwYmz3i00QjMN4jMeYjGiwjBa2iaT1jMJIjNKIjMrIjJCYjdDIjd1Ijdb4YOG4V9oYjd2oAOYIjl+4h+FmhERIVysmVxU1bO7mXsr1W741X9cYfU/Ej9jlj+cVXei4ib94XQbJXfTFZANpXe/VkACZkAK5jxLZjwZZkUBGi2D4e79WhFlmV7/ni5H1VyiJWh3peieZkiiJWRBJQ6Tlkn8Fk83YkjT/qZKhpVkzmZN8ZZPtF3g6pSk6ZZK6dFRICVZZFWFHmZRBFVY3KVZO+ZRLCVBmNZVqtZNkFWRY+VNQGY9CiSZGmVHrpVJkGZVnGZNpqZVriUFe1xH62JZuKJdzSZcKSZcsaZfU95EesU6rADZ6mTwtwAZ/GZiCSZiAaZjGM5iFqZiLiZiOuUGQ8FAR9VYaMUZgowaxsJmc2Zme+Zmg6ZlkcAUOkJmheZqo+ZmjWZqJoJmp+ZqnuZqmCZu0KZqkOZu1mZuxMAC00E3fFE5oIgaJ8AheAAnGeZzImZzKuZzJOQNsQAvDWZzMOZ3U2ZzPGZ3VmZ3U6ZzQSZza+Z3KyZ3Y/wme5GmctAAJm9RJwPkRa/AEpdFrdYABGzCf9Fmf9nmf+LkBGFAHRyABcRAHEnAE8ZmfBFqg87mf/fmfATqgBtqg9omg/gmgAiqfDlqh+smfEbqgFGqhDbqfElBFGXBFsHEAi7YVYPCfKJqiKrqiLJqiBVAAYPAUYPCiLVqjNuqiMCqjNHqjPMqiLxqjLjCjx9GjRIqiP6qjQ1qkRBqjCKRAjbEGJJoBViADMnAUVnqlWJqlWmqlVCoDVjClVLqlYjqmV9qlX9qlZJqmW2qmYFqlavqmXEqlZxqmcPqmcoo7umOZtgKlTwAIFPCngBqogjqohFqohnqoiJqoirqojDvaqI76qI/aFHlaErdyi/pyqZiaqZq6qZzaqZ76qd2SaHo6HadSqqZ6qqiaqqq6qqzaqmwCI7AaqxQREAA7)

Specifically, starting with the element at the insertion index, each element must be moved one space to the right (see the figure on the right, which illustrates the preparation for inserting an element at index 1). Once the space has been created, the new item can be inserted into it:
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There are two "gotchas":

* If elements are moved to the right, what happens to the last element of the array? It has nowhere to go.
* The elements must be moved to the right one at a time. In which order should they be moved?

Regarding the first of these, there are two possible strategies: First, we could allow the last array element to "drop off the edge of the cliff". That is to say, we could simply discard it. Second, we could preserve the element in some way, perhaps by extending the array (which is the strategy employed by ArrayLists). For our purposes here, we adopt the first strategy.

Concerning the second question, consider the following code fragment in which a new Item is inserted at index 1 as follows: First, the element currently at index 1 is copied to index 2. Then the element at index 2 is copied to index 3, and so on, and the element currently at the end of the array (at index 4) is discarded. Finally, the new element is placed into the array at index 1. Is this a correct algorithm for inserting the new item? Run the code to find out.

  public static void main( String[] args )   
  {   
    Item[] array = Item.makeItemArray( 5 );   
  
    System.out.println( "Before: " );   
    Item.displayArray( array );   
  
    // make a new Item   
    Item newItem = new Item( 99 );   
  
    // make space for the item   
    array[ 2 ] = array[ 1 ];   
    array[ 3 ] = array[ 2 ];   
    array[ 4 ] = array[ 3 ];   
  
    // insert new item   
    array[ 1 ] = newItem;   
  
    System.out.println( "\nAfter: " );   
    Item.displayArray( array );   
  }

No, it is not a correct algorithm. When we copy array[ 1 ] into array[ 2 ], we overwrite the Item currently stored in array[ 2 ], losing it forever. The mistake is then compounded by the subsequent copies, which in fact cause the original object at index 1 to overwrite *all* the elements that come after it.

To avoid this problem, we copy the elements in order from the right to left, as follows: First, we copy array[ 3 ] into array[ 4 ], thereby overwriting array[ 4 ] and effectively discarding it. Next, we copy array[ 2 ] into array[ 3 ]. Although this action overwrites array[ 3 ], that element is not lost because we just got through copying it into array[ 4 ]. Then array[ 1 ] is copied into array[ 2 ], and finally we can place the new item into array[ 1 ]. Run the following code to verify that the insertion is made correctly:

  public static void main( String[] args )   
  {   
    Item[] array = Item.makeItemArray( 5 );   
  
    System.out.println( "Before: " );   
    Item.displayArray( array );   
  
    // make a new Item   
    Item newItem = new Item( 99 );   
  
    // make space for the item   
    array[ 4 ] = array[ 3 ];   
    array[ 3 ] = array[ 2 ];   
    array[ 2 ] = array[ 1 ];   
  
    // insert new item   
    array[ 1 ] = newItem;   
  
    System.out.println( "\nAfter: " );   
    Item.displayArray( array );   
  }

### Part 2

The fact that arrays are static with regard to their length and ArrayLists are dynamic in size can make a big difference in the amount of coding required for some programming needs. Use the demonstration programs to solidify your understanding of the insertion algorithm with the two data structures.

* Open the 07.06 Virtual Lecture Notes.
* Create a new project called 07.06 Insertions in the Mod07 Lessons folder.
* Download the following Java files to the newly-created folder:
  + InventoryItem.java
  + TestInventory5.java
  + TestInventory6.java
* Carefully read the discussion and carry out the instructions.