**Polymorphic Methods**
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Sometimes a class can have several subclasses. For a real-world example, consider the car. Everyone has in their mind a definition of a basic car. When a child sees a vehicle driving down the street that is small, compact, and has four wheels, he or she might shout, "Look, a car!" This demonstrates the **is-a** relationship. For example, a Toyota Corolla is-a car, a Dodge Viper is-a car, and a Mercedes Benz is-a car. Therefore, one could say that these three cars are subclasses of the original car superclass.

There are some options available when we want to retrieve the common information from objects we have created from subclasses.

One choice is to write a separate method for each type of object created. This involves more work than is necessary. Thanks to the way Java handles classes, a lot of time and effort can be saved.

For example, if we wanted to make a door that would allow a child, a teenager, and an adult to pass through, we can just create a single door that allows a human being to pass through it. Since a child, a teenager, and an adult are all derived from the human being class, they can all pass through the door made for a human being.

This concept of writing methods that work in this manner is called polymorphism. [Polymorphism](javascript:void(0);) involves our ability to write one method to handle objects that are related through inheritance, rather than multiple separate methods.

### Part 1

Understanding inheritance and polymorphism takes time, study, and practice. Pay close attention to the following eIMACS labs and these important OOP concepts will become clearer. Also, complete the practice test. It will test your knowledge and help make sure you understand what you have learned so far.

Recall that, when it processes a class definition, Java creates a new data type. This gives rise to a convenient way of declaring variables to hold instances of the classes we define, like this:

  SalesAssistant t = new SalesAssistant( "Eric Black", 123, 555 );

When working with a collection of classes that are related in a class hierarchy, however, the fact that each class in the hierarchy has its own data type can be a significant *in*convenience. Let us illustrate, using the Employee hierarchy:
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Let's suppose that you have taken a census of some of the people in your neighborhood for the purpose of making a database of employee types, and have discovered the following information:

|  |  |  |  |
| --- | --- | --- | --- |
| **Name** | **Type** | **ID** | **Other** |
| Fred Thompkins | Teacher | 55 | Room #523 |
| Eric Washington | SalesAssistant | 7 | Register key: 72 |
| Albert Costa | Military (Navy) | 236237 | Rank: Seaman |
| Jane Austin | Teacher | 724 | Room #92 |
| Jane Black | SalesAssistant | 91 | Register key: 295 |
| Scott Black | Employee | 23 | – |
| Janice Dell | SalesPartTime | 552 | Register key: 501 8 hours per week |

Your initial plan is to model this situation by creating an object for each of the data records, like this:

  Teacher e1 = new Teacher( "Fred Thompkins", 55, 525 );   
  SalesAssistant e2 = new SalesAssistant( "Eric Washington", 7, 72 );   
  Military e3 = new Military( "Albert Costa", 236237, "Navy", "Seaman" );   
  Teacher e4 = new Teacher( "Jane Austin", 724, 92 );   
  SalesAssistant e5 = new SalesAssistant( "Jane Black", 91, 295 );   
  Employee e6 = new Employee( "Scott Black", 23 );   
  SalesPartTime e7 = new SalesPartTime( "Janice Dell", 552, 501, 8.0 );

Next, you would like to write a static method that takes a single argument, namely, one of the objects above, and writes out the employee's name and ID — something like this:

  static void printEmployeeDetails( /\* ... \*/ e )   
  {   
    System.out.println( e.getName() + " " + e.getEmployeeID() );   
  }

But now you have a problem. You must specify a data type for the formal parameter of this method. What should it be? If you choose Teacher as the data type, then the method will only accept instances of Teacher as arguments. Similarly, if you specify a data type of SalesAssistant, then the method will only work on instances of SalesAssistant.

One solution to this problem is to use [method overloading](https://www.eimacs.com/eimacs/mainpage?epid=E2114554228&cid=162149) and define a method for each data type in our class hierarchy. Then Java can select which method to use according to the data type of the argument:

public class MainClass   
{   
  public static void printEmployeeDetails( SalesAssistant e )   
  {   
    System.out.println( e.getName() + " " + e.getEmployeeID() );   
  }   
  
  public static void printEmployeeDetails( Teacher e )   
  {   
    System.out.println( e.getName() + " " + e.getEmployeeID() );   
  }   
  
  public static void main( String[]  args )   
  {   
     SalesAssistant s = new SalesAssistant( "Fred Bloggs", 123, 6 );   
     Teacher t = new Teacher( "Jane Bloggs", 456, 7 );   
  
     printEmployeeDetails( s );   
     printEmployeeDetails( t );   
  }   
}

But that involves a lot of work — and the more classes there are in a hierarchy, the more work you would have to do — defining a different version of the same method for each class in the hierarchy. Fortunately, Java provides a better way to solve this problem.

To avoid the inconvenience of working with specific data types when dealing with class hierarchies, Java allows us to store an instance of a class in a variable whose data type is that of a superclass of the stored object's class.

For example, the Employee class is a superclass — the direct superclass, in fact — of the SalesAssistant class:

![Class hierarchy](data:image/gif;base64,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)

So Java allows us to store a SalesAssistant object in an Employee variable, like this:

public class MainClass

{

public static void main( String[] args )

{

Employee e = new SalesAssistant( "Fred Bloggs", 123, 6 );

System.out.println( e.getName() );

}

}

The technique of treating an object as though it were an instance of a superclass of its true class is called [polymorphism](javascript:void(0);). Note that the data type of the variable can be that of any superclass, not just the direct superclass, of the class of the object being stored.

By using polymorphism we can overcome the [problem](https://www.eimacs.com/eimacs/mainpage?epid=E2212928924&cid=162149#WhatDataType) we were having as we tried to define printEmployeeDetails. Since the arguments to this method are all going to be instances of classes in the Employee class hierarchy, they will all either be Employee objects or instances of some subclass of Employee. We may therefore give the formal parameter the data type Employee:

static void printEmployeeDetails( Employee e )   
{   
  System.out.println( e.getName() + " " + e.getEmployeeID() );   
}

In the following program fragment, instances of Teacher and SalesAssistent are stored in variables of data type Employee. The method getName, which is an instance method of Employee, is then called on each instance to output the names of the two employees:

public class MainClass

{

public static void main( String[] args )

{

Employee e = new Teacher( "Fred Bloggs", 123, 5 );

Employee f = new SalesAssistant( "Erica Black", 456, 95 );

System.out.println( e.getName() );

System.out.println( f.getName() );

}

}

Click the **Run** button to verify that the program produces the expected results.

Now, the variable f, as defined in the code above, has data type Employee. In fact, though, it actually contains an instance of SalesAssistant. This means that f has a mySecureCode instance variable. So the question arises: Can we directly access the value of that variable? The following code involves an attempt to do so. Click the **Run** button to find out what happens:

public class MainClass

{

public static void main( String[] args )

{

Employee e = new Teacher( "Fred Bloggs", 123, 5 );

Employee f = new SalesAssistant( "Erica Black", 456, 95 );

System.out.println( e.getName() );

System.out.println( f.getSecureCode() );

}

}

When this code is executed, a cannot resolve symbol error is generated and the error message indicates that the error is provoked by the symbol getSecureCode, referenced to f. This is Java's way of complaining that f does not have a getSecureCode method. Evidently, Java has not noticed that in actual fact f contains a SalesAssistant object. It follows that, if we want to access the secure code of that object, we must first draw to the Java compiler's attention the fact that f contains an instance of SalesAssistant. We do this using a cast.

The following code fragment illustrates two different strategies for obtaining the secure code. In the first, the instance stored in f is cast to an instance of SalesAssistant and the result is stored in a new variable g. At this point, the Java compiler knows that g has a getSecureCode method that we may use to obtain the secure code. The second strategy combines these two steps, casting the variable f to SalesAssistant and then immediately calling the getSecureCode method on the result, without the intermediate step of initializing a new variable:

public class MainClass

{

public static void main( String[] args )

{

Employee f = new SalesAssistant( "Erica Black", 456, 95 );

// cast, store in a new variable, then call method

SalesAssistant g = (SalesAssistant)f;

System.out.println( g.getSecureCode() );

// cast and call the method directly

System.out.println( ((SalesAssistant)f).getSecureCode() );

}

}

Returning to the [database](https://www.eimacs.com/eimacs/mainpage?epid=E2203091642&cid=162149#NbhdDatabase) of people from your neighborhood, it should be clear that there are certain actions that you might be interested in performing on every data entry in the database. For example, it's likely that at some point you would need to retrieve everyone's name. With that kind of task in mind, it makes sense to store the data entries in an ArrayList. As you will discover from working on the next exercise, the ArrayList structure is admirably suited to the performance of iterative procedures where the same thing is done to each element of the ArrayList.

By storing the employee data entries in an ArrayList, we make it fairly easy to manipulate the data, at least when it comes to executing methods (such as getName) of the Employee class. In fact, [Exercise 129](https://www.eimacs.com/eimacs/mainpage?epid=E203650888&cid=162149#Exe116) was easy to solve precisely because getName is a method of the Employee class. It is not so simple, however, if we want to call the methods of classes that are lower down the Employee class hierarchy. Once the instances are stored in the ArrayList, they are treated solely as Employee objects. In a sense, their true nature is hidden. It would clearly be very useful if we had a programmatic way to identify the actual class of each element.

Imagine, for example, that we wish to obtain the secure codes of all the instances of SalesAssistant that are stored in the ArrayList. In the absence of a way to selectively skip over Employees that are not instances of SalesAssistant, as our first attempt we might simply try casting each Employee to a SalesAssistant and then calling the getSecureCode method. Run this code and see what happens.

public class MainClass   
{   
  public static void main( String[] args )   
  {   
    ArrayList<Employee> employees = new ArrayList<Employee>();   
  
    employees.add( new Teacher( "Fred Thompkins", 55, 525 ) );   
    employees.add( new SalesAssistant( "Eric Washington", 7, 72 ) );   
    employees.add( new Military( "Albert Costa", 236237, "Navy", "Seaman" ) );   
    employees.add( new Teacher( "Jane Austin", 724, 92 ) );   
    employees.add( new SalesAssistant( "Jane Black", 91, 295 ) );   
    employees.add( new Employee( "Scott Black", 23 ) );   
    employees.add( new SalesPartTime( "Janice Dell", 552, 501, 8.0 ) );

for ( Employee e : employees )

{

SalesAssistant a = (SalesAssistant)e;

System.out.println( a.getSecureCode() );

}

  }   
}

Not surprisingly, an error occurs — specifically, a ClassCastException is thrown. This happens whenever Java attempts to cast an instance to a class other than the actual class of the instance or one of its superclasses.

This is where the getClass method of the Object class comes into its own. We introduced you to this [method](https://www.eimacs.com/eimacs/mainpage?epid=E2085044165&cid=162149) before polymorphism had entered the picture, so the full significance of the following description could not have been apparent to you:

The Class object returned by getClass represents the class of the object on which the method is invoked.

In this statement, "the class of the object" means the actual class of the object, regardless of how it may have been declared or stored. So if we make the following declaration:

Employee e = new Teacher( "Fred Thompkins", 55, 525 ) );

or if, as in the code above, we add Mr. Thompkins as the first element of the employees ArrayList of Employee objects, then the expressions

e.getClass().getName()

or

employees.get( 0 ).getClass().getName()

will both return the String "Teacher" because, deep down inside, Mr. Thompkins is a Teacher, despite his appearance on the surface as an Employee.

This means that the getClass method provides us with a way to select from the employees ArrayList just those elements that have a getSecureCode method. It enables us to check the name of the actual class of each element before performing the cast:

public class MainClass   
{   
  public static void main( String[] args )   
  {   
    ArrayList<Employee> employees = new ArrayList<Employee>();   
  
    employees.add( new Teacher( "Fred Thompkins", 55, 525 ) );   
    employees.add( new SalesAssistant( "Eric Washington", 7, 72 ) );   
    employees.add( new Military( "Albert Costa", 236237, "Navy", "Seaman" ) );   
    employees.add( new Teacher( "Jane Austin", 724, 92 ) );   
    employees.add( new SalesAssistant( "Jane Black", 91, 295 ) );   
    employees.add( new Employee( "Scott Black", 23 ) );   
    employees.add( new SalesPartTime( "Janice Dell", 552, 501, 8.0 ) );

for ( Employee e : employees )

{

String className = e.getClass().getName();

if ( className.equals( "SalesAssistant" )

|| className.equals( "SalesPartTime" ) )

{

SalesAssistant a = (SalesAssistant)e;

System.out.println( a.getSecureCode() );

}

}

  }   
}

### Part 2

Use the Rectangle and Box classes. Observe Box is a subclass of Rectangle; therefore, an **is-a** relationship exists. That is to say, a Box is a Rectangle.

In Java, a method will accept as a parameter any object that is defined a subclass of the parameter's type.

For Rectangle and Box, if we write a method for Rectangle, it can be used for Box, as well. So we can write one method instead of two! If we wanted to print out the length and width of both a rectangle and a box we can with just one method.

The only cautionary note is that a polymorphic method cannot refer to any methods that the passed objects do not have in common. For example, we cannot reference the height of Box, since a rectangle does not have height!

* Create a project called 09.03 Polymorphism in the Module 09 Lessons folder.
* Download the following Java files to the newly-created folder.
  + [Rectangle2.java](https://lti.flvsgl.com/flvs-cat-content/tou2esd2p8kdjf7ptn304rp3p7/flvs-cat-session/apcomputersciencea_v20/module09/lesson03/docs/13_03b/Rectangle2.java)
  + [Box2.java](https://lti.flvsgl.com/flvs-cat-content/tou2esd2p8kdjf7ptn304rp3p7/flvs-cat-session/apcomputersciencea_v20/module09/lesson03/docs/13_03b/Box2.java)
  + [ShapesTester2.java](https://lti.flvsgl.com/flvs-cat-content/tou2esd2p8kdjf7ptn304rp3p7/flvs-cat-session/apcomputersciencea_v20/module09/lesson03/docs/13_03b/ShapesTester2.java)
* Open the [09.03 Virtual Lecture Notes](https://lti.flvsgl.com/flvs-cat-content/tou2esd2p8kdjf7ptn304rp3p7/flvs-cat-session/apcomputersciencea_v20/module09/lesson03/pop/13_03b/13_03b_popa.htm).
* The table below highlights the most important aspects of the work you have done since the last test. If you would like to review the text that relates to any of the listed items, click the corresponding green cell of the table. (It will turn pink as your mouse passes over it.)

|  |  |
| --- | --- |
| Classes | |
| Class  Review» | A class, each of whose instances represents the class of an object. The getClass method of the Object class returns a Class object. |
| Object  Review» | A class that is the *direct superclass* of every class that is not defined explicitly as the *direct subclass* of another. |
| Vocabulary | |
| Class hierarchy  Review» | The collection formed by a class and all its *subclasses*. |
| Derived  Review» | A class C is *derived* from a class D if D is the *direct superclass* of C. |
| Extend  Review» | A class C *extends* a class D if D is the *direct superclass* of C. |
| Inherit  Review» | A class *inherits* from all of its *superclasses* all their instance methods and other characteristics (but not their constructors) that are not private. The class has access to all these aspects of its superclasses without having to repeat their definitions or declarations in the class definition. |
| Polymorphism  Review» | The practice of declaring a variable to have a particular data type C and initializing it to an instance of a subclass of C. This has the effect of causing the variable to store an instance of the subclass while being treated within the program as if it stored an instance of the superclass. |
| Subclass  Review» | A class C is a *direct subclass* of a class D if and only if the definition of C includes the code "extends D". C is a *subclass* of D if and only if it is either a direct subclass of D or there is a chain of direct subclass relationships that begins with C and ends with D. |
| Superclass  Review» | A class C is the *direct superclass* of a class D if and only if the definition of D includes the code "extends C". C is a *superclass* of D if and only if it is either a direct superclass of D or there is a chain of direct superclass relationships that begins with C and ends with D. |
| Notation | |
| extends  Review» | The keyword that indicates that the class named to its left is a *direct subclass* of the class named to its right. |
| super  Review» | The keyword which, when applied to arguments, passes those arguments on to the constructor of the current class's *direct superclass*. When used in the definition of a class constructor, any super expression must be the first expression in the body of the constructor definition. |
| Methods | |
| getClass  Review» | An instance method of the Object class. When called on an Object object, returns an instance of the Class class that represents the object's class. |
| getName  Review» | An instance method of the Class class. When called on a Class object, returns a String that names the class represented by the object. |
| toString  Review» | An instance method of the Object class. When called on an Object object, returns a String that represents the object. |
| Errors | |
| Cannot resolve symbol  Review» | The error that results when, using *polymorphism*, a variable that is declared to have data type C and initialized to an instance of a *subclass* of C is subsequently referenced in the invocation of a method that is defined in the subclass but not in C. To avoid this error, cast the object to the subclass before invoking the method. |
| Class cast exception  Review» | The error that results when an attempt is made to cast an object to a class that is neither its actual class nor one of the superclasses of that class. |