## 2021．9．17 课后编程训练题（单链表+循环链表）

#### Link.h

#ifndef LINK\_H

#define LINK\_H

#include <cstddef>

/\*单向链表\*/

template <typename E>

class Link

{

private:

static Link<E>\* freelist;

public:

E element;

Link \*next;

Link(const E& elemval , Link\* nextval = nullptr){ element = elemval; next = nextval; }

Link(Link\* nextval = nullptr) { next = nextval; }

void\* operator new(size\_t){

if(freelist == nullptr) return ::new Link;

Link<E>\* temp = freelist;

freelist =freelist->next;

return temp;

}

void operator delete(void\* ptr){

((Link<E>\*)ptr)->next = freelist;

freelist = (Link<E>\*)ptr;

}

};

template <typename E>

Link<E>\* Link<E>::freelist = nullptr;

/\*双向链表版本

template <typename E>

class Link

{

private:

static Link<E>\* freelist;

public:

E element;

Link \*next;

Link \*prev;

Link(const E& it , Link\* prevp , Link\* nextp)

{

element = it;

prev = prevp;

next = nextp;

}

Link(Link\* prevp = nullptr , Link\* nextp = nullptr)

{

next = nextp;

prev = prevp;

}

void\* operator new(size\_t){

if(freelist == nullptr) return ::new Link;

Link<E>\* temp = freelist;

freelist = freelist->next;

return temp;

}

void operator delete(void\* ptr){

((Link<E>\*)ptr)->next = freelist;

freelist = (Link<E>\*)ptr;

}

};

template <typename E>

Link<E>\* Link<E>::freelist = nullptr;

\*/

#endif // LINK\_H

#### List.h

#ifndef LIST\_H

#define LIST\_H

#include <cassert>

#include <cstring>

#include <iostream>

template <typename E>

class List

{

private:

void operator = (const List&) {}

List(const List&) {}

public:

List() {};

virtual ~List() {};

virtual void clear() = 0;

virtual void insert(const E& item) = 0;

virtual E remove() = 0;

virtual void moveToStart() = 0;

virtual void moveToEnd() = 0;

virtual void prev() = 0;

virtual void next() = 0;

virtual int length() const = 0;

virtual int currPos() const = 0;

virtual void moveToPos(int pos) = 0;

virtual const E& getValue() = 0;

};

#endif // LIST\_H

#### Llist.h

#ifndef LLIST\_H

#define LLIST\_H

#define defaultsize 100

#include "link.h"

#include "list.h"

using namespace std;

template <typename E>

class LList : public List<E>

{

private:

Link<E>\* head;

Link<E>\* tail;

Link<E>\* curr;

int cnt;

/\*单向链表版本\*/

void init()

{

curr = tail = head = new Link<E>;

cnt = 0;

}

// void init() //单向循环链表版本

// {

// curr = tail = head = new Link<E>;

// tail->next = head;

// head->next = head;

// cnt = 0;

// }

void removeall()

{

while(head != nullptr){

curr = head;

head = head->next;

delete curr;

}

}

// void removeall() //单向循环链表版本

// {

// while(head->next != head){

// curr = head;

// head = head->next;

// delete curr;

// }

// }

/\*双向链表版本

void init()

{

curr = head = new Link<E>;

tail = new Link<E>;

head->next = tail;

tail->prev = head;

cnt = 0;

}

// void init() //双向循环链表版本

// {

// curr = head = new Link<E>;

// tail = new Link<E>;

// head->next = tail ; head->prev = tail;

// tail->prev = head ; tail->next = head;

// cnt = 0;

// }

void removeall()

{

while(head != nullptr){

curr = head;

head = head->next;

delete curr;

}

}

\*/

public:

void Assert(bool val, string s);

LList(int size =defaultsize);

~LList();

void print() const;

void clear();

void insert(const E& it);

void append(const E& it);

E remove();

void moveToStart();

void moveToEnd();

void prev();

void next();

int length() const;

int currPos() const ;

void moveToPos(int pos);

const E& getValue();

};

#endif // LLIST\_H

#endif // LLIST\_H

#### Llist.cpp

#include "llist.h"

#include "list.h"

/\*单向链表版本\*/

template <typename E>

void LList<E>::Assert(bool val, string s)

{

if (!val) {

cout << "Assertion Failed: " << s << endl;

exit(-1);

}

}

template <typename E>

LList<E>::LList(int size){ init(); }

template <typename E>

LList<E>::~LList() { removeall(); }

template <typename E>

void LList<E>::print() const{

Link<E>\* temp;

temp = head->next;

for(int i = 1 ; i <= cnt ; i++)

{

cout<<temp->element<<" ";

temp = temp->next;

}

}

template <typename E>

void LList<E>::clear() {

removeall();

init();

}

template <typename E>

void LList<E>::insert(const E& it){

curr->next = new Link<E>(it , curr->next);

if(tail == curr) tail = curr->next;

cnt++;

}

//template <typename E> //curr指向currelement版本

//void LList<E>::insert(const E& it){

// E temp = curr->element;

// curr->next = new Link<E>(temp,curr->next);

// if(tail == curr) tail = curr->next;

// curr->element = it;

// cnt++;

//}

template <typename E>

void LList<E>::append(const E& it){

tail = tail->next = new Link<E>(it , nullptr);

cnt++;

}

//template <typename E>

//void LList<E>::append(const E& it){ //单向循环链表版本

// tail = tail->next = new Link<E>(it , head->next);

// cnt++;

//}

template <typename E>

E LList<E>::remove(){

Assert(curr->next != nullptr , "No element");

E it = curr->next->element;

Link<E>\* ltemp = curr->next;

if(tail == curr->next) tail = curr;

curr->next = curr->next->next;

delete ltemp;

cnt--;

return it;

}

//template <typename E> //curr指向currelement版本

//E LList<E>::remove(){

// E it = curr->element;

// Link<E>\* ltemp = curr;

// curr = head;

// while(curr->next != ltemp)

// curr = curr->next;

// if(ltemp == tail)

// tail = curr; //若curr==tail tail前移

// curr->next = curr->next->next;

// delete ltemp;

// cnt--;

// return it;

//}

template <typename E>

void LList<E>::moveToStart(){ curr = head; }

template <typename E>

void LList<E>::moveToEnd(){ curr = tail; }

template <typename E>

void LList<E>::prev(){

if(curr == head) return;

Link<E>\* temp = head;

while (temp->next != curr) temp = temp->next;

curr = temp;

}

//template <typename E>

//void LList<E>::prev(){ //单向循环链表

// Link<E>\* temp = head;

// while (temp->next != curr) temp = temp->next;

// curr = temp;

//}

template <typename E>

void LList<E>::next(){

if(curr->next != tail) curr = curr->next;

}

//template <typename E>

//void LList<E>::next(){ //单向循环链表

// curr = curr->next;

//}

template <typename E>

int LList<E>::length() const { return cnt; }

template <typename E>

int LList<E>::currPos() const {

Link<E>\* temp = head;

int i;

for( i = 0 ; curr != temp ; i++)

temp = temp->next;

return i;

}

template <typename E>

void LList<E>::moveToPos(int pos){

Assert(pos >= 0 && pos <= cnt , "Position out of range");

curr = head;

for(int i = 0 ; i < pos ; i++) curr = curr->next;

}

//template <typename E> //curr指向currelement版本

//void LList<E>::moveToPos(int pos){

// Assert(pos >= 0 && pos <= cnt , "Position out of range");

// curr = head;

// for(int i = 0 ; i <= pos ; i++) curr = curr->next;

//}

template <typename E>

const E& LList<E>::getValue(){

Assert(curr->next != nullptr , "No value");

return curr->next->element;

}

//template <typename E>

//const E& LList<E>::getValue(){ //curr指向currelement版本

// Assert(curr != nullptr , "No value");

// return curr->element;

//}

/\*双向链表版本

template <typename E>

void LList<E>::Assert(bool val, string s)

{

if (!val) {

cout << "Assertion Failed: " << s << endl;

exit(-1);

}

}

template <typename E>

LList<E>::LList(int size){ init(); }

template <typename E>

LList<E>::~LList() { removeall(); }

template <typename E>

void LList<E>::print() const{

Link<E>\* temp;

temp = head->next;

for(int i = 1 ; i <= cnt ; i++)

{

cout<<temp->element<<" ";

temp = temp->next;

}

}

template <typename E>

void LList<E>::clear() {

removeall();

init();

}

template <typename E>

void LList<E>::insert(const E& it){

curr->next = curr->next->prev = new Link<E>(it , curr , curr->next);

cnt++;

}

template <typename E>

void LList<E>::append(const E& it){

tail->prev = tail->prev->next = new Link<E>(it,tail->prev,tail);

cnt++;

}

template <typename E>

E LList<E>::remove(){

if(curr->next == tail)

return NULL;

E it = curr->next->element;

Link<E>\* ltemp = curr->next;

curr->next->next->prev = curr;

curr->next = curr->next->next;

delete ltemp;

cnt--;

return it;

}

template <typename E>

void LList<E>::moveToStart(){ curr = head; }

template <typename E>

void LList<E>::moveToEnd(){ curr = tail->prev->prev; }

template <typename E>

void LList<E>::prev(){ //双向循环链表版本

if(curr != head)

curr = curr->prev;

else

curr = tail->prev->prev;

}

template <typename E>

void LList<E>::next(){ //双向循环链表版本

if(curr->next != tail)

curr = curr->next;

else

curr = head;

}

template <typename E>

int LList<E>::length() const { return cnt; }

template <typename E>

int LList<E>::currPos() const {

Link<E>\* temp = head;

int i;

for( i = 0 ; curr != temp ; i++)

temp = temp->next;

return i;

}

template <typename E>

void LList<E>::moveToPos(int pos){

Assert(pos >= 0 && pos <= cnt , "Position out of range");

curr = head;

for(int i = 0 ; i < pos ; i++) curr = curr->next;

}

template <typename E>

const E& LList<E>::getValue(){ //双向循环链表版本

if(curr->next != tail)

return curr->next->element;

else

curr = head;

return curr->next->element;

}\*/

#### 1. Write a function to reverses the order of the elements on the singly linked list.

#include <iostream>

#include "llist.cpp"

using namespace std;

template <typename E>

void myReverse(LList<E> &t)

{

int len = t.length();

int right = len-1 ; int left = 0;

for(; left < len/2 ; left++ , right--)

{

E t1 , t2;

t.moveToPos(left) ; t1 = t.getValue();

t.moveToPos(right) ; t2 = t.getValue();

t.remove() ; t.insert(t1);

t.moveToPos(left) ; t.remove() ; t.insert(t2);

}

}

int main()

{

LList<int> a(5);

for(int i = 0 ; i < 5 ; i++)

{

int temp ; cin >> temp;

a.append(temp);

}

myReverse(a);

a.print();

}
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#### 2. Assume there are two ascending ordered singly linked lists L1 and L2, please merge L1 and L2 into a new descending singly linked list L3. There will be no duplicate items in L3.

#include <iostream>

#include "llist.cpp"

using namespace std;

template <typename E>

void myReverse(LList<E> &t)

{

int len = t.length();

int right = len-1 ; int left = 0;

for(; left < len/2 ; left++ , right--)

{

E t1 , t2;

t.moveToPos(left) ; t1 = t.getValue();

t.moveToPos(right) ; t2 = t.getValue();

t.remove() ; t.insert(t1);

t.moveToPos(left) ; t.remove() ; t.insert(t2);

}

}

template <typename E>

void myUnion(LList<E> &a,LList<E> &b,LList<E> &c)

{

int box[100] {0};

a.moveToStart();

for(; a.currPos() < a.length()-1 ; a.next())

{

int it = a.getValue();

box[it]++;

}

int it = a.getValue(); box[it]++;

b.moveToStart();

for(; b.currPos() < b.length()-1 ; b.next())

{

int it = b.getValue();

box[it]++;

}

it = b.getValue(); box[it]++;

for(int i = 0 ; i < 100 ; i++)

if(box[i])

c.append(i);

}

int main()

{

LList<int> a(5);

for(int i = 0 ; i < 5 ; i++)

{

int temp ; cin >> temp;

a.append(temp);

}

LList<int> b(7);

for(int i = 0 ; i < 7 ; i++)

{

int temp ; cin >> temp;

b.append(temp);

}

LList<int> ans;

myUnion(a,b,ans);

myReverse(ans);

ans.print();

}

![文本

描述已自动生成](data:image/png;base64,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)

#### 3. You are given a linked list ,L,and another P, P contain integers sorted in ascedding order. The function PrintLots(L,P) will print the elements in L that are in positions specified by P. For instance, if P =1,3,4,6 ,the first, third, fourth, and sixth elements in L are printed. Write the function PrintLots(L,P).

#include <iostream>

#include "llist.cpp"

using namespace std;

template <typename E>

void PrintLots(LList<E> &a , LList<E> &b)

{

b.moveToStart();

for(; b.currPos() < b.length()-1 ; b.next())

{

int it = b.getValue();

a.moveToPos(it);

int ans = a.getValue();

cout<<ans<<" ";

}

int it = b.getValue();

a.moveToPos(it);

int ans = a.getValue();

cout<<ans;

}

int main()

{

LList<int> a(10);

for(int i = 0 ; i < 10 ; i++)

{

int temp ; cin >> temp;

a.append(temp);

}

LList<int> b(4);

for(int i = 0 ; i < 4 ; i++)

{

int temp ; cin >> temp;

b.append(temp);

}

PrintLots(a,b);

}
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#### 4. In the linked list implementation presented in Section 4.1.2, the current position is implemented using a pointer to the element ahead of the logical current node. The more “natural” approach might seem to be to have curr point directly to the node containing the current element. However, if this was done, then the pointer of the node preceding the current one cannot be updated properly because there is no access to this node from curr. An alternative is to add a new node after the current element, copy the value of the current element to this new node, and then insert the new value into the old current node.

#### (a) What happens if curr is at the end of the list already? Is there still a way to make this work? Is the resulting code simpler or more complex than the implementation of Section 4.1.2?

将curr指向currelement只需

template <typename E>

void LList<E>::moveToPos(int pos){

Assert(pos >= 0 && pos <= cnt , "Position out of range");

curr = head;

for(int i = 0 ; i ***<=*** pos ; i++) curr = curr->next;

} 将<改为<=

template <typename E>

const E& LList<E>::getValue(){

Assert(curr != nullptr , "No value");

return curr->element;

}

template <typename E>

void LList<E>::insert(const E& it){

E temp = curr->element;

curr->next = new Link<E>(temp,curr->next);

if(tail == curr) tail = curr->next;

curr->element = it;

cnt++;

}和原代码复杂程度一样，时间复杂度都是O（1）

#### (b) Will deletion always work in constant time if curr points directly to the current node? In particular, can you make several deletions in a row?

将curr指向currelement只需

template <typename E>

void LList<E>::moveToPos(int pos){

Assert(pos >= 0 && pos <= cnt , "Position out of range");

curr = head;

for(int i = 0 ; i ***<=*** pos ; i++) curr = curr->next;

} 将<改为<=

template <typename E>

const E& LList<E>::getValue(){

Assert(curr != nullptr , "No value");

return curr->element;

}

Remove函数

E LList<E>::remove(){

E it = curr->element;

Link<E>\* ltemp = curr;

curr = head;

while(curr->next != ltemp) //将curr指向currelement前一个

curr = curr->next;

if(ltemp == tail)

tail = curr; //若curr==tail tail前移

curr->next = curr->next->next;

delete ltemp;

cnt--;

return it;

}

以此实现remove

Main

int main()

{

LList<int> b(4);

for(int i = 0 ; i < 4 ; i++)

{

int temp ; cin >> temp;

b.append(temp);

}

b.moveToPos(3);

b.remove();

b.print();

cout<<endl;

b.remove();

b.print();

}
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且可以多次remove，其中每次移除的元素是上一次移除元素的前一位。

#### 5. A circular linked list is one in which the next ﬁeld for the last link node of the list points to the ﬁrst link node of the list. This can be useful when you wish to have a relative positioning for elements, but no concept of an absolute ﬁrst or last position.

#### (a) Modify the code of Figure 4.8 to implement circular singly linked lists.

修改init函数为

void init()

{

curr = tail = head = new Link<E>;

tail->next = head;

head->next = head;

cnt = 0;

}

修改removeall函数为

void removeall()

{

while(head->next != head){

curr = head;

head = head->next;

delete curr;

}

}

修改append函数为

template <typename E>

void LList<E>::append(const E& it){ //单向循环链表版本

tail = tail->next = new Link<E>(it , head->next);

cnt++;

}

修改prev函数为

template <typename E>

void LList<E>::prev(){ //单向循环链表

Link<E>\* temp = head;

while (temp->next != curr) temp = temp->next;

curr = temp;

}

修改next函数为

void LList<E>::next(){ //单向循环链表

curr = curr->next;

}

Main函数

int main()

{

LList<int> a(5);

for(int i = 0 ; i < 5 ; i++)

{

int temp ; cin >> temp;

a.append(temp);

}

a.moveToStart();

for(int i = 0 ; i < 10 ; i++)

{

int it = a.getValue();

cout<<it<<" ";

a.next();

}

}
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#### (b) Modify the code of Figure 4.14 to implement circular doubly linked lists.

修改init

void init() //双向循环链表版本

{

curr = head = new Link<E>;

tail = new Link<E>;

head->next = tail ; head->prev = tail;

tail->prev = head ; tail->next = head;

cnt = 0;

}

修改insert append remove next prev getvalue

template <typename E>

void LList<E>::insert(const E& it){

curr->next = curr->next->prev = new Link<E>(it , curr , curr->next);

cnt++;

}

template <typename E>

void LList<E>::append(const E& it){

tail->prev = tail->prev->next = new Link<E>(it,tail->prev,tail);

cnt++;

}

template <typename E>

E LList<E>::remove(){

if(curr->next == tail)

return NULL;

E it = curr->next->element;

Link<E>\* ltemp = curr->next;

curr->next->next->prev = curr;

curr->next = curr->next->next;

delete ltemp;

cnt--;

return it;

}

template <typename E>

void LList<E>::prev(){ //双向循环链表版本

if(curr != head)

curr = curr->prev;

else

curr = tail->prev->prev;

}

template <typename E>

void LList<E>::next(){ //双向循环链表版本

if(curr->next != tail)

curr = curr->next;

else

curr = head;

}

template <typename E>

const E& LList<E>::getValue(){ //双向循环链表版本

if(curr->next != tail)

return curr->next->element;

else

curr = head;

return curr->next->element;

}

Main函数

int main()

{

LList<int> a(5);

for(int i = 0 ; i < 5 ; i++)

{

int temp ; cin >> temp;

a.append(temp);

}

a.moveToEnd();

cout<<a.getValue()<<" ";

a.next();

cout<<a.getValue()<<" ";

a.moveToStart();

cout<<a.getValue()<<" ";

a.prev();

cout<<a.getValue()<<" "<<endl;

a.moveToStart();

for(int i = 0 ; i < 10 ; i++)

{

cout<<a.getValue()<< " ";

a.next();

}

}
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