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# Постановка задачи и описание реализуемого класса и методов

Реализовать класс связного однонаправленного списка с набором методов. Используем для этой задачи класс элементов elem и обеспечим хранение информации о списке в классе list.

Class elem

![](data:image/png;base64,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)

Class list

![](data:image/png;base64,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)

|  |  |  |
| --- | --- | --- |
| **Метод** | **Описание** | **Оценка временной сложности** |
| void push\_back(int) | Добавление в конец списка | O(1) |
| void push\_front(int) | Добавление в начало списка | O(1) |
| void pop\_back() | Удаление последнего элемента | O(n) |
| void pop\_front() | Удаление первого элемента | O(1) |
| void insert(int, size\_t) | Добавление элемента по индексу | O(n) |
| int at(const int) | Получение элемента по индексу | O(n) |
| void remove(size\_t) | Удаление элемента по индексу | O(n) |
| size\_t getSize() | Получение размера списка | O(1) |
| void print\_to\_console() | Вывод элементов в консоль через разделитель | O(n) |
| void clear() | Удаление всех элементов списка | O(n) |
| void set(size\_t, int) | Замена элемента по индексу на передаваемый элемент | O(n) |
| bool isEmpty() | Проверка на пустоту списка | O(1) |
| void push\_front(list) | Вставка другого списка в начало | O(n) |

# Описание реализованных unit-тестов

|  |  |
| --- | --- |
| Имя теста | Описание |
| CreateTest | Проверка работы конструктора |
| PushBackTest1 | Проверка добавления элемента в конец пустого списка |
| PushBackTest2 | Проверка добавления элемента в конец непустого списка |
| PushFrontTest1 | Проверка добавления элемента в начало пустого списка |
| PushFrontTest2 | Проверка добавления элемента в начало непустого списка |
| PopBackTest1 | Проверка удаления элемента из конца непустого списка |
| PopBackTest2 | Проверка удаления элемента из конца списка с одним элементом |
| PopBackTest3 | Проверка удаления элемента из конца пустого списка |
| PopFrontTest1 | Проверка удаления элемента из начала непустого списка |
| PopFrontTest2 | Проверка удаления элемента из начала списка с одним элементом |
| PopFrontTest3 | Проверка удаления элемента из начала пустого списка |
| InsertTest1 | Проверка вставки элемента в пустой список на первую позицию |
| InsertTest2 | Проверка вставки элемента в пустой список на вторую позицию |
| InsertTest3 | Проверка вставки элемента в непустой список на посл. позицию |
| InsertTest4 | Проверка вставки элемента в непустой список на первую позицию |
| InsertTest5 | Проверка вставки элемента в середину непустого списка |
| AtTest1 | Проверка получения элемента по индексу |
| AtTest2 | Проверка получения элемента с первым индексом из пустого списка |
| RemoveTest1 | Проверка удаления элемента из пустого списка |
| RemoveTest2 | Проверка удаления элемента из непустого списка с посл. позиции |
| RemoveTest3 | Проверка удаления элемента из непустого списка с первой позиции |
| RemoveTest4 | Проверка удаления элемента из середины непустого списка |
| RemoveTest5 | Проверка удаления элемента с несуществующим индексом |
| GetSizeTest1 | Проверка получения размера пустого списка |
| GetSizeTest2 | Проверка получения размера непустого списка |
| SetTest1 | Проверка замены значения элемента непустого списка |
| SetTest2 | Проверка замены значения элемента с несуществующим индексом |
| SetTest3 | Проверка замены значения элемента непустого списка на такое же |
| SetTest4 | Проверка двойной замены элемента непустого списка |
| IsEmpty1 | Проверка определения пустоты списка |
| IsEmpty2 | Проверка определения пустоты списка |
| PushFrontListTest1 | Проверка вставки одного непустого в начало другого непустого |
| PushFrontListTest2 | Проверка вставки одного пустого в начало другого непустого |
| PushFrontListTest3 | Проверка вставки одного непустого в начало другого пустого |
| PushFrontListTest4 | Проверка вставки одного пустого в начало другого пустого |

# Код программы

|  |
| --- |
| List.h |
| #pragma once  #include <iostream>  #ifndef LIST\_H  #define LIST\_H  class elem {  private:  int inf;  elem\* next;  public:  elem(int elem\_inf) { inf = elem\_inf; next = nullptr;}  ~elem() {};  elem\* getNext() { return next; }  void setNext(elem\* elem\_next) { next = elem\_next; }  int getInf() { return inf; }  void setInf(int elem\_inf) { inf = elem\_inf; }  };  class list {  private:  elem\* begin, \* end;  size\_t size;  public:  list() { begin = nullptr; end = nullptr; size = 0;}  ~list() { clear(); }  //Adding new element to end of list  void push\_back(int temp) {  elem\* newElem = new elem(temp);  if (isEmpty()) begin = newElem;  else end->setNext(newElem);  end = newElem;  size++;  }  //Adding new element to begin of list  void push\_front(int temp) {  elem\* newElem = new elem(temp);  if (isEmpty()) end = newElem;  else newElem->setNext(begin);  begin = newElem;  size++;  }  //Deleting last element from list  void pop\_back(){  if (!isEmpty()) {  if (size == 1) {  end = nullptr;  begin = nullptr;  size = 0;  }  else {  elem\* newEnd = begin;  while (newEnd->getNext() != end) newEnd = newEnd->getNext();  newEnd->setNext(nullptr);  elem\* deleted = end;  delete deleted;  end = newEnd;  size--;  }  }  else throw "List is Empty";  }  //Deleting first element from list  void pop\_front() {  if (!isEmpty()) {  if (size == 1) {  begin = nullptr;  end = nullptr;  size = 0;  }  else {  elem\* newBeg = begin->getNext();  elem\* deleted = begin;  delete deleted;  begin = newBeg;  size--;  }  }  else throw "List is Empty";  }  //Adding element to any position in list  void insert(int data, size\_t pos) {  if (pos <= size) {  if (isEmpty() || pos == size) push\_back(data);  else {  if (pos == 0) push\_front(data);  else {  elem\* newElem = new elem(data);  elem\* iter = begin;  while (pos-- > 1)  iter = iter->getNext();  newElem->setNext(iter->getNext());  iter->setNext(newElem);  size++;  }  }  }  else throw "Wrong index";  }  //Getting element from list by index  int at(size\_t pos) {  if (pos < size) {  elem\* iter = begin;  while (pos-- != 0) iter = iter->getNext();  return iter->getInf();  }  else throw "Wrong index";  }  //Deleting element from list by index  void remove(size\_t pos) {  if (pos < size) {  if (pos == 0) pop\_front();  else {  if (pos == size - 1) pop\_back();  else {  elem\* iter = begin;  while (pos-- > 1) iter = iter->getNext();  elem\* nextElem = iter->getNext();  iter->setNext(nextElem->getNext());  size--;  }  }  }  else throw "Wrong index";  }  //Getting size of list  size\_t getSize() { return size; }  //Output elements from list to console  void print\_to\_console() {  elem\* iter = begin;  for (size\_t i = 0; i < size; i++) {  std::cout << iter->getInf() << " ";  iter = iter->getNext();  }  }  //Deleting elements of list  void clear() {  while (size) pop\_back();  }  //Replacing element by index with new one  void set(size\_t pos, int data) {  if (pos < size) {  elem\* iter = begin;  while (pos-- != 0) iter = iter->getNext();  iter->setInf(data);  }  else throw "Wrong index";  }  //Checking list for filling  bool isEmpty() {  if (size == 0) return true; // 1 - Empty  else return false; // 0 - Filled  }  //Adding another list to front of this one  void push\_front(list \*lst) {  for (size\_t i = 0; i < lst->getSize(); i++)  insert(lst->at(i), i);  }  };  #endif |
| Main.cpp |
| #include <iostream>  #include "list.h"  int main() {  list list1, list2;  list1.push\_back(3);  list1.push\_back(5);  list1.push\_front(1);  list1.push\_back(7);  //std::cout << list1.at(1);  list2.push\_back(2);  list2.push\_back(4);  list2.push\_back(6);  list2.push\_back(8);  list1.push\_front(&list2);  list1.print\_to\_console();  return 0;  } |
| UnitTest1.cpp |
| #include "pch.h"  #include "CppUnitTest.h"  #include "..\Project1\Project1\List.h"  #include <iostream>  using namespace Microsoft::VisualStudio::CppUnitTestFramework;  namespace ListTests  {  TEST\_CLASS(ListTests)  {  public:    TEST\_METHOD(CreateTest)  {  list \*list1 = new list();  Assert::IsTrue(list1->getSize() == 0);  }  TEST\_METHOD(PushBackTest1) {  list \*list1 = new list();  list1->push\_back(1);  Assert::IsTrue(list1->at(0) == 1 && list1->getSize() == 1);  }  TEST\_METHOD(PushBackTest2) {  list\* list1 = new list();  list1->push\_back(1);  list1->push\_back(2);  Assert::IsTrue(list1->at(0) == 1 && list1->at(1) == 2 && list1->getSize() == 2);  }  TEST\_METHOD(PushFrontTest1) {  list \*list1 = new list();  list1->push\_front(1);  Assert::IsTrue(list1->at(0) == 1 && list1->getSize() == 1);  }  TEST\_METHOD(PushFrontTest2) {  list\* list1 = new list();  list1->push\_front(2);  list1->push\_front(1);  Assert::IsTrue(list1->at(0) == 1 && list1->at(1) == 2 && list1->getSize() == 2);  }  TEST\_METHOD(PopBackTest1) { // 2 elements  list\* list1 = new list();  list1->push\_back(1);  list1->push\_back(2);  list1->pop\_back();  Assert::IsTrue(list1->at(0) == 1 && list1->getSize() == 1);  }  TEST\_METHOD(PopBackTest2) { // 1 element  list\* list1 = new list();  list1->push\_back(1);  list1->pop\_back();  Assert::IsTrue(list1->getSize() == 0);  }  TEST\_METHOD(PopBackTest3) { // empty list  list\* list1 = new list();  try {  list1->pop\_back();  }  catch(const char\* warning){  Assert::AreEqual(warning, "List is Empty");  }  Assert::IsTrue(list1->getSize() == 0);  }  TEST\_METHOD(PopFrontTest1) { // 2 elements  list\* list1 = new list();  list1->push\_back(2);  list1->push\_back(1);  list1->pop\_front();  Assert::IsTrue(list1->at(0) == 1 && list1->getSize() == 1);  }  TEST\_METHOD(PopFrontTest2) { // 1 element  list\* list1 = new list();  list1->push\_back(1);  list1->pop\_front();  Assert::IsTrue(list1->getSize() == 0);  }  TEST\_METHOD(PopFrontTest3) { // empty list  list\* list1 = new list();  try {  list1->pop\_front();  }  catch (const char\* warning) {  Assert::AreEqual(warning, "List is Empty");  }  Assert::IsTrue(list1->getSize() == 0);  }  TEST\_METHOD(InsertTest1) { // empty list insert at first place  list\* list1 = new list();  list1->insert(1, 0);  Assert::IsTrue(list1->at(0) == 1 && list1->getSize() == 1);  }  TEST\_METHOD(InsertTest2) { // empty list insert at second place - out of range  list\* list1 = new list();  try {  list1->insert(1,1);  }  catch (const char\* warning) {  Assert::AreEqual(warning, "Wrong index");  }  Assert::IsTrue(list1->getSize() == 0);  }  TEST\_METHOD(InsertTest3) { // same as push\_back  list\* list1 = new list();  list1->push\_back(1);  list1->insert(2, 1);  Assert::IsTrue(list1->at(0) == 1 && list1->at(1) == 2 && list1->getSize() == 2 );  }  TEST\_METHOD(InsertTest4) { // same as push\_front  list\* list1 = new list();  list1->push\_back(2);  list1->insert(1, 0);  Assert::IsTrue(list1->at(0) == 1 && list1->at(1) == 2 && list1->getSize() == 2);  }  TEST\_METHOD(InsertTest5) { // insert to middle  list\* list1 = new list();  list1->push\_back(1);  list1->push\_back(3);  list1->insert(2, 1);  Assert::IsTrue(list1->at(0) == 1 && list1->at(1) == 2 && list1->at(2) == 3 && list1->getSize() == 3);  }  TEST\_METHOD(AtTest1) {  list\* list1 = new list();  list1->push\_back(1);  list1->push\_back(2);  list1->push\_back(3);  Assert::IsTrue(list1->at(0) == 1 && list1->at(1) == 2 && list1->at(2) == 3);  }  TEST\_METHOD(AtTest2) {  list\* list1 = new list();  list1->push\_back(1);  try {  list1->at(1);  }  catch (const char\* warning) {  Assert::AreEqual(warning, "Wrong index");  }  }  TEST\_METHOD(RemoveTest1) { // empty list remove  list\* list1 = new list();  try {  list1->remove(1);  }  catch (const char\* warning) {  Assert::AreEqual(warning, "Wrong index");  }  Assert::IsTrue(list1->getSize() == 0);  }    TEST\_METHOD(RemoveTest2) { // same as pop\_back  list\* list1 = new list();  list1->push\_back(1);  list1->push\_back(2);  list1->push\_back(3);  list1->remove(2);  Assert::IsTrue(list1->at(0) == 1 && list1->at(1) == 2 && list1->getSize() == 2);  }  TEST\_METHOD(RemoveTest3) { // same as pop\_front  list\* list1 = new list();  list1->push\_back(3);  list1->push\_back(1);  list1->push\_back(2);  list1->remove(0);  Assert::IsTrue(list1->at(0) == 1 && list1->at(1) == 2 && list1->getSize() == 2);  }  TEST\_METHOD(RemoveTest4) { // remove from middle  list\* list1 = new list();  list1->push\_back(1);  list1->push\_back(3);  list1->push\_back(2);  list1->remove(1);  Assert::IsTrue(list1->at(0) == 1 && list1->at(1) == 2 && list1->getSize() == 2);  }  TEST\_METHOD(RemoveTest5) { // out of range check  list\* list1 = new list();  list1->push\_back(1);  list1->push\_back(2);  list1->push\_back(3);  try {  list1->remove(3);  }  catch (const char\* warning) {  Assert::AreEqual(warning, "Wrong index");  }  Assert::IsTrue(list1->at(0) == 1 && list1->at(1) == 2 && list1->at(2) == 3 && list1->getSize() == 3);  }  TEST\_METHOD(GetSizeTest1) {  list\* list1 = new list();  Assert::IsTrue(list1->getSize() == 0);  }  TEST\_METHOD(GetSizeTest2) {  list\* list1 = new list();  list1->push\_back(1);  list1->push\_back(2);  list1->push\_back(3);  Assert::IsTrue(list1->getSize() == 3);  }  TEST\_METHOD(SetTest1) {  list\* list1 = new list();  list1->push\_back(0);  list1->push\_back(2);  list1->push\_back(3);  list1->set(0, 1);  Assert::IsTrue(list1->at(0) == 1 && list1->at(1) == 2 && list1->at(2) == 3 && list1->getSize() == 3);  }  TEST\_METHOD(SetTest2) { //out of range  list\* list1 = new list();  list1->push\_back(1);  list1->push\_back(2);  list1->push\_back(3);  try {  list1->set(3, 4);  }  catch (const char\* warning) {  Assert::AreEqual(warning, "Wrong index");  }  Assert::IsTrue(list1->at(0) == 1 && list1->at(1) == 2 && list1->at(2) == 3 && list1->getSize() == 3);  }  TEST\_METHOD(SetTest3) { //set same  list\* list1 = new list();  list1->push\_back(1);  list1->push\_back(2);  list1->push\_back(3);  list1->set(0, 1);  Assert::IsTrue(list1->at(0) == 1 && list1->at(1) == 2 && list1->at(2) == 3 && list1->getSize() == 3);  }  TEST\_METHOD(SetTest4) { //set twice  list\* list1 = new list();  list1->push\_back(1);  list1->push\_back(2);  list1->push\_back(3);  list1->set(0, 2);  list1->set(0, 1);  Assert::IsTrue(list1->at(0) == 1 && list1->at(1) == 2 && list1->at(2) == 3 && list1->getSize() == 3);  }  TEST\_METHOD(IsEmptyTest1) {  list \*list1 = new list();  Assert::IsTrue(list1->isEmpty());  }  TEST\_METHOD(IsEmptyTest2) {  list\* list1 = new list();  list1->push\_front(1);  Assert::IsTrue(!list1->isEmpty());  }  TEST\_METHOD(PushFrontListTest1) {  list\* list1 = new list();  list\* list2 = new list();  list2->push\_back(1);  list2->push\_back(2);  list2->push\_back(3);  list1->push\_back(4);  list1->push\_back(5);  list1->push\_back(6);  list1->push\_front(list2);  Assert::IsTrue(list1->at(0) == 1 && list1->at(1) == 2 && list1->at(2) == 3 && list1->at(3) == 4 && list1->at(4) == 5 && list1->at(5) == 6 && list1->getSize() == 6);  }  TEST\_METHOD(PushFrontListTest2) { //pushed list is empty  list\* list1 = new list();  list\* list2 = new list();  list1->push\_back(1);  list1->push\_back(2);  list1->push\_back(3);  list1->push\_front(list2);  Assert::IsTrue(list1->at(0) == 1 && list1->at(1) == 2 && list1->at(2) == 3 && list1->getSize() == 3);  }  TEST\_METHOD(PushFrontListTest3) { //first list is empty  list\* list1 = new list();  list\* list2 = new list();  list2->push\_back(1);  list2->push\_back(2);  list2->push\_back(3);  list1->push\_front(list2);  Assert::IsTrue(list1->at(0) == 1 && list1->at(1) == 2 && list1->at(2) == 3 && list1->getSize() == 3);  }  TEST\_METHOD(PushFrontListTest4) { //both lists are empty  list\* list1 = new list();  list\* list2 = new list();  list1->push\_front(list2);  Assert::IsTrue(list1->getSize() == 0);  }  };  } |

# Пример работы
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# Вывод

При выполнении данной лабораторной работы я познакомился с модульным тестированием написанного кода.