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# Постановка задачи и описание реализуемых алгоритмов

Реализовать алгоритмы сортировки и поиска для массива.

Для этого используем следующие функции:

|  |  |  |
| --- | --- | --- |
| **Функция** | **Описание** | **Оценка временной сложности** |
| void swap(int\* a, int\* b) | Меняет местами значения | O(1) |
| void printArray(int\*, s) | Вывод массива типа int | O(n) |
| void printArray(char\*, int) | Вывод массива типа char | O(n) |
| void printArray(double\*, int) | Вывод массива типа double | O(n) |
| bool isSorted(int\*, int) | Проверяет отсортированность списка | O(n) |
| int binarySearch(int\*, int, int) | Выполняет двоичный поиск | O(log\_2(n)) |
| void insertionSort(int\*, int) | Выполняет сортировку пузырьком | O(n^2) |
| void quickSort(int\*, int, int) | Выполняет быструю сортировку | O(n\*log(n)) |
| int partition(int\*, int, int) |  | O(n) |
| void bogoSort(int\*, int) | Выполняет глупую сортировку | O(n\*n!) |
| shuffle(arr\*, int) |  | O(n) |
| void countingSort(char\*, int) | Выполняет сортировку подсчетом | O(max+n) |

# Описание реализованных unit-тестов

|  |  |
| --- | --- |
| Имя теста | Описание |
| isSortedTest1 | Проверка сортированного массива |
| isSortedTest2 | Проверка несортированного массива |
| binarySearchTest1 | Проверка двоичного поиска на отсортированном массиве |
| binarySearchTest2 | Проверка двоичного поиска на неотсортированном массиве |
| binarySearchTest3 | Проверка двоичного поиска несуществующего элемента |
| quickSortTest1 | Проверка сортировки несортированного массива |
| quickSortTest2 | Проверка сортировки сортированного массива |
| insertionSortTest1 | Проверка сортировки несортированного массива |
| insertionSortTest2 | Проверка сортировки сортированного массива |
| bogoSortTest1 | Проверка сортировки несортированного массива |
| bogoSortTest2 | Проверка сортировки сортированного массива |
| countingSortTest1 | Проверка сортировки массива из симовлов |

# Код программы

|  |
| --- |
| SortFunc.cpp |
| #include <iostream>  using namespace std;  void swap(int\* a, int\* b) {  \*a -= \*b;  \*a += \*b;  \*b = \*a - \*b;  }  void printArray(int\* arr, int size) {  for (int i = 0; i < size; i++) cout << \*(arr + i) << " ";  cout << endl;  }  void printArray(char\* arr, int size) {  for (int i = 0; i < size; i++) cout << \*(arr + i);  cout << endl;  }  void printArray(double\* arr, int size) {  for (int i = 0; i < size; i++) cout << \*(arr + i) << " ";  cout << endl;  }  bool isSorted(int arr[], int n) {  int i = 0;  while (i < n - 1)  if (arr[i] > arr[i++ + 1])  return false;  return true;  }  int binarySearch(int\* arr, int l, int r, int x) {  if (!isSorted(arr, r)){  return -1;  throw "This array isn`t sorted";  }  while (l <= r) {  int m = l + (r - l) / 2;  if (arr[m] == x)  return m;  if (arr[m] < x)  l = m + 1;  else  r = m - 1;  }  return -1;  throw "This element doesn`t exist";  }  int partition(int\* arr, int l, int r)  {  int i = l - 1;  int pivot = arr[r];  for (int j = l; j < r; j++)  {  if (arr[j] < pivot)  {  i++;  swap(arr[i], arr[j]);  }  }  swap(arr[i + 1], arr[r]);  return i + 1;  }  void quickSort(int\* arr, int l, int r)  {  if (l < r)  {  int pi = partition(arr, l, r);  quickSort(arr, l, pi - 1);  quickSort(arr, pi + 1, r);  }  }  void insertionSort(int\* arr, int size) {  int i, key, j;  for (i = 1; i < size; i++)  {  key = arr[i];  j = i - 1;  while (j >= 0 && arr[j] > key)  {  arr[j + 1] = arr[j];  j = j - 1;  }  arr[j + 1] = key;  }  }  void shuffle(int\* arr, int n)  {  for (int i = 0; i < n; i++)  swap(arr[i], arr[rand() % n]);  }  void bogoSort(int\* arr, int size) {  while (!isSorted(arr, size)) shuffle(arr, size);  }  void countingSort(char\* arr, int size) {  int max = 0;  for (int i = 0; i < size; i++)  if (\*(arr + i) > max) max = \*(arr + i);  max -= 32;  int\* temp = new int[max];  for (int i = 0; i < max; i++) temp[i] = 0;  for (int i = 0; i < size; i++) temp[arr[i] - 33]++;  int iter = 0;  for (int i = 0; i < max;)  if (temp[i] == 0) i++;  else {  arr[iter++] = i + 33;  temp[i]--;  }  } |
| Main.cpp |
| #include <iostream>  #include "SortFunc.h"  #include <time.h>  using namespace std;  int main() {  const int cnt = 10;  char\* chararr = new char[cnt];  int\* arr = new int[cnt];  double\* res = new double[10];  //arr = (int\*)realloc(arr, cnt \* sizeof(int));  srand(time(0));  for (int j = 0; j < 10; j++) {  for (int i = 0; i < cnt; i++)  \*(arr + i) = rand() % (cnt \* 10);  clock\_t start = clock();  insertionSort(arr, cnt);  clock\_t stop = clock();  clock\_t itog = stop - start;  res[j] = ((double)itog \* 1000 / CLOCKS\_PER\_SEC);  }  printArray(res, 10);  for (int i = 0; i < cnt; i++)  \*(chararr + i) = rand() % 93 + 33;  printArray(arr, cnt);  quickSort(arr, 0, cnt - 1);  //insertionSort(arr, cnt);  //bogoSort(arr, cnt);  printArray(arr, cnt);  cout << binarySearch(arr, 0, cnt - 1, 2) << endl;  printArray(chararr, cnt);  countingSort(chararr, cnt);  printArray(chararr, cnt);  return 0;  } |
| UnitTest1.cpp |
| #include "pch.h"  #include "CppUnitTest.h"  #include "..\Project1\SortFunc.cpp"  #include <iostream>  using namespace Microsoft::VisualStudio::CppUnitTestFramework;  namespace SortTests  {  TEST\_CLASS(SortTests)  {  public:  int arr[10] = { 8, 9, 7, 6, 1, 3, 2, 5, 10, 4 };  int sorted[10] = {1, 2, 3, 4, 5, 6, 7, 8, 9, 10};  char chararr[10] = {'h', 'a', 'v', 's', 'd', 'e', 'k', 'l', 'i', 'b'};  TEST\_METHOD(isSortedTest1)  {  Assert::IsTrue(isSorted(sorted, 10));  }  TEST\_METHOD(isSortedTest2)  {  Assert::IsTrue(!isSorted(arr, 10));  }  TEST\_METHOD(binarySearchTest1)  {  Assert::IsTrue(binarySearch(sorted, 0, 10, 4) == 3);  }  TEST\_METHOD(binarySearchTest2)  {  try  {  int res = binarySearch(arr, 0, 9, 4);  }  catch (const char\* warning)  {  Assert::AreEqual(warning, "This array isn`t sorted");  }  }  TEST\_METHOD(binarySearchTest3)  {  try  {  int res = binarySearch(sorted, 0, 9, 0);  }  catch (const char\* warning)  {  Assert::AreEqual(warning, "This element doesn`t exist");  }  }  TEST\_METHOD(quickSortTest1)  {  quickSort(arr, 0, 9);  Assert::IsTrue(isSorted(arr, 10));  }  TEST\_METHOD(quickSortTest2)  {  quickSort(sorted, 0, 9);  Assert::IsTrue(isSorted(sorted, 10));  }  TEST\_METHOD(insertionSortTest1)  {  insertionSort(arr, 10);  Assert::IsTrue(isSorted(arr, 10));  }  TEST\_METHOD(insertionSortTest2)  {  insertionSort(sorted, 10);  Assert::IsTrue(isSorted(sorted, 10));  }  TEST\_METHOD(bogoSortTest1)  {  bogoSort(arr, 10);  Assert::IsTrue(isSorted(arr, 10));  }  TEST\_METHOD(bogoSortTest2)  {  bogoSort(sorted, 10);  Assert::IsTrue(isSorted(sorted, 10));  }  TEST\_METHOD(countingSortTest1)  {  countingSort(chararr, 10);  Assert::IsTrue(chararr[0] == 'a' && chararr[9] == 'v');  }  };  } |

# Пример работы
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![](data:image/png;base64,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)

# Сравнение временной сложности алгоритмов сортировки

quickSort:

10 1 0 0 0 0 0 0 0 0 0

100 0 1 0 0 0 0 0 0 0 0

1000 1 2 0 0 1 1 0 1 1 0

10000 8 7 8 8 8 7 9 8 9 8

100000 107 90 93 92 96 91 101 98 96 111

insertionSort:

10 0 0 0 0 0 0 0 0 0 0

100 0 0 0 0 0 0 0 0 0 0

1000 1 1 0 0 1 1 0 1 1 1

10000 79 99 82 73 76 86 73 70 76 78

100000 9921 8797 9355 9086 9212 8580 8432 8881 8592 8674

|  |  |  |
| --- | --- | --- |
| Количество элементов | quicksort, мс | insertionSort, мс |
| 10 | 0,1 | 0 |
| 100 | 0,1 | 0 |
| 1000 | 0,7 | 0,7 |
| 10000 | 8 | 79,2 |
| 100000 | 97,5 | 8953 |

# Вывод

При выполнении данной лабораторной работы я познакомился с реализацией алгоритмов сортировки и поиска в массивах