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# Постановка задачи и описание реализуемых класса и алгоритмов

Реализовать алгоритмы поиска, добавления и удаления элементов в двоичном дереве поиска

Используем для этой задачи хранение информации в узлах node, объединенных в двоичном дереве поиска bst.

Class node

![](data:image/png;base64,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)

Class BST
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Для этого используем следующие функции:

|  |  |  |
| --- | --- | --- |
| **Функция** | **Описание** | **Оценка временной сложности** |
| bool contains(const int&) | Проверяет наличие элемента в дереве | O(logn) |
| void insert(const int&) | Вставляет элемент в дерево | O(logn) |
| void remove(const int&) | Удаляет элемент из деерева | O(logn) |
| Iterator\* create\_bft\_iterator() | Создает итератор, реализующий обход в ширину | O(1) |
| Iterator\* create\_dft\_iterator() | Создает итератор, реализующий обход в глубину | O(1) |
| int next() override | Возвращает следующее значение итератора | O(1) |
| bool has\_next() override | Проверяет наличие дочерних элементов у узла | O(1) |

# Описание реализованных unit-тестов

|  |  |
| --- | --- |
| Имя теста | Описание |
| InitTest1 | Создание итератора на непустом дереве |
| InitTest2 | Создание итератора на пустом дереве |
| InsertTest1 | Проверка работы итератора обхода в ширину |
| InsertTest2 | Проверка работы итератора обхода в глубину |
| ContainsTest1 | Проверка поиска существующего элемента в непустом дереве |
| ContainsTest2 | Проверка поиска несуществующего элемента в непустом дереве |
| ContainsTest3 | Проверка поиска элемента в пустом дереве |
| RemoveTest1 | Проверка удаления существующего элемента в непустом дереве |
| RemoveTest2 | Проверка удаления несуществующего элемента в непустом дереве |
| RemoveTest3 | Проверка удаления элемента в пустом дереве |

# Код программы

|  |
| --- |
| bst.h |
| #pragma once  #include "queue.h"  #include "stack.h"  #include "iterator.h"  #include "node.h"  class bft\_iterator : public Iterator {  private:  Node\* cur;  queue nodesQueue;  public:  bft\_iterator(Node\* root) {  cur = root;  if (cur != nullptr) {  nodesQueue.push(cur);  }  else {  throw "This tree is empty";  }  }  int next() override {  if (nodesQueue.getSize() > 0) {  cur = nodesQueue.front();  nodesQueue.pop();  if (cur->left != nullptr) {  nodesQueue.push(cur->left);  }  if (cur->right != nullptr) {  nodesQueue.push(cur->right);  }  return cur->inf;  }  else cur = nullptr;  }  bool has\_next() override {  if (cur->left == nullptr && cur->right == nullptr) return false;  else return true;  }  };  class dft\_iterator : public Iterator {  private:  Node\* cur;  stack nodesStack;  bool bl = true;  public:  dft\_iterator(Node\* root) {  cur = root;  if (cur != nullptr) {  nodesStack.push(cur);  }  else {  throw "This tree is empty";  }  }  int next() override {  if (bl) {  bl = false;  Node\* temp = nodesStack.getTop();  nodesStack.pop();  return temp->inf;  }  if (cur->right != nullptr) nodesStack.push(cur->right);  if (cur->left != nullptr) cur = cur->left;  else  if (!nodesStack.isEmpty()) {  cur = nodesStack.getTop();  nodesStack.pop();  }  else cur = nullptr;  return cur->inf;  }  bool has\_next() override {  if (cur->left == nullptr && cur->right == nullptr) return false;  else return true;  }  };  class BST {  private:  Node\* root;  public:  BST() {  root = nullptr;  }  bool contains(const int& value) {  if (root == nullptr) {  throw "This tree is empty";  return false;  }  Node\* temp = root;  while (value != temp->inf) {  if (value > temp->inf)  if (temp->right != nullptr) temp = temp->right;  else return false;  else  if (temp->left != nullptr) temp = temp->left;  else return false;    }  return true;  }  void insert(const int& value) {  if (root == nullptr) root = new Node(value, nullptr, nullptr);  else {  Node\* temp = root;  while (true) {  if (value > temp->inf)  if (temp->right != nullptr) temp = temp->right;  else {  temp->right = new Node(value, nullptr, nullptr);  break;  }  else  if (temp->left != nullptr) temp = temp->left;  else {  temp->left = new Node(value, nullptr, nullptr);  break;  }  }  }  }  void remove(const int& value) {  if (root == nullptr) throw "This tree is empty";  if (!contains(value)) throw "This element isn`t in tree";  else {  Node\* cur = root, \*prev = nullptr;  while (value != cur->inf) {  prev = cur;  if (value < cur->inf) cur = cur->left;  else cur = cur->right;  }  if (cur->left == nullptr && cur->right == nullptr) {  if (prev->left->inf = cur->inf) prev->left = nullptr;  else prev->right = nullptr;  delete cur;  }  else  if (cur->left != nullptr && cur->right != nullptr) {  Node\* temp;  if (cur->right->left != nullptr) {  temp = cur->right->left;  cur->inf = temp->inf;  cur->right->left = nullptr;  }  else {  temp = cur->right;  cur->inf = temp->inf;  Node\* new\_Node = new Node(temp->right->inf, temp->right->left, temp->right->right);  cur->right = new\_Node;  }  delete temp;  }  else {  if (cur->left != nullptr) {  cur->inf = cur->left->inf;  delete cur->left;  cur->left = nullptr;  }  else {  cur->inf = cur->right->inf;  delete cur->right;  cur->right = nullptr;  }  }  }  }  Iterator\* create\_bft\_iterator() {  return new bft\_iterator(root);  }  Iterator\* create\_dft\_iterator() {  return new dft\_iterator(root);  }  }; |
| Main.cpp |
| #include <iostream>  #include "bst.h"  using namespace std;  int main() {  BST bst;  int arr[10] = { 7, 4, 9, 1, 6, 8, 0, 3, 5, 2};  for (int i = 0; i < 10; i++) bst.insert(arr[i]);  Iterator\* iter = bst.create\_dft\_iterator();  for (int i = 0; i < 10; i++) {  cout << iter->next();  //cout << bst.contains(arr[i]) << endl;  }  bst.remove(1);  cout << bst.contains(1);  return 0;  } |
| BSTUnitTest.cpp |
| #include "pch.h"  #include "CppUnitTest.h"  #include "../laba3/bst.h"  using namespace Microsoft::VisualStudio::CppUnitTestFramework;  namespace BSTUnitTest  {  TEST\_CLASS(BSTUnitTest)  {  public:  BST bst;  TEST\_METHOD(InitTest1)  {  bst.insert(1);  Iterator\* iter = bst.create\_dft\_iterator();  Assert::IsTrue(iter->next() == 1);  }  TEST\_METHOD(InitTest2)  {  try  {  bst.create\_dft\_iterator();  }  catch (const char\* warning)  {  Assert::AreEqual(warning, "This tree is empty");  }  }  TEST\_METHOD(InsertTest1)  {  int arr[10] = { 7, 4, 9, 1, 6, 8, 0, 3, 5, 2 };  for (int i = 0; i < 10; i++) bst.insert(arr[i]);  Iterator\* iter = bst.create\_bft\_iterator();  for (int i = 0; i < 10; i++) Assert::IsTrue(arr[i] == iter->next());  }  TEST\_METHOD(InsertTest2)  {  int arr[10] = { 7, 4, 1, 0, 3, 2, 6, 5, 9, 8 };  for (int i = 0; i < 10; i++) bst.insert(arr[i]);  Iterator\* iter = bst.create\_dft\_iterator();  for (int i = 0; i < 10; i++) Assert::IsTrue(arr[i] == iter->next());  }  TEST\_METHOD(ContainsTest1)  {  int arr[10] = { 7, 4, 9, 1, 6, 8, 0, 3, 5, 2 };  for (int i = 0; i < 10; i++) {  bst.insert(arr[i]);  Assert::IsTrue(bst.contains(arr[i]));  }  }  TEST\_METHOD(ContainsTest2)  {  int arr[10] = { 7, 4, 9, 1, 6, 8, 0, 3, 5, 2 };  for (int i = 0; i < 10; i++) bst.insert(arr[i]);  Assert::IsFalse(bst.contains(11));  }  TEST\_METHOD(ContainsTest3)  {  try  {  bst.contains(1);  }  catch (const char\* warning)  {  Assert::AreEqual(warning, "This tree is empty");  }  }  TEST\_METHOD(RemoveTest1)  {  int arr[10] = { 7, 4, 9, 1, 6, 8, 0, 3, 5, 2 };  for (int i = 0; i < 10; i++) bst.insert(arr[i]);  bst.remove(1);  Assert::IsFalse(bst.contains(1));  }  TEST\_METHOD(RemoveTest2)  {  int arr[10] = { 7, 4, 9, 1, 6, 8, 0, 3, 5, 2 };  for (int i = 0; i < 10; i++) bst.insert(arr[i]);  try  {  bst.remove(11);  }  catch (const char\* warning)  {  Assert::AreEqual(warning, "This element isn`t in tree");  }  }  TEST\_METHOD(RemoveTest3)  {  try  {  bst.remove(1);  }  catch (const char\* warning)  {  Assert::AreEqual(warning, "This tree is empty");  }  }  };  } |
| Iterator.h |
| #pragma once  class Iterator {  public:  virtual int next() = 0;  virtual bool has\_next() = 0;  }; |
| Queue.h |
| #pragma once  #include "elem.h"  class queue {  private:  size\_t size;  Elem\* begin, \* end;  public:  queue() {  size = 0;  begin = nullptr;  end = nullptr;  }  Node\* front() {  return begin->value;  }  Node\* back() {  return end->value;  }  bool isEmpty() {  if (size == 0) return true;  else return false;  }  size\_t getSize() {  return size;  }  void push(Node\* value) {  Elem\* temp = new Elem(value, nullptr);  if (isEmpty()) begin = temp;  else end->next = temp;  end = temp;  size++;  }  void pop() {  Elem\* temp = begin;  begin = begin->next;  delete temp;  size--;  }  void clear() {  while (!isEmpty()) pop();  }  }; |
| Node.h |
| #pragma once  class Node {  public:  Node\* left, \* right;  int inf;  Node() {  inf = 0;  left = nullptr;  right = nullptr;  }  Node(const int& node\_inf, Node\* node\_left, Node\* node\_right) {  inf = node\_inf;  left = node\_left;  right = node\_right;  }  }; |
| Elem.h |
| #pragma once  #include "node.h"  class Elem {  public:  Elem\* next;  Node\* value;  Elem(Node\* elem\_value, Elem\* elem\_next) {  value = elem\_value;  next = elem\_next;  }  }; |
| Stack.h |
| #pragma once  #include "elem.h"  class stack {  private:  size\_t size;  Elem\* top;  public:  stack() {  size = 0;  top = nullptr;  }  Node\* getTop() {  return top->value;  }  void pop()  {  Elem\* temp = top;  top = top->next;  delete temp;  size--;  }  void push(Node\* value) {  top = new Elem(value, top);  size++;  }  size\_t getSize() {  return size;  }  bool isEmpty() {  if (size == 0) return true;  else return false;  }  void clear() {  while (!isEmpty()) pop();  }  }; |

# Пример работы
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# Вывод

При выполнении данной лабораторной работы я познакомился с реализацией различных алгоритмов для двоичного дерева поиска