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# Постановка задачи и описание реализуемых класса и алгоритмов

Необходимо реализовать простейшую версию калькулятора. Пользователю должен быть доступен ввод математического выражения, состоящего из чисел и арифметических знаков. Программа должна выполнить проверку корректности введенного выражения. В случае некорректного ввода необходимо вывести сообщение об ошибке с указанием позиции некорректного ввода. В противном выводится обратная польская нотация введенного выражения, а также отображается результат вычисления.

Для реализации задачи потребуется класс строки strl, stack, элементами которого являются строки, а также класс postfix, в котором будет аккумулироваться выходные данные.

Class strl

![](data:image/png;base64,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)

Class elem

![](data:image/png;base64,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)

Class stack
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Class postfix
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Strl, stack и postfix позаимствованы с предыдущих лабораторных работ

Для этого используем следующие функции:

|  |  |  |
| --- | --- | --- |
| **Функция** | **Описание** | **Оценка временной сложности** |
| **Class strl** | | |
| Strl() | Конструктор по умолчанию | O(1) |
| Strl(cons char [N]) | Конструктор с использованием массива символов | O(l) |
| Strl(double) | Конструктор из числа | O(n) |
| ~strl() | Деструктор | O(1) |
| Char& operator[] | Возвращение символа по индексу | O(1) |
| Strl& operator+= (char added) | Присоединение символа в конец строки | O(1) |
| Strl& operator+= (strl added) | Присоединение строки в конец строки | O(n) |
| Bool operator==(strl&, strl&) | Проверка равенства двух строк | O(n) |
| Bool operator!=(strl&, strl&) | Проверка неравенства двух строк | O(n) |
| Size\_t getSize() | Возвращение размера строки | O(n) |
| Void input(fstream&) | Ввод строки из файла | O(n) |
| Void output(fstream&) | Вывод строки в файл | O(n) |
| Bool isDigit() | Проверка является ли строка числом | O(n) |
| Bool isOperation() | Проверка является ли строка операцией | O(n) |
| Int getOperationWeight() | Возвращение приоритета операции | O(n) |
| Double perform(strl) | Выполнение действия с одним аргументом | O(n) |
| Double perform(strl, strl) | Выполнение действия с двумя аргументами | O(n) |
| Bool isCorrectInfix(fstream&) | Проверка корректности инфиксной формы | O(n) |
| **Class elem** | | |
| elem(strl, elem\*) | Конструктор с использованием строки | O(n) |
| elem(double, elem\*) | Конструктор с использованием числа | O(n) |
| ~elem() | Деструктор | O(n) |
| bool isBracket() | Проверка является ли элемент скобкой | O(n) |
| int getWeight() | Возврат приоритета операции | O(n) |
| elem\* getNext() | Возврат следующего элемента стека | O(n) |
| strl getSymbol() | Возврат строки элемента | O(n) |
| **Class stack** | | |
| stack() | Конструктор по умолчанию | O(n) |
| ~stack() | Деструктор по умолчанию | O(n) |
| elem getTop() | Возвращение верхнего элемента стека | O(n) |
| void pop() | Удаление верхнего элемента стека | O(n) |
| void push(strl) | Добавление строки наверх стека | O(n) |
| void push(double) | Добавление числа наверх стека | O(n) |
| size\_t getSize() | Возвращение количества элементов в стеке | O(n) |
| bool isEmpty() | Проверка стека на пустоту | O(n) |
| void clear() | Очистка стека от элементов | O(n) |
| **Class postfix** | | |
| postfix(strl) | Конструктор постфиксной форму по инфиксной | O(n) |
| strl calculate() | Расчет результата в постфиксной форме | O(n) |
| strl getStream() | Возврат постфиксной формы | O(n) |
| void addOperationToStream() | Удаление операции из стека и добавление в выходной поток | O(n) |

# Описание реализованных unit-тестов

|  |  |
| --- | --- |
| Имя теста | Описание |
| InitTest1 | Создание итератора на непустом дереве |
| InitTest2 | Создание итератора на пустом дереве |
| InsertTest1 | Проверка работы итератора обхода в ширину |
| InsertTest2 | Проверка работы итератора обхода в глубину |
| ContainsTest1 | Проверка поиска существующего элемента в непустом дереве |
| ContainsTest2 | Проверка поиска несуществующего элемента в непустом дереве |
| ContainsTest3 | Проверка поиска элемента в пустом дереве |
| RemoveTest1 | Проверка удаления существующего элемента в непустом дереве |
| RemoveTest2 | Проверка удаления несуществующего элемента в непустом дереве |
| RemoveTest3 | Проверка удаления элемента в пустом дереве |

# Код программы

|  |
| --- |
| bst.h |
| #pragma once  #include "queue.h"  #include "stack.h"  #include "iterator.h"  #include "node.h"  class bft\_iterator : public Iterator {  private:  Node\* cur;  queue nodesQueue;  public:  bft\_iterator(Node\* root) {  cur = root;  if (cur != nullptr) {  nodesQueue.push(cur);  }  else {  throw "This tree is empty";  }  }  ~bft\_iterator() {  delete cur;  nodesQueue.clear();  }  int next() override {  if (nodesQueue.getSize() > 0) {  cur = nodesQueue.front();  nodesQueue.pop();  if (cur->left != nullptr) {  nodesQueue.push(cur->left);  }  if (cur->right != nullptr) {  nodesQueue.push(cur->right);  }  return cur->inf;  }  else cur = nullptr;  }  bool has\_next() override {  if (cur->left == nullptr && cur->right == nullptr) return false;  else return true;  }  };  class dft\_iterator : public Iterator {  private:  Node\* cur;  stack nodesStack;  bool flag = true;  public:  dft\_iterator(Node\* root) {  cur = root;  if (cur != nullptr) {  nodesStack.push(cur);  }  else {  throw "This tree is empty";  }  }  ~dft\_iterator() {  delete cur;  nodesStack.clear();  }  int next() override {  if (flag) {  flag = false;  Node\* temp = nodesStack.getTop();  nodesStack.pop();  return temp->inf;  }  if (cur->right != nullptr) nodesStack.push(cur->right);  if (cur->left != nullptr) cur = cur->left;  else  if (!nodesStack.isEmpty()) {  cur = nodesStack.getTop();  nodesStack.pop();  }  else cur = nullptr;  return cur->inf;  }  bool has\_next() override {  if (cur->left == nullptr && cur->right == nullptr) return false;  else return true;  }  };  class BST {  private:  Node\* root;  public:  BST() {  root = nullptr;  }  ~BST() {  clear(root);  }  bool contains(const int& value) {  if (root == nullptr) {  throw "This tree is empty";  return false;  }  Node\* temp = root;  while (value != temp->inf) {  if (value > temp->inf)  if (temp->right != nullptr) temp = temp->right;  else return false;  else  if (temp->left != nullptr) temp = temp->left;  else return false;    }  return true;  }  void insert(const int& value) {  if (root == nullptr) root = new Node(value, nullptr, nullptr);  else {  Node\* temp = root;  while (true) {  if (value > temp->inf)  if (temp->right != nullptr) temp = temp->right;  else {  temp->right = new Node(value, nullptr, nullptr);  break;  }  else  if (temp->left != nullptr) temp = temp->left;  else {  temp->left = new Node(value, nullptr, nullptr);  break;  }  }  }  }  void remove(const int& value) {  if (root == nullptr) throw "This tree is empty";  if (!contains(value)) throw "This element isn`t in tree";  else {  Node\* cur = root, \*prev = nullptr;  while (value != cur->inf) {  prev = cur;  if (value < cur->inf) cur = cur->left;  else cur = cur->right;  }  if (cur->left == nullptr && cur->right == nullptr) {  if (prev->left->inf = cur->inf) prev->left = nullptr;  else prev->right = nullptr;  delete cur;  }  else  if (cur->left != nullptr && cur->right != nullptr) {  Node\* temp;  if (cur->right->left != nullptr) {  temp = cur->right->left;  cur->inf = temp->inf;  cur->right->left = nullptr;  }  else {  temp = cur->right;  cur->inf = temp->inf;  Node\* new\_Node = new Node(temp->right->inf, temp->right->left, temp->right->right);  cur->right = new\_Node;  }  delete temp;  }  else {  if (cur->left != nullptr) {  cur->inf = cur->left->inf;  delete cur->left;  cur->left = nullptr;  }  else {  cur->inf = cur->right->inf;  delete cur->right;  cur->right = nullptr;  }  }  }  }  void clear(Node\* toDelete) {  if (toDelete != nullptr) {  clear(toDelete->left);  clear(toDelete->right);  delete toDelete;  }  }  Iterator\* create\_bft\_iterator() {  return new bft\_iterator(root);  }  Iterator\* create\_dft\_iterator() {  return new dft\_iterator(root);  }  }; |
| Main.cpp |
| #include <iostream>  #include "bst.h"  using namespace std;  int main() {  BST bst;  int arr[10] = { 7, 4, 9, 1, 6, 8, 0, 3, 5, 2};  for (int i = 0; i < 10; i++) bst.insert(arr[i]);  Iterator\* iter = bst.create\_dft\_iterator();  for (int i = 0; i < 10; i++) {  cout << iter->next();  //cout << bst.contains(arr[i]) << endl;  }  bst.remove(1);  cout << bst.contains(1);  return 0;  } |
| BSTUnitTest.cpp |
| #include "pch.h"  #include "CppUnitTest.h"  #include "../laba3/bst.h"  using namespace Microsoft::VisualStudio::CppUnitTestFramework;  namespace BSTUnitTest  {  TEST\_CLASS(BSTUnitTest)  {  public:  BST bst;  TEST\_METHOD(InitTest1)  {  bst.insert(1);  Iterator\* iter = bst.create\_dft\_iterator();  Assert::IsTrue(iter->next() == 1);  }  TEST\_METHOD(InitTest2)  {  try  {  bst.create\_dft\_iterator();  }  catch (const char\* warning)  {  Assert::AreEqual(warning, "This tree is empty");  }  }  TEST\_METHOD(InsertTest1)  {  int arr[10] = { 7, 4, 9, 1, 6, 8, 0, 3, 5, 2 };  for (int i = 0; i < 10; i++) bst.insert(arr[i]);  Iterator\* iter = bst.create\_bft\_iterator();  for (int i = 0; i < 10; i++) Assert::IsTrue(arr[i] == iter->next());  }  TEST\_METHOD(InsertTest2)  {  int arr[10] = { 7, 4, 1, 0, 3, 2, 6, 5, 9, 8 };  for (int i = 0; i < 10; i++) bst.insert(arr[i]);  Iterator\* iter = bst.create\_dft\_iterator();  for (int i = 0; i < 10; i++) Assert::IsTrue(arr[i] == iter->next());  }  TEST\_METHOD(ContainsTest1)  {  int arr[10] = { 7, 4, 9, 1, 6, 8, 0, 3, 5, 2 };  for (int i = 0; i < 10; i++) {  bst.insert(arr[i]);  Assert::IsTrue(bst.contains(arr[i]));  }  }  TEST\_METHOD(ContainsTest2)  {  int arr[10] = { 7, 4, 9, 1, 6, 8, 0, 3, 5, 2 };  for (int i = 0; i < 10; i++) bst.insert(arr[i]);  Assert::IsFalse(bst.contains(11));  }  TEST\_METHOD(ContainsTest3)  {  try  {  bst.contains(1);  }  catch (const char\* warning)  {  Assert::AreEqual(warning, "This tree is empty");  }  }  TEST\_METHOD(RemoveTest1)  {  int arr[10] = { 7, 4, 9, 1, 6, 8, 0, 3, 5, 2 };  for (int i = 0; i < 10; i++) bst.insert(arr[i]);  bst.remove(1);  Assert::IsFalse(bst.contains(1));  }  TEST\_METHOD(RemoveTest2)  {  int arr[10] = { 7, 4, 9, 1, 6, 8, 0, 3, 5, 2 };  for (int i = 0; i < 10; i++) bst.insert(arr[i]);  try  {  bst.remove(11);  }  catch (const char\* warning)  {  Assert::AreEqual(warning, "This element isn`t in tree");  }  }  TEST\_METHOD(RemoveTest3)  {  try  {  bst.remove(1);  }  catch (const char\* warning)  {  Assert::AreEqual(warning, "This tree is empty");  }  }  };  } |
| Iterator.h |
| #pragma once  class Iterator {  public:  virtual int next() = 0;  virtual bool has\_next() = 0;  }; |
| Queue.h |
| #pragma once  #include "elem.h"  class queue {  private:  size\_t size;  Elem\* begin, \* end;  public:  queue() {  size = 0;  begin = nullptr;  end = nullptr;  }  ~queue() {  clear();  }  Node\* front() {  return begin->value;  }  Node\* back() {  return end->value;  }  bool isEmpty() {  if (size == 0) return true;  else return false;  }  size\_t getSize() {  return size;  }  void push(Node\* value) {  Elem\* temp = new Elem(value, nullptr);  if (isEmpty()) begin = temp;  else end->next = temp;  end = temp;  size++;  }  void pop() {  Elem\* temp = begin;  begin = begin->next;  delete temp;  size--;  }  void clear() {  while (!isEmpty()) pop();  }  }; |
| Node.h |
| #pragma once  class Node {  public:  Node\* left, \* right;  int inf;  Node() {  inf = 0;  left = nullptr;  right = nullptr;  }  Node(const int& node\_inf, Node\* node\_left, Node\* node\_right) {  inf = node\_inf;  left = node\_left;  right = node\_right;  }  ~Node() {}  }; |
| Elem.h |
| #pragma once  #include "node.h"  class Elem {  public:  Elem\* next;  Node\* value;  Elem(Node\* elem\_value, Elem\* elem\_next) {  value = elem\_value;  next = elem\_next;  }  ~Elem() {  delete value;  }  }; |
| Stack.h |
| #pragma once  #include "elem.h"  class stack {  private:  size\_t size;  Elem\* top;  public:  stack() {  size = 0;  top = nullptr;  }  ~stack() {  clear();  }  Node\* getTop() {  return top->value;  }  void pop()  {  Elem\* temp = top;  top = top->next;  delete temp;  size--;  }  void push(Node\* value) {  top = new Elem(value, top);  size++;  }  size\_t getSize() {  return size;  }  bool isEmpty() {  if (size == 0) return true;  else return false;  }  void clear() {  while (!isEmpty()) pop();  }  }; |

# Пример работы
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# Вывод

При выполнении данной лабораторной работы я познакомился с реализацией различных алгоритмов для двоичного дерева поиска