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# Nuestro Dataset

En este primer apartado se hará una introducción a nuestro dataset y al porqué sobre la necesidad de aplicar distintos algoritmos de aprendizaje automático para la solución de problemas tales como el diagnóstico y el pronóstico.

Se explicará tanto la historia (brevemente) como el formato de los datos, su dominio y el tratamiento inicial de los datos para empezar a trabajar con los algoritmos de aprendizaje automático. Si bien, la lectura que viene a continuación no es obligada pero si interesante para entender lo hecho en los algoritmos.

## Introducción

Nuestro dataset nace de la mano del Dr. Wolberg, un doctor de la universidad de Wisconsin que usaba los datos clínicos de sus pacientes desde 1989 hasta 1991. Los datos que refleja nuestro dataset se corresponden al uso de un método de separación de patrones multicapa para el diagnóstico del cáncer de mama. Gracias a este método, el doctor podía clasificar las diferentes variables del cáncer y aplicarles un valor numérico cuantificable.

Aunque empezó siendo un dataset de 367 instancias, acabó siendo lo que es hoy desde 1991, 699 instancias. Todos los usos anteriores mencionados en la documentación del dataset son anteriores a 1991 y por lo tanto hechos con menos instancias.

## Los datos

Como ya se ha dicho antes, el dataset contiene 699 instancias, las cuales poseen 10 atributos más 1 que define la clase.

|  |  |  |
| --- | --- | --- |
| Número | Atributo | Dominio |
| 1 | Sample code number | ID |
| 2 | Clump Thickness | 1 - 10 |
| 3 | Uniformity of Cell Size | 1 - 10 |
| 4 | Uniformity of Cell Shape | 1 - 10 |
| 5 | Marginal Adhesion | 1 - 10 |
| 6 | Single Epithelial Cell Size | 1 - 10 |
| 7 | Bare Nuclei | 1 - 10 |
| 8 | Bland Chromatin | 1 - 10 |
| 9 | Normal Nucleoli | 1 - 10 |
| 10 | Mitoses | 1 - 10 |
| 11 | Class | 2 = benign  4 = malignant |

No es interesante, para nosotros, conocer el significado de cada uno de los atributos, aunque si es recomendable para tener un conocimiento global sobre el objeto de estudio.

Además, cabe destacar que en el dataset hay 16 instancias con atributos perdidos, es decir, ciertos atributos tienen un valor ‘?’ en su valor, denotando que, en el momento de creación de la instancia, no se tenía muy claro su valor.

Por último, hablar sobre la distribución de las clases: el 65.5% son instancias benignas (458), mientras que el 34.5% restante corresponden a instancias malignas (241). Esta distribución es importante tenerla en cuenta, ya que puede ser que los datos no estén bien distribuidos a lo largo del dataset.

## Procesado de los datos

Antes de empezar a aplicar nuestro algoritmos de aprendizaje automático hay que tratar los datos, ya que tal y como están no son usables.

Para empezar, salta a la vista que el atributo *Sample Code Number* nos sobra para el correcto funcionamiento de los algoritmos, ya que su valor no guarda relación con el resultado de la clase, así que directamente podemos eliminar ese atributo.

Para eliminarlo, primero tenemos que leer los datos. Como se recordará, hay ciertas instancias que tienen valores ‘?’ en sus atributos. Estos valores serán sustituidos por 0 por comodidad, no son relevantes en el correcto funcionamiento ya que son muy pocos.

*bcwdata = dlmread( "breast-cancer-wisconsin.data" , "," );*

*bcwdataC = columns( bcwdata );*

*bcwdata = bcwdata( : , [2:bcwdataC] );*

*bcwdataC = columns( bcwdata );*

*bcwdataR = rows( bcwdata );*

*bcwdataX = bcwdata( : , [1:bcwdataC-1] );*

*bcwdataY = bcwdata(: , bcwdataC );*

Con este código es suficiente para tratar los datos tal y como exponemos arriba. Solo queda el tratamiento de la clase: que venga denotada por 2 y 4… no nos gusta.

Para facilitar la lectura, usaremos un código binario para describir si un cáncer en benigno o maligno (0 y 1 respectivamente). Esto es mucho más fácil de lo que se cree, solo es necesaria una línea de código.

*bcwdataY = ( bcwdataY == 4 );*

Fácil ¿verdad? Ahora si que tenemos nuestros datos completamente tratados. Ya podemos pasar a usar los algoritmos de aprendizaje automático que hemos aprendido en la asignatura. Pero antes, vamos a crear algunas variables que nos serán de utilidad durante las pruebas.

*lambda = [0.001 , 0.003 , 0.01 , 0.03 , 0.1 , 0.3 , 1 , 3 , 10 , 30 , 100 , 300 ];*

*BESTlambda = 0; #Mejor valor de lambda encontrado*

*BESTprc = 0; #Mejor porcentaje de ejemplos bien clasificados*

*num\_et = length(unique(bcwdataY)); #Número de etiquetas de clasificación*

Ahora si estamos preparados para comenzar a probar diferentes configuraciones con los algoritmos propuestos.

# Los algoritmos

Como nuestro problema es un problema de clasificación, podemos usar más de la mitad de los algoritmos aprendidos en clase. Estos algoritmos son:

* Regresión logística
* Redes neuronales
* *Support Vector Machines*

Los iremos viendo por orden, explicando el proceso seguido de ejecución y las motivaciones encontradas para hacer una cosa u otra. Se mostrarán también datos y gráficas que ayudarán a la comprensión de los datos obtenidos.

En principio todos los algoritmos siguen el mismo principio:

* Primero se hará una ejecución sin regularizar con el dataset. Los datos obtenidos se mostrarán así como las gráficas de sesgo y varianza.
* Dependiendo del resultado de los primeros datos y las gráficas, se usarán distintos métodos para solucionar los posibles errores de sesgado o varianza sin reducir, en la medida de lo posible (o mejorando), el resultado inicial.

## Regresión logística

Empezamos a usar nuestros algoritmos con el primer algoritmo que vimos de clasificación, ya que nuestro dataset es de ese tipo: **Regresión Logística**.

Primero de todo, haremos una ejecución normal, sin parámetro de regularización o *lambda* igual a 0 y miraremos su curva de aprendizaje para ver si peca de sesgado o de varianza. El dataset se dividirá en 2 porciones: un 70% para ejemplos de entrenamiento y un 30% para ejemplos de validación.

La ejecución resultó en **la gráfica 1** que se expone más abajo y, como se puede observar, tenemos un problema de sesgado. Esto lo sabemos porque la gráfica acaba convergiendo para valores altos del número de ejemplos.
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Figura 1: Ejecución normal del algoritmo de regresión logística sin parámetro de regularización.

¿Cómo podemos solucionar este problema? Tenemos dos posibles soluciones a nuestro problema y, por supuesto, veremos todas ellas:

* Aumentar polinómicamente el número de características.
* Aumentamos el parámetro *lambda* o índice de regularización.

Empezaremos con el aumento polinomial.

### Aumento polinomial de características

La motivación para usar este método es que incrementando el grado de nuestra hipótesis (aumentando el número de características) conseguimos disminuir el sesgado, resolviendo así nuestro problema.

Para poder realizar la combinatoria que supone el incremento polinomial de atributos, se ha uso la biblioteca ***specfun***, más concretamente, la función ***multinom***, que lo que hace es generar, con unos valores **X** y un **grado** pasados por referencia, la combinatoria de **X** con grado **grado.**

*function [y, alpha] = multinom(x,n,sortmethod)*

*[nT, m] = size(x);*

*if nargin > 2 alpha = multinom\_exp(m,n,sortmethod);*

*else alpha = multinom\_exp(m,n);*

*end*

*na = size(alpha,1);*

*y = reshape( prod(repmat(x,na,1).^kron(alpha,ones(nT,1)),2) ,nT,na);*

*end*

Para más información, en la parte de **Referencias** se incluirá un link a la biblioteca.

Ya podemos empezar la prueba. Se prueban con varios grados pero, a partir de 5, el cálculo se hace insoportable para el ordenador.

*degrees=[2, 3, 4, 5];*

*for i=1:length(degrees)*

*Xaux = multinom(bcwdataX, degrees(i));*

*[Xfin, mu, sigma] =featureNormalize(Xaux);*

*[Xtrain,Xval,Xtest,ytrain,yval,ytest] = datasetPart(Xfin, bcwdataY, 0.7, 0.3, 0.0);*

*Xtrain = bsxfun(@minus, Xtrain, mu);*

*Xtrain = bsxfun(@rdivide, Xtrain, sigma);*

*Xval = bsxfun(@minus, Xval, mu);*

*Xval = bsxfun(@rdivide, Xval, sigma);*

*learningCurve(Xtrain, ytrain, 0, Xval, yval, 100);*

*end*

Donde la función ***datasetPart*** es de creación propia y ***learningCurve*** ha sido modificada de la original presentada en clase.

La primera función divide el dataset en 3 porciones con los porcentajes enviados por parámetro. Así, la primera, con 0`7, serían los **Xtrain** y el 0’3 sería el **Xval**.

*function [Xtrain, Xval, Xtest, ytrain, yval, ytest] = datasetPart(X, y, trainPrc, valPrc, testPrc)*

*XtrainL = (trainPrc)\*rows(X);*

*XvalL = (valPrc)\*rows(X);*

*XtestL = (testPrc)\*rows(X);*

*if(ceil(XtrainL)-XtrainL < 0.5) XtrainL = ceil(XtrainL);*

*else XtrainL = floor(XtrainL);*

*endif*

*###LO MISMO PARA Xval y Xtest ###*

*endif*

*Xtrain = X(1:XtrainL,:);*

*Xval = X(XtrainL+1:(XtrainL+XvalL),:);*

*Xtest = X((XtrainL+1+XvalL):(XtrainL+XvalL)+XtestL,:);*

*ytrain = y(1:XtrainL,:);*

*yval = y(XtrainL+1:(XtrainL+XvalL),:);*

*ytest = y((XtrainL+1+XvalL):(XtrainL+XvalL)+XtestL,:);*

*endif*

*endfunction*

El cambio principal que se ha realizado en ***learningCurve*** es la inclusión de la función de regresión logística, por eso, considero innecesario colocar aquí el código. En base, es igual que el presentado en las memorias de las prácticas anteriores.

Tras la ejecución del bucle para varios grados los resultados obtenidos fueron:

|  |  |
| --- | --- |
| Degree = 2 | Degree = 3 |
|  |  |
| Degree = 4 | Degree = 5 |
|  |  |

Es notable la mejora en el sesgado conforme aumentamos el número de características. Para un grado 5, que es el máximo que hemos probado, ya se ve la diferencia comparándolo con 2.

#### Conclusión

No merece la pena la mejora obtenida con respecto al tiempo de ejecución que conlleva. Creo que es mejor mantener un valor de grado 1 y probar otros métodos. Aún nos queda el índice de regularización.

En el peor de los casos, si la regularización no da los frutos que queremos, siempre podemos mezclar el aumento polinomial con la regularización.

### Regularización

La técnica llamada regularización nos permite reducir el sobreajuste. Consiste en reducir la importancia de los parámetros **Theta** que aparecen en la función de coste.

Sabiendo esto, aumentaremos nuestra **Theta** hasta un valor que nos deje de dar las prestaciones que nos venía dando la regresión logística, con un **100%** **de los datos bien clasificados.**

*parts=[0.6,0.2,0.2];*

*for j=1:rows(parts)*

*for i=1:length(lambda)*

*[Xtrain,Xval,Xtest,ytrain,yval,ytest] = datasetPart(bcwdataX, bcwdataY, parts(j,1), parts(j,2), parts(j,3));*

*learningCurve(Xtrain, ytrain, lambda(i), Xval, yval, 100);*

*[theta, cost] = logReg(Xtest, ytest, lambda(i));*

*prc = check(Xtest, ytest, theta);*

*if BESTprc <= prc*

*BESTprc = prc;*

*BESTlambda = lambda(i);*

*endif*

*end*

*end*

Como se puede ver arriba, se probará con la distribución 0’6-0’2-0’2 Donde el último valor se usará para el **Xtrain**, aquellos ejemplos que se usarán para ver como de buena es nuestra hipótesis.

Al final de la ejecución, el resultado fue:

|  |  |
| --- | --- |
| Lambda = 3 | |
|  | |
| Lambda = 0.001 | **Lambda = 300** |
|  |  |

Creo que sobran las palabras ¿Verdad? La mejora obtenida con *lambda 3* es infinitamente mejor que la obtenida con el incremento polinomial. En la figura de arriba, se tiene la comparativa entre el menor de las lambdas y el mayor de los mismos probados.

Nos quedamos con *lambda 3* porque es la mayor de las lambdas que aún nos ofrece un **100% de resultados** en la clasificación.

#### Conclusión

No nos hace falta para nada el incremento polinomial. Si queremos más características usaremos una Red Neuronal (En el apartado siguiente hablaremos de ello).

Siempre que sea posible, agregar un parámetro de regularización a nuestro problema hará que podamos manipular este a nuestro antojo, y tan solo modificando un valor.

## Redes neuronales

Lo primero que debemos hacer para toda red neuronal (no solamente la de la práctica) es buscar la arquitectura idónea para nuestra red. Esta arquitectura será la que de mejores resultados, obviamente.

Toda red neuronal se ve definida por tres factores:

* Número de nodos de entrada: Corresponde al número de características que tiene nuestro dataset o conjunto de ejemplos de entrenamiento. En nuestro caso es fácil descubrirlo, solo hace falta mirar el número de columnas de **X**
* Número de nodos de salida: Corresponde al número de clases o etiquetas que tiene nuestro dataset. En nuestro caso, las dos clases que tenemos son benigno y maligno, por lo tanto, el número de nodos de salida será 2.

*entradas = bcwdataC;*

*salidas = num\_et;*

Es aquí donde se hace uso de las variables **bcwdataC** y **num\_et**, creadas al principio de nuestro ***script*** con la excusa de que nos serían útiles durante la prueba.

* Número de nodos/capas ocultos: Estos nodos son los encargados del tratamiento de los datos haciendo uso de nuestras hipótesis **Theta1** y **Theta2**, que transforman los datos de entrada a ocultos y de ocultos a salida respectivamente.

Aquí es donde radica toda la elección de nuestra arquitectura. Por regla general, lo mejor es añadir muchas capas/nodos y hacer varias iteraciones en la retropropagación (explicada en la memoria de Redes Neuronales). Por eso, en nuestra ejecución, vamos a probar varias iteraciones y varias capas/nodos ocultos.

La ejecución de las redes neuronales tardaba muchísimo tiempo, además, si encadenabas dos bucles para ver la mejor relación entre parámetros, muchísimo más.

Es por eso que, para no tener que estar pendiente de cuando salían los resultados para lanzar a ejecución otros, hice todo de golpe.

*for i = 1:length(lambda)*

*for j = 1:length(oc) for k = 1:length(it)*

*theta1 = pesosAleatorios(entradas,oc(j));*

*theta2 = pesosAleatorios(oc(j),salidas);*

*[Xtrain,Xval,Xtest,ytrain,yval,ytest] = datasetPart(bcwdataX, bcwdataY, 0.6, 0.2, 0.2);*

*options = optimset('MaxIter', it(k));*

*coste = @(p) costeRN(p, entradas, oc(j), salidas, Xtrain, ytrain, lambda(i));*

*matriz\_enrollada = rolling(theta1,theta2);*

*gradiente = fmincg(coste, matriz\_enrollada, options)*

*grad1 = reshape(gradiente(1:oc(j) \* (entradas + 1)), …*

*oc(j), (entradas + 1));*

*grad2 = reshape(gradiente((1 + (oc(j) \* (entradas + 1))):end), ...*

*salidas, (oc(j) + 1));*

*prc = checkNeural(Xtest, ytest, grad1, grad2, entradas, oc(j), salidas) ;*

*printf("For(%i) %i hiddens and lambda %f: %f\n", it(k), oc(j), lambda(i), prc);*

*fflush(stdout);*

*if BESTprc <= prc*

*BESTprc = prc;*

*BESTlambda = lambda(i);*

*BESToc = oc(j); BESTit = it(k);*

*endif*

*learningCurveRN(Xtrain, ytrain, lambda(i), Xval, yval, it(k), entradas, oc(j), salidas);*

Aquí vemos un triple bucle que calcula a la vez cual es el mejor número de capas ocultas para el mejor número de iteraciones junto con el mejor lambda. Todo de golpe.

Como ya habíamos hecho una primera ejecución en regresión logística no nos hacía falta hacerlo de nuevo para saber que teníamos un problema de sesgado, así que directamente probamos a aumentar la *lambda* que, como recordareis, fue lo que mejor resultados nos dio.

Decidimos en cada iteración cual es el mejor de cada uno observando el porcentaje de elementos bien clasificados en todo momento. A continuación, habrá una tabla con los datos obtenidos más significativos:

|  |  |
| --- | --- |
| Iteraciones = 10 | Iteraciones = 40 |
|  |  |
| Iteraciones = 160 | **Iteraciones = 320** |
|  |  |

En las gráficas de arriba vemos cómo cambia el aprendizaje con la misma lambda, distinto número de iteraciones y mismo número de capas ocultas. Aunque parezca que el número de iteraciones con las gráficas no es determinante en absoluto, en el apartado de conclusiones expongo el porqué de este problema y porque no pude solucionarlo aunque lo intenté.

|  |  |
| --- | --- |
| Capas ocultas = 200 | Capas ocultas = 2000 |
|  |  |
| Capas ocultas = 6000 | **Ampliación 6000** |
|  |  |

En las gráficas de arriba vemos cómo cambia el aprendizaje con la misma lambda, mismo número de iteraciones y distinto número de capas ocultas. Se puede observar, gracias a la ampliación de 6000 como empieza a notarse que los ejemplos de entrenamiento empiezan a superar a los de validación. Aun así, no es el resultado que esperaba. Lo mismo que antes, la explicación, en conclusiones.

|  |  |
| --- | --- |
| Lambda = 0.001 | Lambda = 300 |
|  |  |

En las gráficas de arriba vemos cómo cambia el aprendizaje con distinta lambda, mismo número de iteraciones y mismo número de capas ocultas. Se han mostrado los resultados del lambda más pequeño probado y del más grande. Ahora si se nota la diferencia. Vemos como, de nuevo aumentar el índice de regularización mejora notablemente el rendimiento de nuestro algoritmo.

Aún con todo lo mostrado, seguimos con el mismo problema: la red no clasifica todo lo bien que pudiera nuestro dataset: El máximo valor que se ha alcanzado ha sido 75% y ha sido alcanzado por cualquier Nº de iteraciones, 160 o 320 capas ocultas y cualquier lambda. El peor valor obtenido fue 61,428%, para el Nº de iteraciones 10, lambda 0.001 y capas ocultas 200.

#### Conclusiones

Navegando un poco por internet para saber porque clasificaba “tan mal” (viendo los resultados de la regresión logística) mi dataset las redes neuronales descubrí que las redes neuronales son muy variantes dependiendo de la naturaleza de los dataset. Por ejemplo, el dominio de los atributos, cuantos atributos tiene…

Si estos valores eran muy pequeños o poco cambiantes, entonces harán falta muchas iteraciones y muchos nodos ocultos para poder obtener unos resultados esperados. Cuando se dice “pequeños o poco cambiantes” se refiere al número de atributos y a su dominio respectivamente.

Las redes neuronales funcionan tan bien en reconocimiento de imágenes por ese motivo: la cantidad de datos que puede albergar un pixel (todo su dominio flotante) comparado con los 9 valores que puede tomar mi dataset se queda corto. Lo mismo pasa con el número de atributos.

Probé enseguida a realizar el cálculo con muchas más iteraciones (+1000) y con un número de capas ocultas ingente (+5000), pero no pude obtener ningún valor válido pues siempre aparecía lo mismo:

*Iteration 1550 | Cost: Nan995e-06 1 | Cost: 1.9264e-01*

*Iteration 1550 | Cost: Nan033e-07 1 | Cost: 5.7408e-01*

*Iteration 1550 | Cost: Nan010e-02 1 | Cost: 5.6602e-01*

*Iteration 1550 | Cost: Nan986e-02 1 | Cost: 6.5620e-01*

*Iteration 1550 | Cost: Nan073e-02 1 | Cost: 5.8547e-01*

*Iteration 1550 | Cost: Nan380e-02 1 | Cost: 5.3075e-01*

*Iteration 1550 | Cost: Nan516e-02 1 | Cost: 6.4894e-01*

*Iteration 1550 | Cost: Nan858e-03 1 | Cost: 7.4242e-01*

Esos valores con **Nan** no resultaban válidos de cara al programa, por eso, no pude obtener ningún dato. Tuve que dejar de aumentar las iteraciones por este problema que intenté buscar solución pero no encontraba nada.

Por todo lo contado anteriormente creo que podemos sacar dos conclusiones bastante satisfactorias.

* Para datasets con pocos atributos o poco dominio de los mismos, lo mejor es aplicar una regresión logística. El tiempo computacional es mucho mejor y, aunque con las redes neuronales potencialmente puedes obtener mejores resultados, su gasto computacional es enorme.
* Para dataset con muchos atributos y mucho dominio de los mismos, lo mejor es una red neuronal. Gracias a las propiedades de la misma puedes “jugar con su arquitectura” y probar distintas redes para ver cuál es la que mejor se adapta, no solo a tu dataset actual, si no a futuras ampliaciones del mismo.

## *Support Vector Machines*

Debido a los problemas que hubo con el algoritmo suministrado en clase, yo y otros compañeros tuvimos que descargarnos de internet la librería ***libsvm*** para poder realizar la prueba de las *Support Vector Machine.*

Aprovechando que tenía que usar una biblioteca nueva con varias opciones no vistas en clase, aproveché para indagar más sobre estas y usarlas en mi algoritmo. Ahora pasaré a hablar de ellas.

### Comprobar el mejor C y sigma

Una cosa que no sabemos si podemos hacerlo con el código suministrado es la elección del mejor parámetro **C** y el mejor parámetro **sigma** para el kernel gaussiano, así que vamos a comprobarlo y, dependiendo del valor que nos salga, sabremos si se puede hacer o no.

Para ello, hay que entrenar primero con ***svmtrain*** y comprobar el modelo generado con ***svmpredict***.

*CJ = [0.001,0.003,0.01,0.03,0.1,0.3,1,3,10,30];*

*total = rows(bcwdataX);*

*BEST\_C = 0.001;*

*prctj = 0;*

*for i = 1:length(CJ)*

*printf("Calculo del modelo de SVM para C = %f y sigma = %f\n", CJ(i), CJ(j));*

*models(i,j) = svmTrain(bcwdataX, bcwdataY, CJ(i), @linearKernel, 1e-3, 20);#@(x1,x2) gaussianKernel(x1,x2,CJ(j)));*

*printf("Validando resultado...\n");*

*tmp = sum(svmPredict(models(i,j), bcwdataX) == bcwdataY)/total;*

*if prctj < tmp*

*prctj = tmp*

*BEST\_C = CJ(i);*

*end;*

*end;*

El resultado de ejecutar este código resulta un tanto raro. El número de ejemplos bien clasificados es el mismo sea cual sea el valor de **C (34.47%)**. Creo que, efectivamente, esto es debido al código usado. Este estaba pensado para ser usado en un dataset compuesto de 0 y 1 lógicos organizados en un vector.

El programa al ejecutarse ya nos estaba avisando de que algo no iba bien (están marcados en rojo los mensajes.

*Calculo del modelo de SVM para C = 0.001000 y sigma = 0.001000*

*warning: value not equal to 1 or 0 converted to logical 1*

*Training ........ Done!*

*Validando resultado...*

*prctj = 0.34478*

*Actualizando el mejor valor de C = 0.001000 y sigma = 0.001000...*

*Calculo del modelo de SVM para C = 0.001000 y sigma = 0.003000*

*warning: value not equal to 1 or 0 converted to logical 1*

*Training ........ Done!*

*Validando resultado...*

*Calculo del modelo de SVM para C = 0.001000 y sigma = 0.010000*

*warning: value not equal to 1 or 0 converted to logical 1*

*Training ........ Done!*

*Validando resultado...*

No nos queda otra que usar la biblioteca ***libsvm***.

### Usando ***libsvm***

En **Referencias** incluiré un enlace a la página donde puede ser descargado la librería. Esta, se compone de varias funciones pensadas para varios lenguajes de programación como Java y MATLAB. Para nosotros, el único interesante es el de MATLAB, que es el que usaremos.

Indagando un poco descubro una herramienta bastante particular: **SVM-TOY**, un interfaz gráfico de plotting para dataset con algoritmos de svm. Me pareció una herramienta curiosa ya que, con unos pocos comandos y un data set (convertido el formato eso sí), puedes comparar distintos kernels, valores de C, sigmas… todo lo relacionado con las SVM’s.

Lo primero, para empezar a usarlo, es modificar el archivo de texto de nuestro dataset. Para ello, se especificó una función que convierte mi dataset en el buscado por el programa.

*fid = fopen('data.txt', 'w');*

*for i=1:rows(bcwdataX)*

*if(bcwdataY(i) == 0)*

*fprintf(fid, '1 ');*

*else*

*fprintf(fid, '2 ');*

*end*

*for j=1:columns(bcwdataX)*

*fprintf(fid, '%i:%f ', j, bcwdataX(i,j)/10);*

*end*

*fprintf(fid, '\n');*

*end*

*fclose(fid);*

Este programa transforma nuestra matriz de datos en un archivo de texto legible por el programa:

*1000025,5,1,1,1,2,1,3,1,1,2*

*1002945,5,4,4,5,7,10,3,2,1,2*

*1015425,3,1,1,1,2,2,3,1,1,2*

*1016277,6,8,8,1,3,4,3,7,1,2*

*1017023,4,1,1,3,2,1,3,1,1,2*

*1017122,8,10,10,8,7,10,9,7,1,4*

*1018099,1,1,1,1,2,10,3,1,1,2*

*1018561,2,1,2,1,2,1,3,1,1,2*

*1033078,2,1,1,1,2,1,1,1,5,2*

*1033078,4,2,1,1,2,1,2,1,1,2*

*1035283,1,1,1,1,1,1,3,1,1,2*

*1036172,2,1,1,1,2,1,2,1,1,2*

*1041801,5,3,3,3,2,3,4,4,1,4*

*1 1:0,500000 2:0,100000 3:0,100000 4:0,100000 5:0,200000 6:0,100000 7:0,300000 8:0,100000 9:0,100000*

*1 1:0,500000 2:0,400000 3:0,400000 4:0,500000 5:0,700000 6:1,000000 7:0,300000 8:0,200000 9:0,100000*

*1 1:0,300000 2:0,100000 3:0,100000 4:0,100000 5:0,200000 6:0,200000 7:0,300000 8:0,100000 9:0,100000*

*1 1:0,600000 2:0,800000 3:0,800000 4:0,100000 5:0,300000 6:0,400000 7:0,300000 8:0,700000 9:0,100000*

*1 1:0,400000 2:0,100000 3:0,100000*

El segundo archivo tiene el siguiente formato por fila:

***<Nº de clase> <Nºde atributo>:<valor atributo>***

Con el formateo hecho, lanzamos a ejecución el nuevo archivo para ver cómo se comporta el programa.

![](data:image/png;base64,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)

El programa ejecuta por debajo la función ***svmtrain*** para generar el modelo igual a como lo hacíamos nosotros en la Práctica 6. El cuadro de texto que hay abajo sirve para introducir los comandos que se ejecutarán cuando clickemos en ‘*run*’.

Hay muchos comandos, pero solo usaremos unos cuantos. Los comandos que usaremos y su significado:

* **-t**: Establece que kernel va a ser usado:
  + 0 = Kernel lineal
  + 1 = Kernel Gaussiano
  + 2 = Radial basis function
  + 3 = Sigmoide
* **-c**: Establece el valor de C que quieres usar

Vamos a comprobar la diferencia entre usar una C u otra en kernel lineal.

|  |  |
| --- | --- |
| C = 0,01 | C = 0,1 |
|  |  |
| C = 1 | **C = 10** |
|  |  |

Es bastante visible como afecta el parámetro **C** a la correcta clasificación de los datos. Para saber el número de ejemplos bien clasificados podemos usar nosotros en un programa de usuario tanto la función ***svmtrain*** como ***svmpredict***.

*model = svmtrain(double(bcwdataX), double(bcwdataY), '-t 0 -c 1 -q');*

*tmp = svmpredict(zeros(rows(bcwdataY),1), double(bcwdataY), model,'-q ')*

Con esto, el resultado es que el porcentaje de aciertos es de **84.37%**  para C = 1 y de **87.5%** para C = 10.

Igual que hemos hecho con el kernel lineal, lo haremos con todos los kernels:

* **Kernel polinomial: (sigma\*u'\*v + coef0)^degree**

Para este kernel haremos uso de nuevos comandos para especificar el grado polinomial del entrenamiento. Como es habitual pensar, un kernel polinomial se ajustará mucho mejor a nuestros ejemplos de entrenamiento ya que, como se muestra arriba, un kernel lineal no se ajusta perfectamente.

* + **–d**: Establece el grado del polinomio a usar (3 por defecto)
  + **–g:** Establece el valor de sigma.
  + **–r:** Establece el valor de coef.

Estableceremos, ahora, las diferencias notables cambiando cada uno de los parámetros.

|  |  |
| --- | --- |
| D = 12 | D = 24 |
|  |  |

Las imágenes de aquí son fruto de simplemente modificar el grado. Los demás valores se han mantenido en 1. Se puede observar cómo, al aumentar por 2 el grado, se sobreajusta el modelo. Hay que tener en cuenta que, aunque no se muestra en la figura, el programa tardó casi el doble en generar el modelo de grado 24.

|  |  |
| --- | --- |
| G = 2 | G = 10 |
|  |  |

Las imágenes de aquí son fruto de simplemente modificar el valor de sigma. Para d = 12 en los dos casos, se puede ver como el parámetro **sigma** puede modificar y mucho el resultado de la clasificación. Para un sigma de 2 (tan solo 2 veces más que antes) se puede observar como aumenta el sobre ajuste. Lo que ocurre cuando sigma = 10 simplemente es increíble.

|  |  |
| --- | --- |
| R = 2 | R = 10 |
|  |  |

Las imágenes de aquí con fruto de simplemente modificar el valor de coef. La verdad, es que no sé qué considerar de estos resultados, parece como si al aumentar el coeficiente, perdiese ajuste y, además, tardase mucho más en hacerlo.

Sabiendo como repercuten las distintas variables a nuestro ajuste, podemos sacar una combinación de las mismas que acierte casi el 100% de la clasificación, modificando también el parámetro C:
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Haciendo uso del código antes mostrado, nos sale una clasificación del **95.34%** Para d = 24, r = 1, g = 1 y C = 10.

* **Kernel de distancias: exp(-sigma\*|u-v|^2)**

Este kernel me recuerda al clustering. Generamos tantos puntos centrales como clases tenga nuestro algoritmo y, dependiendo de la cercanía de los puntos (denotada por la expresión de arriba) los clasifica como de una clase o de otra.

En este apartado solo haremos uso de sigma y de C, por lo que no saldrán tantas gráficas como antes.

|  |  |
| --- | --- |
| G = 1 | G = 10 |
|  |  |

Cuanto más alto es el parámetro sigma, menos permisivo es y necesitan los ejemplos estar más cerca del punto central, esto se puede observar muy bien gracias a las funciones de coste.
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En este caso, el número de ejemplos bien clasificados es **92.18%**, un resultado muy bueno, teniendo en cuenta que no tarda ni por asomo lo mismo que el polinomial y casi consigue los mismos resultados.

* **Kernel sigmoide: tanh(gamma\*u'\*v + coef0)**

Curioso lo de este kernel. Ya sabemos cómo funciona la función sigmoide, la hemos visto anteriormente. Para clasificar, toma la imagen de una hipérbole.

Probemos a ejecutarla con todos los parámetros a 1.

![](data:image/png;base64,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)

No parece que el resultado de esta función nos dé muy buenos resultados o, al menos, muy dispares a los ya obtenidos. Hagamos algunas ejecuciones de prueba para comprobar que esto es cierto.

|  |  |  |
| --- | --- | --- |
| C = 10 | G = 10 | R = 1 | C = 10 | G = 2 | R = 2 | C = 1 | G = 10 | R = 2 |
|  |  |  |

Como decíamos, los resultados no parecen ser buenos. Por eso, obviaremos este kernel que, además, no entraba dentro del temario de la asignatura.

## Conclusiones

Primero, una conclusión acerca de SVM: En relación con tiempo de cálculo y ejemplos bien clasificados, SVM se queda con el segundo puesto, por debajo de regresión logística. Pero, si tuviese que elegir un algoritmo, me quedaría con SVM. La cantidad de opciones que te permite es infinitamente mayor que regresión logística. Además, al hacer uso de modelos, no hace falta que relaciones dos atributos como en regresión logística para mostrar como clasifica el algoritmo.

Además, y a lo mejor la razón por la que más me ha gustado, ha sido por el uso de la herramienta SVM-TOY y los algoritmos de la biblioteca **libsvm**. No solo puedes usar más kernels de los aprendidos en la asignatura, si no que puedes jugar literalmente con los parámetros gracias a la herramienta mencionada.

# Ampliando contenido

Lo que viene a continuación no es más que una ampliación de los conocimientos aprendidos durante la asignatura. En el primer apartado, se intentará resolver, usando un dataset distinto, si una persona puede volver a tener cáncer de mama y, en caso de que así sea, en cuanto tiempo.

El segundo apartado, haremos uso de la herramienta Weka introducida en la parte de Big Data para comparar nuestros algoritmos con los resultados de Weka. De esta manera, sabremos si lo hemos hecho bien o podemos hacer algo más para mejorar.

## Dataset sobre el pronóstico

Este dataset es distinto al anterior: No tiene los mismos atributos ni el mismo número de ejemplos. Nos servirá para pronosticar el cáncer de mama.

Con una simple modificación del código, estamos listos para empezar con el pronóstico:

*bcwdata = dlmread("wpbc.data",",");*

*bcwdataC = columns(bcwdata);*

*bcwdata = bcwdata(:,[2:bcwdataC]);*

*bcwdataC = columns(bcwdata);*

*bcwdataR = rows(bcwdata);*

*bcwdataX = bcwdata(:,[2:bcwdataC]);*

*bcwdataY = bcwdata(:,1);*

*lambda = [0.0001,0.001,0.003,0.01,0.03,0.1,0.3,1,3,10,30,100,300];*

*BESTlambda =*

*BESTprc = 0;*

*for i=1:length(lambda)*

*[theta, cost] = logReg(bcwdataX, bcwdataY, lambda(i));*

*prc = check(bcwdataX, bcwdataY, theta);*

*if BESTprc <= prc*

*BESTprc = prc;*

*BESTlambda = lambda(i);*

*endif*

*end*

Como resultado de esta ejecución, nos sale que el mejor lambda es **0.0003**, que clasifica los datos con un **88’38%** de seguridad.

Con esto obtenido, podemos pasar a generar un algoritmo que nos diga si un dato es recurrente o no recurrente, esto es, si puede volver a padecer cáncer o no, y, en caso de ser recurrente, en cuanto tiempo podría mostrar síntomas.

*[theta, cost] = logReg(Xtest, ytest, BESTlambda);*

*for i=1:rows(Xtest)*

*equis = Xtest(i,:);*

*r = sigmoide(theta, [1,equis]);*

*if r < 0.5*

*printf("You're not recurrent!\n");*

*else*

*printf("You're recurrent...");*

*tetaOptima = pinv(transpose(Xtest)\* Xtest)\*transpose(Xtest)\*months;*

*tiempo = (hipotesis(tetaOptima, equis));*

*printf("Just in %f months\n", tiempo);*

*end*

*end*

Usamos la **regresión lineal** para averiguar el valor en meses en caso de ser recurrente y comprobamos si es recurrente o no recurrente con regresión logística.

En la práctica 1 de la asignatura, ya se habla de la regresión lineal en múltiples variables, que es la que hemos usado. Así, con una mezcla de conocimientos entre logística y lineal, se puede crear un programa que puede salvar vidas.

Para hacer una prueba, se han usado los ejemplos de entrenamiento 1, 32, 33, 34, 45, 43, 46, 89, 12, 78, 123, 134, 133 y 156:

*We use lambda = 0.000300 as the best lambda.*

*You're not recurrent!*

*You're not recurrent!*

*You're not recurrent!*

*You're not recurrent!*

*You're not recurrent!*

*You're recurrent...Just in 34.000000 months*

*You're not recurrent!*

*You're recurrent...Just in 17.000000 months*

*You're not recurrent!*

*You're not recurrent!*

*You're not recurrent!*

*You're not recurrent!*

*You're not recurrent!*

*You're recurrent...Just in 16.000000 months*

*Press intro to continue...*

El valor ha sido acertado para todos los valores excepto para el último, para el cual, el valor se ha excedido 2 meses.

Así, combinando **Regresión lineal** y **Regresión logística** podemos crear un programa que, no solo descubra si una persona puede volver a tener cáncer, si no en cuanto tiempo puede tenerlo.

## Extendiendo con Weka

Como se habló en clase, en la parte de Big Data, Weka es una herramienta que, entre otras muchas cosas, te permite cargar un dataset y aplicar distintos algoritmos al mismo, entre ellos, los usados en la asignatura.

Por ello, pensé ¿Por qué no usar la herramienta para ver como de bien he implementado los algoritmos? Así, podría ver si he cometido algún fallo o si puedo hacer más para mejorarlos. Solo se harán pruebas con redes neuronales y con regresión logística.

Empezaremos modificando nuestro dataset original para que Weka pueda entenderlo, al igual que hicimos con SVM-TOY. No voy a explicar el formato de Weka, me limitaré a colocar aquí el resultado del formateo.

*@relation wisconsin\_original*

*@attribute 'Sample code number' real*

*@attribute 'Clump Thickness' real*

*@attribute 'Uniformity of Cell Size' real*

*@attribute 'Uniformity of Cell Shape' real*

*@attribute 'Marginal Adhesion' real*

*@attribute 'Single Epithelial Cell Size' real*

*@attribute 'Bare Nuclei' real*

*@attribute 'Bland Chromatin' real*

*@attribute 'Normal Nucleoli' real*

*@attribute 'Mitoses' real*

*@attribute 'class' { 2, 4}*

*@data*

*1000025,5,1,1,1,2,1,3,1,1,2*

*1002945,5,4,4,5,7,10,3,2,1,2*

*1015425,3,1,1,1,2,2,3,1,1,2*

*1016277,6,8,8,1,3,4,3,7,1,2*

Con el dataset modificado, lo abrimos con Weka y, lo primero que debemos de hacer es borrar el atributo ‘*Sample code number’*, ya que no nos es necesario.

Empezaremos con regresión logística. Para ello, elegimos el clasificador */Weka/classifiers/functions/logistic*. Se elige un numero de iteraciones -1 para que, así, haga las máximas posibles.

*Correctly Classified Instances 677 96.8526 %*

*Incorrectly Classified Instances 22 3.1474 %*

*Kappa statistic 0.9303*

*Mean absolute error 0.0446*

*Root mean squared error 0.1523*

*Relative absolute error 9.8788 %*

*Root relative squared error 32.0527 %*

*Total Number of Instances 699*

*=== Detailed Accuracy By Class ===*

*TP Rate FP Rate Precision Recall F-Measure ROC Area Class*

*0.976 0.046 0.976 0.976 0.976 0.996 2*

*0.954 0.024 0.954 0.954 0.954 0.996 4*

*Weighted Avg. 0.969 0.038 0.969 0.969 0.969 0.996*

*=== Confusion Matrix ===*

*a b <-- classified as*

*447 11 | a = 2*

*11 230 | b = 4*

Como vemos, solo clasifica bien el **96.8526%** del dataset. Lo que significa que nuestro algoritmo clasifica mejor, ya que clasifica el 100%.

Ahora pasaremos a las **redes neuronales**. Aquí pondremos especial atención, ya que como recordaremos, se nos dio bastante mal, debido a las limitaciones que mostraba nuestro dataset y que octave no se ponía de nuestra parte con la ejecución.

Elegiremos el clasificador de preceptron, que es el que usa Weka para las redes neuronales.

*Correctly Classified Instances 691 98.8555 %*

*Incorrectly Classified Instances 8 1.1445 %*

*Kappa statistic 0.9748*

*Mean absolute error 0.0206*

*Root mean squared error 0.1032*

*Relative absolute error 4.5487 %*

*Root relative squared error 21.7039 %*

*Total Number of Instances 699*

*=== Detailed Accuracy By Class ===*

*TP Rate FP Rate Precision Recall F-Measure ROC Area Class*

*0.985 0.004 0.998 0.985 0.991 0.995 2*

*0.996 0.015 0.972 0.996 0.984 0.995 4*

*Weighted Avg. 0.989 0.008 0.989 0.989 0.989 0.995*

*=== Confusion Matrix ===*

*a b <-- classified as*

*451 7 | a = 2*

*1 240 | b = 4*

Efectivamente, clasifica bien el **98%** del set de entrenamiento. Mi primer pensamiento fue que era normal, ya que lo lanzamos con 500 iteraciones, algo a lo que octave parecía ponerme problema y darme errores en los cálculos (Conclusiones de redes neuronales: Nanvalores.)

Seguí trasteando un poco con las redes neuronales. Consideré el usar un Split del 70%(100% - 30% como se muestra en la figura), tal y como usaba yo en mi algoritmo.
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Solo clasificó bien el 64% de los ejemplos, un 10% menos de lo que clasificaba mi algoritmo. Eso quiere decir que hacer un Split en este dataset es más determinante de lo que creía.

Directamente fui a probar a hacer la red neuronal con todo el dataset, no solamente con el 70%. Efectivamente, cuando lo ejecuté con este cambio, clasificaba bien el 100% del dataset para cualquier valor de los que probé de lambda.

### Conclusiones

Gracias a Weka pude resolver el problema que tenía de mal clasificación. Creo que es bastante beneficioso que, después de desarrollar un algoritmo, puedas comprobar su correcto funcionamiento con una herramienta en la que, con unas pocas configuraciones, tengas los resultados.
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