# 实验5 ：继承和多态

## 实验目的和要求

掌握父类、子类之间的关系

掌握super关键字的使用场合及方法

掌握重写的概念及与重载的区别

理解多态和动态绑定

掌握对象显示向下转换的含义及方法

掌握ArrayList的概念及使用方法

## 实验题目

### P358 11.11

改错后代码：

public class Circle {

private double radius;

public Circle(double radius)

{

this.radius = radius;

}

public double getRadius()

{

return radius;

}

public double getArea()

{

return radius \* radius \* Math.PI;

}

}

class B extends Circle

{

private double length;

B(double radius, double length)

{

super(radius);

this.length = length;

}

@Override

public double getArea() {

return super.getArea();

}

}

### P362 11.20

改错后代码：

public class Test {

public static void main(String[] args) {

Integer[] list1 = {12,24,55,1};

Double[] list2 = {12.4,24.0,55.2,1.0};

Integer[] list3 = {1,2,3};

printArray(list1);

printArray(list2);

printArray(list3);

}

public static void printArray(Object[] list)

{

for(Object o: list)

{

System.out.println(o + " ");

System.out.println();

}

}

}

### P362 11.21

代码1：

public class Test1 {

public static void main(String[] args) {

new Person().printPerson();

new Student().printPerson();

}

}

class Student extends Person

{

@Override

public String getInfo() {

return "Student";

}

}

class Person

{

public String getInfo()

{

return "Person";

}

public void printPerson()

{

System.out.println(getInfo());

}

}

结果：Person

Student

代码2：

public class Test2 {

public static void main(String[] args) {

new Person().printPerson();

new Student().printPerson();

}

}

class Student extends Person

{

private String getInfo() {

return "Student";

}

}

class Person

{

private String getInfo()

{

return "Person";

}

public void printPerson()

{

System.out.println(getInfo());

}

}

结果：Person

Person

### P366 11.26

a：true；

b：false；

c：true；

d：true；

e：false；

f：true；

g：true；

h：false；

i：可以；不可以；

j：可以；不可以；

k：不合法；

l：合法；

m：合法；

### P368 11.29

代码1：

public class Test1 {

public static void main(String[] args) {

// TODO Auto-generated method stub

Object circle1 = new Circle();

Object circle2 = new Circle();

System.out.println(circle1.equals(circle2));

}

}

class Circle

{

double radius;

public boolean eqauls(Circle circle)

{

return this.radius == circle.radius;

}

}

结果：false

代码2：

public class Test2 {

public static void main(String[] args) {

// TODO Auto-generated method stub

Object circle1 = new Circle();

Object circle2 = new Circle();

System.out.println(circle1.equals(circle2));

}

}

class Circle

{

double radius;

public boolean eqauls(Circle circle)

{

return this.radius == ((Circle)circle).radius;

}

}

结果：false

代码3：

**public** **class** Test3 {

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

Circle circle1 = **new** Circle();

Circle circle2 = **new** Circle();

System.***out***.println(circle1.equals(circle2));

}

}

**class** Circle

{

**double** radius;

**public** **boolean** eqauls(Circle circle)

{

**return** **this**.radius == circle.radius;

}

}

结果：false

代码4：

**public** **class** Test4 {

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

Circle circle1 = **new** Circle();

Circle circle2 = **new** Circle();

System.***out***.println(circle1.equals(circle2));

}

}

**class** Circle

{

**double** radius;

**public** **boolean** eqauls(Circle circle)

{

**return** **this**.radius == ((Circle)circle).radius;

}

}

结果：false

### P377 11.39

能；不能；能。

### P380 11.2

原题：（Person、Student、Employee、Faculty和Staff类）设计一个名为Person的类和它的两个名为Student和Employee的子类。Employee类又有子类：教员类Faculty和职员类Staff。每个人都有姓名、地址、电话号码和电子邮件地址。学生有班级状态（大一、大二、大三或大四）。将这些状态定义为常量。一个雇员涉及办公室、工资和受聘日期。使用编程练习题10.14中定义的MyDate类为受聘日期创建一个对象。教员有办公时间和级别。职员有职务称号。覆盖每个类中的toString方法，显示相应的类别名字个人名。

源代码：

**package** project;

**public** **class** Test1 {

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

Person p = **new** Person("张三","某地","110","1332@jf");

System.***out***.println(p.toString());

Student s = **new** Student("张三","某地","110","1332@jf","大一");

System.***out***.println(s.toString());

Test2 t2 = **new** Test2();

t2.setDate(561555550000L);

Employee e = **new** Employee("张三","某地","110","1332@jf","1-1",6000);

e.setYear(t2.getYear());

e.setMonth(t2.getMonth());

e.setDay(t2.getDay());

System.***out***.println(e.toString());

Faculty f = **new** Faculty("张三","某地","110","1332@jf","1-1",6000,"20:00","高级");

f.setYear(t2.getYear());

f.setMonth(t2.getMonth());

f.setDay(t2.getDay());

System.***out***.println(f.toString());

Staff st = **new** Staff("张三","某地","110","1332@jf","1-1",6000,"程序员");

st.setYear(t2.getYear());

st.setMonth(t2.getMonth());

st.setDay(t2.getDay());

System.***out***.println(st.toString());

}

}

**class** Person

{

**private** String name;

**private** String address;

**private** String pnum;

**private** String email;

**public** Person(String name, String address, String pnum, String email) {

**this**.name = name;

**this**.address = address;

**this**.pnum = pnum;

**this**.email = email;

}

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

**public** String getAddress() {

**return** address;

}

**public** **void** setAddress(String address) {

**this**.address = address;

}

**public** String getPnum() {

**return** pnum;

}

**public** **void** setPnum(String pnum) {

**this**.pnum = pnum;

}

**public** String getEmail() {

**return** email;

}

**public** **void** setEmail(String email) {

**this**.email = email;

}

@Override

**public** String toString() {

**return** "name:"+name+",address:"+address+",pnum:"+pnum+",email:"+email;

}

}

**class** Student **extends** Person

{

**public** Student(String name, String address, String pnum, String email,String state) {

**super**(name, address, pnum, email);

**this**.state = state;

}

**private** String state;

@Override

**public** String toString() {

**return** **super**.toString()+",state:"+state;

}

}

**class** Employee **extends** Person

{

**public** Employee(String name, String address, String pnum, String email,String office, **double** salary) {

**super**(name, address, pnum, email);

**this**.office = office;

**this**.salary = salary;

}

**private** String office;

**private** **double** salary;

**private** **int** year;

**private** **int** month;

**private** **int** day;

**public** **void** setYear(**int** year) {

**this**.year = year;

}

**public** **void** setMonth(**int** month) {

**this**.month = month;

}

**public** **void** setDay(**int** day) {

**this**.day = day;

}

@Override

**public** String toString() {

**return** **super**.toString()+",office:"+office+",salary:"+salary+",year:"+year+",month:"+month+",day:"+day;

}

}

**class** Faculty **extends** Employee

{

**public** Faculty(String name, String address, String pnum, String email,String office, **double** salary,String time,String level) {

**super**(name, address, pnum, email, email, salary);

**this**.time = time;

**this**.level = level;

}

**private** String time;

**private** String level;

@Override

**public** String toString() {

**return** **super**.toString()+",time:"+time+",level:"+level;

}

}

**class** Staff **extends** Employee

{

**public** Staff(String name, String address, String pnum, String email,String office, **double** salary,String title) {

**super**(name, address, pnum, email, email, salary);

**this**.title = title;

}

**private** String title;

@Override

**public** String toString() {

**return** **super**.toString()+",title:"+title;

}

}

**import** java.util.GregorianCalendar;

**public** **class** Test2 {

**private** **int** year;

**private** **int** month;

**private** **int** day;

**public** Test2() {

GregorianCalendar g = **new** GregorianCalendar();

**this**.year = g.get(GregorianCalendar.***YEAR***);

**this**.month =g.get(GregorianCalendar.***MONTH***);

**this**.day =g.get(GregorianCalendar.***DAY\_OF\_MONTH***);

}

**public** Test2(**long** l) {

GregorianCalendar g = **new** GregorianCalendar();

g.setTimeInMillis(l);

**this**.year = g.get(GregorianCalendar.***YEAR***);

**this**.month =g.get(GregorianCalendar.***MONTH***);

**this**.day =g.get(GregorianCalendar.***DAY\_OF\_MONTH***);

}

**public** Test2(**int** year, **int** month, **int** day) {

**this**.year = year;

**this**.month = month;

**this**.day = day;

}

**public** **int** getYear() {

**return** year;

}

**public** **int** getMonth() {

**return** month;

}

**public** **int** getDay() {

**return** day;

}

**public** **void** setDate(**long** elapsedTime)

{

GregorianCalendar g = **new** GregorianCalendar();

g.setTimeInMillis(elapsedTime);

**this**.year = g.get(GregorianCalendar.***YEAR***);

**this**.month =g.get(GregorianCalendar.***MONTH***);

**this**.day =g.get(GregorianCalendar.***DAY\_OF\_MONTH***);

}

}

结果及截图：
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### P380 11.3

原题：（账户类Account的子类）在编程题练习题9.7中定义了一个Accout类来建模一个银行账户。一个账号、余额、年利率、开户日期等属性，以及存款个取款等方法。创建两个检测支票账户（checking accout）和储蓄账户（Saving accout）的子类。支票账户有一个透支限定额，但储蓄账户不能透支。

源代码：

**package** project;

**import** java.util.Date;

**public** **class** Test3 {

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

Account a = **new** Account();

System.***out***.println(a.toString());

CheckingAccount ca = **new** CheckingAccount();

System.***out***.println(ca.toString());

SavingAccount sa = **new** SavingAccount();

System.***out***.println(sa.toString());

}

}

**class** Account

{

**private** **int** id;

**private** **double** balance;

**private** **double** annualInterestRate;

**private** Date dateCreated = **null**;

@Override

**public** String toString() {

**return** "id:"+id+",balance:"+balance+",annualInterestRate:"+annualInterestRate+",dateCreated:"+dateCreated;

}

**public** Account(){}

**public** Account(**int** id,**double** balance)

{

**this**.id = id;

**this**.balance = balance;

}

**public** **int** getId()

{

**return** id;

}

**public** **double** getBalance()

{

**return** balance;

}

**public** **double** getAnnualInterestRate()

{

**return** annualInterestRate;

}

**public** **void** setId(**int** id)

{

**this**.id = id;

}

**public** **void** setBalance(**double** balance)

{

**this**.balance = balance;

}

**public** **void** setAnnualInterestRate(**double** annualInterestRate)

{

**this**.annualInterestRate = annualInterestRate;

}

**public** Date getdateCreated()

{

**return** dateCreated;

}

**public** **double** getMonthlyInteresrRate()

{

**double** rate = annualInterestRate/12;

**return** rate;

}

**public** **void** withDraw(**double** money)

{

balance -= money;

}

**public** **void** deposit(**double** money)

{

balance += money;

}

}

**class** CheckingAccount **extends** Account

{

**private** **double** limits;

@Override

**public** String toString() {

**return** **super**.toString()+",limits:"+limits;

}

}

**class** SavingAccount **extends** Account

{

**public** String warning()

{

**return** "不能透支";

}

@Override

**public** String toString() {

**return** **super**.toString()+"("+warning()+")";

}

}

结果及截图：

![](data:image/png;base64,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)

### P380 11.13

原题：（去掉重复元素）使用下面的方法编写方法，从一个整数的数组列表中去掉重复元素：

public static void removedDuplicate(ArrayList<Integer> list)

编写测试程序，提示用户输入10个整数到列表中，显示其中不同的整数，并以一个空格分隔的方式来进行显示。这里是一个运行示例：

Enter ten integers: 34 5 3 5 6 4 33 2 2 4

The distinct Integers are 34 5 3 6 4 33 2

源代码：

import java.util.Arrays;

import java.util.Scanner;

public class Test0 {

public static void main(String[] args) {

// TODO Auto-generated method stub

int[] a = new int[10];

Scanner in = new Scanner(System.in);

System.out.println("Enter ten integers:");

for(int i=0; i<a.length; i++)

{

a[i] = in.nextInt();

}

Arrays.sort(a);

for( int i=0; i<a.length; i++)

{

System.out.print(a[i]+" ");

}

int c[] = trim(a);

System.out.println();

System.out.println("The distinct Integers are:");

for( int i=0; i<c.length; i++)

{

System.out.print(c[i]+" ");

}

}

private static int[] trim(int[] a) {

// TODO Auto-generated method stub

int i,j,k,ln;

System.out.println();

for( ln=a.length,k=i=1; i<ln; i++)

{

for(j=0; j<k; j++)

if(a[j]==a[i])

break;

if(j>=k)

a[k++]=a[i];

}

for(i=0; i<k; System.out.printf("%d ", a[i++]));

int[] b = new int[k];

for(int z=0; z<k; z++)

{

b[z] = a[z];

}

return b;

}

}

结果及截图：

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPIAAABbCAYAAABJe9iCAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAAAmTSURBVHhe7Z09ktu6EoW1Li1Iu7h7UOBV3AVM7uzGrnI0qSNXOXXKC+KHxD8ajaZEYs5XhfKdEdlsnO5DQBq9x9sCALg8MPIL+Xzel9vtttweH/Y3AMig+ko1Vjzuz+XTHkDm87nc1bmn6dGz5aNwRr4/u9XdOeG8wPtRffVYRHoCRn4NMDLIACNfDRgZZGgY+XN53s1WcHt/tw5v6x38PhlR7I9H+HrcjevrOvbH8vCO62lauXzacyfTmverdVZ8PLzXvRFs+6XqFccp9Jyb49Bbjy+K0q1tZC3+Vh1TtETs1kqhi+lfyxbfP8EruPu1KW4txwLD+XTMnYyNmST1Wp0TTa3uQUypenXsIGBkPko320D+2FS3DRatQvpuHlemWjATJy4QqaF03PvSXdvhfDrmTsbGTM5/pc65HOLzKHEUlHrpYxj1A12oOniFScgVndNg9m6eHXFj1PLpYDifjrmTycd8tc5tQ0rWy85NnwtDH4XSt1YI2QbLv+bxYiPX87mukVvpGSOr2N4IzzmiXjD0kShdX2HkUgNHvMzIlHw65k6mdN1X6myOqR5CiqNg1YsYG3QhZ2QVRW/HCgVyq0C1fpJGHs6nZ+5USk38Sp1pRjquXib/+P33irtm7jVQR+mmihqP7UOXzma2q8UeKyyyK1Qw/DiiRlYM5SNn5Ox19HBbzHfoHL0eH6OQqFcuRsmo7lgYuR981/qrYW8CiVmqW3ZwdmDkr0bByGY1xIdQVwVG/opkt9Yw8ZWBkQGYABgZgAmAkQGYABgZgAmAkQGYABgZgAm43f77Z9nHt+X5176S48+/9rh/+799tZ0bjscf+zqVJE4j5xJS+TiieOw4K6I6Z/SR0lDx8enH4c9bKs7GiIYXJFiRP399UxMvFfX38vzhhOY2mLyo9ZwrCOZjmlBqboM6R1D04Wqo5/350/6ksObpNaFUnB1ZDa9AtLX+uTwKAppiK1G4BjjIyLWcq0jlIzyvYZ0TKPowNUywBvJNyWIsjryG5yc08t/vyz1bUFPo+6/f/MY9StRizg2E8llXE62LCAI6x1D04WqYcAYjH6DhBQiMrLc4P77b/+XTTvD7ISOrON4Yb5xyzk1E8nErmfl3i8XJRyGicwRFH7aGCZ6JhuDHOULDK3ALGzrzPim+WwuJY7Y/zKK3cmbAy8cZ2NeDuZpI6kzR5wANtYkEYrHjHNSrVyC7td6bOdOUYuLY2KMrQZIzF04+bkW2Pzq0Rj2NeKDOFH0ENDTmG68DP86RvXp+og+7cluTqCEFxQmuNcD74hS2gL1GPoHOIxoO7a48xndpx2l4dqpG1v+thC2PEZHstpT1gUbISBPucPLJrAKK7VNT+3OLY3Wm6cPWUJtFnTtax8E4R2t4dkIjWzGrH/oI3eWM8ALiUnImwM5HX99fCQqrdC9COtNrytDQnvduExeR0vACRN/sIkyaKY7bNm1D7M7LK5RUPitxrGETrzB1pugjo6HdjQRx9kG/KUjFyfCVjGz/BQBcGBgZgAmAkQGYABgZgAmAkQGYABgZgAmAkQGYABgZgAloGJn25L4jKT3IbHs42Atye+W1AOCg+nN9XEg6zLOBzm/koSf3ER9c9rKnBAo8SE3rpWIkgxMUD3a7DGZF1gXLPfvnvEYW4WyNKplPsaYdwMiXAUaGkcvAyJeBbOTtfeI6tgehe8RP+ONWP/ekQD8W9TpJnP2B3MFckuE9uLt5LaPPuuVu6qMIt7273uR8emjUtJZzVz6EepS2+8FblVac9XWd48fy8I5LLlepew+JBlL5ZPRZcdfjvn2jGXlNYCu0STwtgi+YnVwh6SI6TphHeUWu7BaoKwl5xSldy9Nney2jj9MjMLg69xnFI+dDgFLTas6KVj6EupsG9Y6xjR3EpPSPPc8/N4ktpZ+6Vq5+ac838qHMy/IaIwcNuObnJ2OOiRNIJtUkH4dlZC1gbj4R5MKXrkXRZ70MUQupRlwZqqmlmk++XuFcc7rF51HiKKxxwlDRHKl1Z5Do08yHOC8hWO+Rw0nZu0x2dCRcaBqWkd1rOodKYauN6lO6FkWf2hwiyPkQGKqppZoPre5tQxL7R5/X6idi3QloPeJ8fCGa+Qj5goiYkfPF7qDQNGUTlMzl0ygs2Tila1H0oeRpIedDYKimlmo+tLobI6vY3gjPIfYPyciORt0bGBOH10r0IRq5OS8hBIzc0ahVzMTDrYj5XT52z3ULx77EyPZnShNeysgU/c0x9flQ4ii6jOwgxg7I91y/kTnX5iNg5PV0c9cdzVnHjT5U03fVbOAeoXI3iZXajcKndC2aPs4Q4XHq3PjDLnI+BCSM3MinXXdajUj9wzJyqe41bM7eZwham1gHQj49vnDH9uW6I2LkFZdIMCgzCLDXs+evp+u4XpzsdfTY888dUxTImWwbe3Ha12KYIokRUcmHwtZ08djy6clZ0cinWXfd8NHr8TEKWhyacfzBMkY05zWGjt2Zz0pzXhZ33JiRATgCa4ikOe3vM/0MmMDI4DgKRjarT2FHAljAyOBYsltrmFgaGBmACYCRAZgAGBmACYCRAZgAGBmACYCRAZiAW/xNINYf6ZM/MQj8eWGL2ffNJk32Tx4DX0CI4nXHoegjpWFvnO14hs7gNKj6eeWzRR39xs34H/z9r2pyjSzTmOZGJ9vkFH2kvjRRjzOoMzgN0dY6/z3cfsz3irlhTPOpxuIaUsrIgjeEEIo+YxrulOMM6wxOwzFGHvourWk8/bW+Nxt5XY25X2KvQtFH6vvIxTgCOoPTEBnZK+4Aejsa/V/JUAnOHTLyul3cR78h3Epm/t1iMeflQ9FnREOfUhwRncFpCIysi8t9XxaYhxkjXj2EGsxsIXtvUM7A/vUHdiwUfSQ0XGnFOUhn8D42IxsTC20lbaP0xcqYRKzBbOyuFc6tyPZHh85pwGQrFH1YGmZI4hypM3gX2si8FatO99YwZxDBBuvOxxo50UTCyApKPv055wniHKwzeA83U0RVaM52sUJvE+rj1zyKY6TR7Da5a475bfT2Sa/9mcu7jHyszuBdqNqp4gmbWHWLborhsEIrhWleRpxk9Sqs0r1Q9BHVkHItGPjKqBr7d+N99DRQepcXagpmg7m3CtsYcEMci2Niij5SGrLiwMiXJ/rzEwDgisDIAEwAjAzABMDIAEwAjAzABMDIAEwAjAzABMDIAEwAjAzABMDIAEwAjAzABMDIAEwAjAzABMDIAEwAjAzABMDIAEwAjAzABMDIAFyeZfkfab+3mFRhy40AAAAASUVORK5CYII=)