Universidad Nacional Autónoma de Honduras

en el Valle de Sula

![](data:image/png;base64,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)

Facultad de Ingeniería

Departamento de Ingeniería en Sistemas

Informe proyecto final simulación de memoria

Asignatura: Sistemas operativos II 1800

Catedrático: Ing. Mario Pon

Alumno: José Daniel Sánchez Madrid

Cuenta: 20212020720

25 de abril 2024

**Marco teórico**

Particionamiento fijo de memoria: para este proyecto se permite al usuario especificar la cantidad de particiones en que se segmentará la memoria y el tamaño de cada partición, se llama particionamiento fijo ya que el tamaño especificado a cada partición no cambiará, una ventaja de este enfoque es que reduce la fragmentación externa.

Políticas

* Primer ajuste: Es la política mas sencilla, toma el proceso a ubicar y recorre la memoria en busca de una partición en la cual el proceso se pueda alojar (de mayor o igual tamaño que el proceso), sin importar si esta partición es demasiado grande para este proceso lo cual a veces mala utilización de particiones grandes de la memoria.
* Mejor ajuste: Tomando en cuenta la memoria que requiere un proceso, con esta política se analizan todas las particiones y se decide asignar el proceso en la partición más pequeña en la cual este quepa, en caso de haber dos o más particiones iguales, se usa la política de primer ajuste

**Programa**

Llenando información inicial.

1. Digitar una cantidad de memoria total.
2. Seleccionar la política a utilizar.
3. Digitar un intervalo de tiempo
4. Escribe la cantidad de particiones y presiona el botón “Crear”
5. Luego especifica el tamaño de cada partición, por defecto estas tienen el mismo tamaño.
6. Presiona “Siguiente”

Registrando procesos e iniciando simulación.

1. Llena los campos de memoria requerida y nombre del primer proceso, luego.
2. Presiona “Agregar Proceso” para un nuevo proceso o “Iniciar Simulación”.

Simbología:

* ParticiónID: Es una referencia hacia las particiones que cada proceso guarda será -1 cuando este proceso está en espera de memoria, de lo contrario tendrá el valor del número de la partición a la cual está asignado.
* Estado: será de valor 1 cuando el proceso está en ejecución, 2 cuando está en espera de memoria, 3 cuando ha terminado.

Errores:

* El programa mostrará errores con mensajes de advertencias significativas para el usuario como: La suma de las particiones no coincide con el total de memoria (especificando la diferencia).
* La cantidad máxima de particiones en cuanto a la memoria no debe ser mayor al 10% y no mayor a 10 particiones.
* No se admiten tamaños negativos de particiones
* Antes de agregar otra fila para otro proceso o para iniciar simulación se debe completar los datos de todas las filas que se hayan creado hasta el momento.
* El tamaño del proceso es demasiado grande y no podrá ser ejecutado.
* Ingrese solo números en la columna “Memoria requerida”.

Repositorio del proyecto

Para su registro en este repositorio se ha llevado el control del proyecto mediante un repositorio remoto de GitHub

<https://github.com/DMadrid03/ProyectoSO2.git>

**Código**

Clases de manejo lógico

internal class Particion

{

public int id { get; set; }

public int size { get; set; }

public bool ocupado { get; set; }

public Particion(DataRow fila)

{

id = int.Parse(fila["Numero"].ToString());

size = int.Parse(fila["tamaño"].ToString());

ocupado = bool.Parse(fila["ocupado"].ToString());

}

public void liberarParticion()

{

this.ocupado = false;

}

}

internal class Proceso

{

public int id { get; set; }

public String Nombre { get; set; }

public int Duracion { get; set; }

public int MemoriaRequerida { get; set; }

public int Estado { get; set; }

public int TiempoTranscurrido { get; set; }

public int TiempoInicio { get; set; }

public int ParticionID { get; set; }

public Proceso(DataRow fila)

{

id = int.Parse(fila["id"].ToString());

Nombre = fila["Nombre"].ToString();

Duracion = int.Parse(fila["Duración"].ToString());

MemoriaRequerida = int.Parse(fila["memoria Requerida"].ToString());

Estado =int.Parse(fila["estado"].ToString());//al inicio en estado 2 (En espera de memori)

TiempoTranscurrido = int.Parse(fila["tiempo transcurrido"].ToString());

TiempoInicio = int.Parse(fila["Tiempo Inicio"].ToString());

ParticionID = int.Parse(fila["particionID"].ToString());

}

}

internal class Gestor

{

public Particion particion { get; set; }

public Proceso proceso { get; set; }

public List<Proceso> ProcesosList;

public List<Particion> ParticionesList;

private DataTable tabProcesos, tabParticiones;

public int procesosTerminados;

public Gestor(DataTable tabProcesos,DataTable tabParticiones)

{

procesosTerminados = 0;

this.tabProcesos = tabProcesos;

this.tabParticiones = tabParticiones;

ProcesosList = new List<Proceso>();

ParticionesList = new List<Particion>();

}

public List<Proceso> getProcesosList()

{

ProcesosList.Clear();

for(int i =0; i<tabProcesos.Rows.Count;i++)

{

Proceso proceso = new Proceso(tabProcesos.Rows[i]);

ProcesosList.Add(proceso);

}

return ProcesosList;

}

public List<Particion> getParticionesList()

{

ParticionesList.Clear();

//crear lista de particiones

for (int i = 0; i < tabParticiones.Rows.Count; i++)

{

Particion particion = new Particion(tabParticiones.Rows[i]);

ParticionesList.Add(particion);

}

return ParticionesList;

}

public DataTable getTableProcesos()

{

if(tabProcesos.Rows.Count >0)tabProcesos.Rows.Clear();

DataRow fila;

foreach (Proceso p in ProcesosList)

{

fila = tabProcesos.NewRow();

fila["ID"] = p.id;

fila["nombre"] = p.Nombre;

fila["Duración"] = p.Duracion;

fila["Memoria Requerida"] = p.MemoriaRequerida;

fila["Estado"] = p.Estado;

fila["Tiempo Transcurrido"] = p.TiempoTranscurrido;

fila["particionID"] = p.ParticionID;

fila["Tiempo Inicio"] = p.TiempoInicio;

tabProcesos.Rows.Add(fila);

}

return tabProcesos;

}

public DataTable getTableParticiones()

{

tabParticiones.Rows.Clear();

DataRow fila;

foreach(Particion p in ParticionesList)

{

fila = tabParticiones.NewRow();

fila["Numero"] = p.id;

fila["Tamaño"] = p.size;

fila["Ocupado"] = p.ocupado;

tabParticiones.Rows.Add(fila);

}

return tabParticiones;

}

public bool verificarProcesoSaliente()

{

bool SalieronProcesos = false;

int pt = 0;

for(int i=0; i < ProcesosList.Count; i++)

{

proceso = ProcesosList[i];

if(proceso.Estado ==1 && proceso.Duracion ==proceso.TiempoTranscurrido - proceso.TiempoInicio)

{//proceso en ejecución, y ya paso su tiempo de ejecución

ParticionesList[proceso.ParticionID - 1].liberarParticion();

proceso.Estado = 3;

SalieronProcesos = true;

proceso.ParticionID = -1;//sacar proceso

ProcesosList[i] = proceso;

}

if(proceso.Estado != 3 && particionesLibres()!=ParticionesList.Count)

{//el proceso está en memoria y se seguirá ejecutando

proceso.TiempoTranscurrido++;

}

if (proceso.ParticionID == -1)

pt++;//conteo de procesos terminados

}

procesosTerminados = pt;

return SalieronProcesos;

}

public int particionesLibres()

{

int pl = 0;

foreach(Particion p in ParticionesList)

{

if (p.ocupado == false)

pl++;

}

return pl;

}

public void BestFit()

{//va a asignar el/los procesos libres en las particiones de memoria que estén libres usando mejor ajuste

foreach(Proceso proc in ProcesosList)

{

if(proc.Estado ==2){

proceso = proc;

int diferencia = 100000000;

int particionIndex = -1;

for (int i=0; i<ParticionesList.Count;i++)

{

particion = ParticionesList[i];

if ((!particion.ocupado) && particion.size >= proceso.MemoriaRequerida)

{

if (particion.size - proceso.MemoriaRequerida < diferencia)

{//definir la partición mas óptima para ese proceso

diferencia = particion.size - proceso.MemoriaRequerida;

proceso.ParticionID = particion.id;

particionIndex = i;

}

proceso.Estado = 1;

}

}

if(particionIndex != -1)

{//ese proceso encontró una particion donde ubicarse

proc.ParticionID = proceso.ParticionID;//asignar el proceso a esa partición

proc.TiempoInicio = proceso.TiempoTranscurrido - 1;//guardar el segundo en que ese proceso entró a memoria

ParticionesList[particionIndex].ocupado = true; //marcar la partición como ocupada

}

}

}

}

public void firstFit()

{

foreach(Proceso pro in ProcesosList)

{//asignar los procesos libres a los huecos libres de memoria usando primer ajuste

if(pro.Estado == 2)

{

foreach(Particion par in ParticionesList)

{

if(par.ocupado == false && pro.MemoriaRequerida <= par.size)

{

pro.ParticionID = par.id;//asignar directamente el proceso a la partición

pro.TiempoInicio = pro.TiempoTranscurrido;

pro.Estado = 1;//proceso en estado (ejecutando)

par.ocupado = true;

break;//dejar de buscar particiones para ese proceso

}

}

}

}

}

public Particion particionMasGrande()

{

int size=0,index=0;

for (int i = 0; i < ParticionesList.Count ; i++)

{

if (ParticionesList[i].size > size)

{

index = i;

size = ParticionesList[i].size;

}

}

return ParticionesList[index];

}

}

**Clase formulario de simulación**

public partial class frmSimulacion : Form

{

DataRow filaInfo;

DataTable tabParticiones;

DataTable tabProcesos;

int particiones;

int min;

int max;

Random random;

List<Particion> particionesList;

List<Proceso> procesosList;

Gestor gestor;

bool simulacion;

Thread hiloPrincipal;

public frmSimulacion(DataRow fila, DataTable tbPart)

{//recibe un arreglo lineal con la información inicial que ingresó el usuario y recibe la tabla de particiones

InitializeComponent();

simulacion = false;

tabParticiones = tbPart;

filaInfo = fila;

tabProcesos = new DataTable();

gestor = new Gestor(tabProcesos, tabParticiones);

particiones = int.Parse(filaInfo["nParticiones"].ToString()) + 1;

min = int.Parse(filaInfo["min"].ToString());

max = int.Parse(filaInfo["max"].ToString());

random = new Random();

panMemoria.BackColor = Color.Gray;

}

private void frmSimulacion\_Load(object sender, EventArgs e)

{

//configurar el datagridView y la tabla para guardar procesos

tabProcesos.Columns.Add("ID");

tabProcesos.Columns.Add("Nombre");

tabProcesos.Columns.Add("Duración");

tabProcesos.Columns.Add("Memoria Requerida");

tabProcesos.Columns.Add("Estado");

tabProcesos.Columns.Add("Tiempo Transcurrido");

tabProcesos.Columns.Add("particionID");

tabProcesos.Columns.Add("Tiempo Inicio");

dgvProcesos.DataSource = tabProcesos;

dgvProcesos.Columns["ID"].ReadOnly = true; dgvProcesos.Columns["ID"].Width = 35;

dgvProcesos.Columns["Duración"].ReadOnly = true; dgvProcesos.Columns["Memoria Requerida"].Width = 70;

dgvProcesos.Columns["Estado"].ReadOnly = true; dgvProcesos.Columns["Estado"].Width = 50;

dgvProcesos.Columns["Tiempo Transcurrido"].ReadOnly = true; dgvProcesos.Columns["Tiempo Transcurrido"].Width = 90;

dgvProcesos.Columns["Nombre"].Width = 250; dgvProcesos.Columns["Duración"].Width = 70;

dgvProcesos.Columns["Tiempo Inicio"].Visible = false;

dgvProcesos.Columns["ParticionID"].ReadOnly = true;

//agregar fila para el primer proceso

DataRow fila = tabProcesos.NewRow();

fila["ID"] = 1;

fila["Duración"] = random.Next(min, max);

fila["Estado"] = 2;

fila["Tiempo Transcurrido"] = 0;

fila["tiempo inicio"] = -1;

fila["ParticionID"] = 0;

tabProcesos.Rows.Add(fila);

dibujarParticiones();

}

private void dibujarParticiones()

{

panMemoria.Controls.Clear();

// Crear y agregar los paneles internos

for (int i = 0; i < particiones-1; i++)

{

Panel panelParticion = new Panel();

panelParticion.BackColor = System.Drawing.Color.Green;

panelParticion.Dock = DockStyle.Top;

panelParticion.Height = panMemoria.Height / particiones;

panelParticion.BorderStyle = BorderStyle.FixedSingle;

panelParticion.Name = "particion" + i;

// Crear y configurar el label dentro del panel interno

Label lblTexto = new Label();

lblTexto.Font = new Font("Verdana", 11, FontStyle.Regular);

lblTexto.Text = panelParticion.Name + " porcentaje usado:0% tamaño: " + tabParticiones.Rows[i ]["tamaño"];

lblTexto.AutoSize = true;

lblTexto.Location = new Point(panelParticion.Width / 5, panelParticion.Height / 4);

// Agregar el label al panel interno

panelParticion.Controls.Add(lblTexto);

// Agregar el panel interno al contenedor

panMemoria.Controls.Add(panelParticion);

}

}

private void actualizarGestor()

{//actualizar las listas de procesos y particiones con las que trabaja el gestor

//en base a las versiones actuales (de las tablas)

gestor = new Gestor(tabProcesos, tabParticiones);

gestor.getParticionesList();

gestor.getProcesosList();

}

private void btnAgregar\_Click(object sender, EventArgs e)

{

DataRow fila;

if (validarProceso())

{

fila = tabProcesos.NewRow();

fila["ID"] = int.Parse(tabProcesos.Rows[tabProcesos.Rows.Count - 1]["ID"].ToString()) + 1; //calcular el id

fila["Duración"] = random.Next(min, max); //generar automaticamente

fila["Estado"] = 2;

fila["Tiempo Transcurrido"] = 0;

fila["particionID"] = 0;

fila["tiempo inicio"] = -1;

tabProcesos.Rows.Add(fila);

}

}

private void dgvProcesos\_CellValidating(object sender, DataGridViewCellValidatingEventArgs e)

{//validaciones de rango y racionalidad para el campo memoria requerida

if (e.ColumnIndex == dgvProcesos.Columns["Memoria Requerida"].Index)

{

string valor = e.FormattedValue.ToString();

// Intenta convertir el valor a un número

int numero;

if (!int.TryParse(valor, out numero))

{

// Si no se puede convertir a número, muestra un mensaje de error

MessageBox.Show("Ingrese solo números en la columna 'Memoria Requerida'.", "Error de validación",

MessageBoxButtons.OK, MessageBoxIcon.Error);

dgvProcesos.CancelEdit();

}

if (numero < 0)

{

MessageBox.Show("No permitido valores negativos en Memoria requerida", "Error", MessageBoxButtons.OK, MessageBoxIcon.Exclamation);

dgvProcesos.CancelEdit();

}

}

}

private void dgvProcesos\_EditingControlShowing(object sender, DataGridViewEditingControlShowingEventArgs e)

{

}

private void dgvProcesos\_KeyPress(object sender, KeyPressEventArgs e)

{

}

private void FlowLayoutPanelMemoria\_Resize(object sender, EventArgs e)

{

}

private void flowLayoutPanelMemoria\_ControlAdded(object sender, ControlEventArgs e)

{

}

private int procesosNoVacios()

{

//verificar que los datos que el usuario debe ingresar no estén vacíos

foreach (DataRow row in tabProcesos.Rows)

{

if (row["Nombre"].ToString().Length == 0 || row["Memoria requerida"].ToString().Length == 0)

return -1;//significa que faltan datos

if (int.Parse(row["Memoria requerida"].ToString()) == 0)

return -2; //significa que se esta poniendo como 0 la memoria requerida

//retorna -2 como valor bandera de que hay que envíar advertencia al usuario

}

return 0;

}

private bool validarProceso()

{

DataRow f = tabProcesos.NewRow();

f = tabProcesos.Rows[tabProcesos.Rows.Count - 1];

if (f["Nombre"].ToString().Length == 0 || f["Memoria Requerida"].ToString().Length == 0)

{//verificar que al proceso anterior no le falten datos y que el tamaño no sea mayor que la partición más grande

MessageBox.Show("Complete los datos del último proceso antes de agregar otro", "Error", MessageBoxButtons.OK, MessageBoxIcon.Warning);

return false;

}

actualizarGestor();//reinicializar el gestor con los procesos agregados

//hasta el momento (para que el procesosList esté actualizado)

Particion p = gestor.particionMasGrande();

if (int.Parse(f["Memoria Requerida"].ToString()) > p.size)

{

MessageBox.Show("El proceso requiere demasiada memoria y no podrá ser ejecutado", "Error", MessageBoxButtons.OK, MessageBoxIcon.Error);

dgvProcesos.CurrentRow.Cells[3].Value = p.size;

MessageBox.Show("Tamaño corregido al máximo permitido", "Información", MessageBoxButtons.OK, MessageBoxIcon.Information);

return false;

}

return true;

}

private void btnIniciar\_Click(object sender, EventArgs e)

{

int bandera = procesosNoVacios();

if (bandera == -1)

{

MessageBox.Show("Faltan datos de los procesos", "Error", MessageBoxButtons.OK, MessageBoxIcon.Error);

return;

}

if (bandera == -2)

{

MessageBox.Show("La cantidad de memoria requerida de un proceso no puede ser cero", "Error con la memoria requerida", MessageBoxButtons.OK, MessageBoxIcon.Stop);

return;

}

else

{

if (validarProceso())

simulacion = true;

else

return;

btnAgregar.Visible = false;

btnIniciar.Visible = false;

dgvProcesos.ReadOnly = true;

btnDetener.Visible = true;

//una vez todos los datos son correctos iniciar el hilo

hiloPrincipal = new Thread(new ThreadStart(accionesPeriodicas));

//el método accionesPeriodicas() tiene las llamadas a otros métodos que componen las funciones

//que se deben de ejecutar cada segundo

hiloPrincipal.Start();

}

}

public void accionesPeriodicas() //método vinculado al hilo

{

while (simulacion)

{

actualizarGestor();

if (gestor.verificarProcesoSaliente() || gestor.particionesLibres() > 0)

{

if (filaInfo["Politica"].Equals("Primer Ajuste"))

{

gestor.firstFit();

}

else

{

gestor.BestFit();

}

}

//actualizar las listas del formulario en base a las del objeto Gestor

//que acaba de asignar o sacar procesos de la memoria.

particionesList = gestor.ParticionesList;

procesosList = gestor.ProcesosList;

Thread.Sleep(1000); //suspender el hilo por un segundo

dgvProcesos.Invoke((MethodInvoker)delegate

{//llamada asíncrona al manejador de los objetos de la interfaz gráfica para poder modificarlos

dgvProcesos.DataSource = null;

tabProcesos.Rows.Clear();

tabProcesos = gestor.getTableProcesos();

dgvProcesos.DataSource = tabProcesos;

dgvProcesos.Refresh();//refrescar el DataGridView para que se reflejen los cambios de

//tiempo transcurrido ,particion que ocupa y estado.

});

tabParticiones.Rows.Clear();

tabParticiones = gestor.getTableParticiones();

//recorrer los procesos y llamar a la función de actualizar paneles para la particionid que ocupan

foreach(Proceso proceso in procesosList)

{

if(proceso.ParticionID != -1)//proceso en ejecución.

{

if(proceso.ParticionID >0 )

{

actualizarPanel(proceso.ParticionID - 1, proceso);

}

}

}

panelesLibres();

if (gestor.procesosTerminados == procesosList.Count) //verificar que ya no hayan procesos para ejecutar

simulacion = false;

}

}

private void actualizarPanel(int particionID, Proceso proceso)

{//pone la información del proceso en su panel correlativo que representa su partición.

float usado = (proceso.MemoriaRequerida / particionesList[particionID].size) \* 100;

panMemoria.Invoke((MethodInvoker)delegate

{

panMemoria.Controls[particionID].BackColor = Color.Yellow;

panMemoria.Controls[particionID].Controls[0].Text = "Particion " + particionID + " Aloja proceso: " +

proceso.Nombre +

" Usado: " + usado +

"% tamaño: " + particionesList[particionID].size + " Tiempo: " + proceso.TiempoTranscurrido;

});

}

private void panelesLibres()

{

//pintar paneles libres

for (int i =0;i<particionesList.Count;i++)

{

if (!particionesList[i].ocupado)

{

panMemoria.Invoke((MethodInvoker)delegate

{

panMemoria.Controls[i].BackColor = Color.Green;

panMemoria.Controls[i].Controls[0].Text = "Particion " + i + " Libre";

});

}

}

}

private void btnDetener\_Click(object sender, EventArgs e)

{

particionesList = gestor.ParticionesList;

procesosList = gestor.ProcesosList;

simulacion = false;

}

}

**Clase formulario de información inicial**

using System.Data;

namespace ProyectoSO2

{

public partial class frmInfo : Form

{

DataTable tabParticiones;

int tamanoTotal;

public frmInfo()

{

InitializeComponent();

tabParticiones = new DataTable();

tabParticiones.Columns.Add("Numero"); tabParticiones.Columns.Add("Tamaño");

tabParticiones.Columns.Add("Ocupado");

dgvParticiones.DataSource = tabParticiones;

}

private void LimitarATextoNumerico(TextBox textBox, KeyPressEventArgs e)

{

// Verificar si la tecla presionada es un número o una tecla de control

if (!char.IsControl(e.KeyChar) && !char.IsDigit(e.KeyChar))

{

e.Handled = true; // Ignorar la entrada de caracteres no numéricos

}

}

private void txtTamanoTotal\_KeyPress(object sender, KeyPressEventArgs e)

{

LimitarATextoNumerico(txtTamanoTotal, e);

}

private void txtNParticiones\_keyPress(object sender, KeyPressEventArgs e)

{

LimitarATextoNumerico(txtNParticiones, e);

}

private void txtMin\_KeyPress(object sender, KeyPressEventArgs e)

{

LimitarATextoNumerico(txtMin, e);

}

private void txtMax\_KeyPress(object sender, KeyPressEventArgs e)

{

LimitarATextoNumerico(txtMax, e);

}

private void frmInfo\_Load(object sender, EventArgs e)

{

cmbPolitica.SelectedIndex= 0;

txtNParticiones.Text = "2";

btnSiguiente.Visible = false;

btnValidar.Visible = false;

dgvParticiones.Columns["Numero"].ReadOnly = true;

dgvParticiones.Columns["Tamaño"].ReadOnly = true;

dgvParticiones.Columns["ocupado"].Visible = false;

dgvParticiones.AllowUserToAddRows = false;

dgvParticiones.AllowUserToDeleteRows = false;

}

private void txtNParticiones\_TextChanged(object sender, EventArgs e)

{

}

private void txtNParticiones\_KeyUp(object sender, KeyEventArgs e)

{

}

private void btnCrear\_Click(object sender, EventArgs e)

{

if (int.Parse(txtNParticiones.Text) > 10)

{

MessageBox.Show("Muchas particiones para mostrar, el máximo son 10", "Error", MessageBoxButtons.OK, MessageBoxIcon.Error);

txtNParticiones.Text = "10";

return;

}

if (int.Parse(txtNParticiones.Text) > int.Parse(txtTamanoTotal.Text) / 10)

{

MessageBox.Show("Demasiadas particiones, el tamaño máximo es: " + (int.Parse(txtTamanoTotal.Text)/10) + " (10% del tamaño total) ", "Error, pruebe aumentar el tamaño total de memoria", MessageBoxButtons.OK, MessageBoxIcon.Error);

return;

}

if (txtTamanoTotal.Text.Length == 0 || txtTamanoTotal.Text == " " || int.Parse(txtNParticiones.Text)==0)

{

MessageBox.Show("Error, ingrese antes el tamaño total de la memoria y la cantidad de particiones mayor a cero");

return;

}

else

{

try

{

tamanoTotal = int.Parse(txtTamanoTotal.Text);

int n = int.Parse(txtNParticiones.Text);

for (int i = 1; i <= n; i++)

{

tabParticiones.Rows.Add(i, tamanoTotal/n,false);

}

}

catch (Exception)

{

MessageBox.Show("error ");

}

btnCrear.Enabled = false;

txtTamanoTotal.Enabled = false;

dgvParticiones.Columns["Tamaño"].ReadOnly = false;

btnValidar.Visible = true;

}

}

private void dgvParticiones\_CellContentClick(object sender, DataGridViewCellEventArgs e)

{

}

private void btnSiguiente\_Click(object sender, EventArgs e)

{

DataTable dt = new DataTable();

dt.Columns.Add("tamTot", typeof(float));

dt.Columns.Add("politica", typeof(String));

dt.Columns.Add("nParticiones", typeof(int));

dt.Columns.Add("min", typeof(int));

dt.Columns.Add("max", typeof(int));

DataRow fila = dt.NewRow();

fila["tamTot"] = tamanoTotal;

fila["politica"] = cmbPolitica.SelectedItem.ToString();

fila["nParticiones"] = int.Parse(txtNParticiones.Text);

fila["min"] = int.Parse(txtMin.Text);

fila["max"] = int.Parse(txtMax.Text);

frmSimulacion frmSim = new frmSimulacion(fila,tabParticiones);

frmSim.Show();

}

private void dgvParticiones\_Enter(object sender, EventArgs e)

{

}

private void dgvParticiones\_CellValidating(object sender, DataGridViewCellValidatingEventArgs e)

{

if (e.ColumnIndex == dgvParticiones.Columns["Tamaño"].Index)

{

// Obtén el valor de la celda que se está validando

string valor = e.FormattedValue.ToString();

// Intenta convertir el valor a un número

int numero;

if (!int.TryParse(valor, out numero))

{

// Si no se puede convertir a número, muestra un mensaje de error

MessageBox.Show("Ingrese solo números en la columna 'Tamaño '.", "Error de validación",

MessageBoxButtons.OK, MessageBoxIcon.Error);

// Cancela la edición de la celda

dgvParticiones.CancelEdit();

}

if (numero < 0)

{

DialogResult result = MessageBox.Show("El tamaño de la partición no puede ser negativo. ¿Desea cambiarlo a positivo?", "Error de datos de entrada", MessageBoxButtons.OKCancel, MessageBoxIcon.Error);

if (result == DialogResult.OK)

{

tabParticiones.Rows[e.RowIndex][e.ColumnIndex] = Math.Abs(numero);

dgvParticiones.Refresh();

}

else

{

dgvParticiones.CancelEdit();

}

}

}

}

private void dgvParticiones\_CellValueChanged(object sender, DataGridViewCellEventArgs e)

{

}

private void btnValidar\_Click(object sender, EventArgs e)

{

if (cmbPolitica.SelectedIndex != -1 && txtMax.Text.Length != 0 && txtMin.Text.Length !=0)

{

int totalingresado = 0;

//validar que la suma de las particiones sea = total memoria

for (int i = 0; i < int.Parse(txtNParticiones.Text); i++)

{

int n = int.Parse(tabParticiones.Rows[i]["Tamaño"].ToString());

if (n < 0)

n = n \* -1;

totalingresado += +n;

}

if (totalingresado > tamanoTotal)

{

MessageBox.Show("La suma del tamaño de las particiones excede el total de memoria por: " + (totalingresado - tamanoTotal), "Error", MessageBoxButtons.OK, MessageBoxIcon.Stop);

return;

}

if (totalingresado < tamanoTotal)

{

MessageBox.Show("Debe agregar " + (tamanoTotal - totalingresado) + " espacio en las particiones", "Falta espacio para completar el total de memoria");

return;

}

if(int.Parse(txtMax.Text)<= int.Parse(txtMin.Text))

{

MessageBox.Show("Error en el intervalo","Error",MessageBoxButtons.OK, MessageBoxIcon.Stop);

return;

}

//btnSiguiente\_Click(sender, new EventArgs());

DataTable dt = new DataTable();

dt.Columns.Add("tamTot", typeof(float));

dt.Columns.Add("politica", typeof(String));

dt.Columns.Add("nParticiones", typeof(int));

dt.Columns.Add("min", typeof(int));

dt.Columns.Add("max", typeof(int));

DataRow fila = dt.NewRow();

fila["tamTot"] = tamanoTotal;

fila["politica"] = cmbPolitica.SelectedItem.ToString();

fila["nParticiones"] = int.Parse(txtNParticiones.Text);

fila["min"] = int.Parse(txtMin.Text);

fila["max"] = int.Parse(txtMax.Text);

frmSimulacion frmSim = new frmSimulacion(fila, tabParticiones);

dgvParticiones.DataSource = null;

frmSim.Show();

}

else

{

MessageBox.Show("Faltan Datos","Error",MessageBoxButtons.OK,MessageBoxIcon.Stop);

}

}

}

}

**Conclusiones**

* Tras la implementación y análisis de las políticas de ubicación (primer ajuste y mejor ajuste), se observa que la elección de la política afecta significativamente el rendimiento del sistema.
* La implementación de una cola de procesos "en espera de memoria" junto con la política de primer en entrar, primer en ser servido (PEPS) permite una gestión dinámica de la asignación de memoria. Esta funcionalidad garantiza que los procesos no sean bloqueados indefinidamente, incluso si no pueden asignarse inmediatamente a una partición de memoria, lo que mejora la eficiencia y la fluidez del sistema.
* La política de mejor ajuste muestra una mejor utilización de la memoria al reducir la fragmentación interna, lo que se traduce en una mayor capacidad para alojar procesos en la memoria disponible.
* La representación gráfica de la memoria y los procesos proporciona una experiencia de usuario intuitiva y facilita la comprensión del estado del sistema en tiempo real.

**Bibliografía**

* Deitel, P. J., & Deitel, H. M. (2005). Cómo Programar en C# (2da ed.). Pearson Educación.
* Stallings, W. (2005). Sistemas operativos: aspectos internos y principios de diseño (7ma ed.). Pearson Educación.