Getting Started

The data files required for this workshop can be found on GitHub. You need to have this in your home directory (/home/username) before you start this exercise. Please use the commands below to get started.

Open the terminal and enter these commands (commands are case sensitive) and each command should be entered in a single line followed by ⮠ (Enter) key

git clone git@github.com:ISUgenomics/basic\_UNIX\_2015.git ⮠

Once your cursor (command prompt) comes back to the original position, type

ls ⮠

You should see basic\_UNIX\_2015 listed there.

PS: all materials, including the slides, handout and instructions to set up your computer should be in the folder you downloaded.

UNIX Exercise 1

This exercise is designed to provide the basic skills required for working in the UNIX environment, using plenty of relevant examples, specifically for biologists. If you are using your personal computer, make sure that you have downloaded the files required for the workshop. This exercise will provide you information regarding navigation, files and directory creation/modification and some administrative things related to file permissions.

Naviagation

This section will introduce you to some basic file/directory navigation and manipulation techniques.

To know the present location of your command

pwd

/home/username

Returns you the present working directory (*p*rint *w*orking *d*irectory)

This means, you are now working in the username directory, which is located in home directory. The directory that you will be in after logging in is your home directory. You can also avoid writing the full path by using ~ in front of your username or simply ~.

~ or ~username same as /home/username

Present directory is represented as . (dot) and parent directory is represented as .. (dot dot)

Changing directories

To jump from one directory to another we use the cd (*c*hange *d*irectory) command.

cd ..

Changes your present location to the parent directory

cd DIRECTORY

This changes your location back to your DIRECTORY.

**Task 1.1: Now change your directory to the** WORKSHOP\_FILES **directory present in your home directory.**

**NOTE:** You can type in first few letters of the directory name and then press tab to auto complete rest of the name (especially useful when the file/directory name is long). This only works when there are unique matches for the starting letters you have typed. If there is more than one matching files/directories, pressing tab twice will list all the matching names. You can also recall your previous commands by pressing up/down arrow or browse all your previously used commands by typing history on your terminal (typically, last 500 commands will be saved in this file).

Directories and Files

Making directories

To create a directory, mkdir (*m*a*k*e *dir*ectory) can be used.

mkdir DIRECTORY

Unlike PC/Mac folders, here you can’t have space in your directory name (but some special characters are okay). You can also specify the path where you want to create your new folder.

**Task 1.2: Make a new directory named** FirstDirectory **within the** WORKSHOP\_FILES **directory. Then change your directory to the** FirstDirectory**.**

mkdir FirstDirectory

Copying Directories

To copy a file, cp (*c*o*p*y) command is used. When using this command you have to provide both source file and destination file.

cp SOURCE DESTINATION

You can also specify the absolute path of the source and/or destination file. To know more about any command you can use man command, which opens the manual of the command you ask (referred as 'man page').

man cp

This opens the manual for the cp command. Take a look at the manual of cp command (use arrow keys to move top or bottom of the page). OPTIONS are optional arguments that can be used to accomplish more from the same command. *Eg.,* by using option –i with the regular cp command, you can always make sure that you are not overwriting the existing file while copying. The syntax for using the options will also be provided in the manual. **To exit, press** q.

*Looking at the man page for cp command, what options can be used to copy a directory (including all files within it)? \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_*

*How else you can get help on cp command (other than ‘man’)? \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_*

**Task 1.3: Now change your directory back to the home directory. Create a copy of** WORKSHOP\_FILES **and name it as** BACKUP\_WORKSHOP**).** This will serve as a backup copy of all files that are required for the workshop (in case you accidentally modify the contents while working).

cp -r WORKSHOP\_FILES BACKUP\_WORKSHOP

Moving Directories

To move a file or a directory, mv (*m*o*v*e) command is used. Again, like the cp command you need to provide both source file and destination file.

mv SOURCE DESTINATION

Absolute path also works fine. Some of the options used by cp command also work with mv command. mv can also be used to rename files and directories

mv OLDNAME NEWNAME

**Task 1.4: Rename WORKSHOP\_FILES as tutorials.**

mv WORKSHOP\_FILES tutorials

Viewing the contents of the directory

The contents of a directory can be viewed using ls (*l*i*s*t) command.

ls DIRECTORY *# now try it with* tutorials *directory*

If no directory name is provided then ls will list all the contents of the present directory.

Like any other command, you can use absolute path or abbreviated path. There are also various options available for ls command.

Some very useful options include:

ls –l

Lists all the files in lengthy or detailed view

ls –t

Lists all the files, sorted based on creation time

ls –S

Lists all the files, sorted based on size

You can also combine these options together for getting more focused results.

*Looking at the manual for ls, what option can you use to view hidden files in a directory (files starting with dot)? \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_*

*Can you sort the files based on its extension? How? \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_*

**Task 1.5: Examine the contents of the** tutorials **directory. Try options such as** -l**,** -t**,** -a **and** -X**. Also check if you can combine many options together (like** -la **or** -lh **etc).** Try these:

ls -l tutorials

ls -a

ls -1 tutorials

ls -lh tutorials

ls -t tutorials

Creating and editing files

touch FILENAME

Creates a new file in the present location

nano FILENAME

Like notepad/textedit, this text editor lets you edit a file.

**Task 1.6: Create a new file named** firstfile **inside the** tutorials **directory. You can create using touch or using** nano**. Then add some contents (Your name and email address) to the** firstfile **(using** nano**). After editing, press** Ctrl + X **to exit, then enter** y **to save changes and confirm the file name**.

touch firstfile

nano firstfile

Viewing contents of the files

There are various commands to print the contents of the file in bash. Most of these commands are often used in specific contexts. All these commands when executed with filenames displays the contents on the screen. Most common ones are less, more, cat, head and tail.

less FILENAME *try this:* less AT\_cDNA.fa

Displays file contents on the screen with line scrolling (to scroll you can use arrow keys, PgUp/PgDn keys, space bar or Enter key). **When you are done press** q **to exit**.

more FILENAME *try this:* more AT\_cDNA.fa

Like less command, also, displays file contents on the screen with line scrolling but uses only space bar or Enter key to scroll. **When you are done press** q **to exit**.

cat FILENAME *try this:* cat AT\_cDNA.fa

Simplest form of displaying contents. It *cat*alogs the entire contents of the file on the screen. In case of large files, entire file will scroll on the screen without pausing

head FILENAME *try this:* head AT\_cDNA.fa

Displays only the starting lines of a file. The default is first ten lines. But, any number of lines can be displayed using –n option (followed by required number of lines).

tail FILENAME *try this:* tail AT\_cDNA.fa

Similar to head, but displays the last 10 lines. Again –n option can be used to change this.

More information about any of these commands can be found in man pages (man command)

**Task 1.7: Try using all these commands on the** RefSeq.faa**. You are also welcome to try these commands on various other files that are present in the** tutorials **directory.** These commands don’t change the contents of the file; they just display them on the screen.

Deleting files and directories

To delete directories from the system, you can use rmdir (*r*e*m*ove *dir*ectory) command. You can also use rm command to delete file(s).

rmdir DIRECTORY

The directory should be empty before you use the rmdir command.

rm FILE

To delete a file rm command can be used

Some useful options include

–r recursively delete files

-f delete forcefully

rm –rf DIRECTORY **[DO NOT USE THIS NOW!]**

When you want to delete a folder, with all its content

**Task 1.8: Delete the directory named** delete\_me **inside the** tutorials **directory (to do this you may first want to delete the** sample.txt **file inside this directory).**

cd delete\_me

rm sample.txt

cd ..

rmdir delete\_me

compressing files

There are several options for archiving and compressing groups of files or directories. Compressed files are not only easier to handle (copy/move) but also occupy less size on the disk (less than 1/3 of the original size). In Linux systems you can use zip, tar or gz for archiving and compressing files/directories.

ZIP compression/extraction

zip OUTFILE.zip INFILE.txt

Compress INFILE.txt

zip -r OUTDIR.zip DIRECTORY

Compress all files in a DIRECTORY into one archive file (OUTDIR.zip)

zip -r OUTFILE.zip . -i \*.txt

Compress all txt files in a DIRECTORY into one archive file (OUTFILE.zip)

unzip SOMEFILE.zip

Decompress a file

**Task 1.9: Zip** AT\_genes.gff **file located in the** tutorials **directory. Check the file size before and after zip compression (Hint: use** ls –lh **to check file sizes).**

zip AT\_genes.gff.zip AT\_genes.gff

*Is there any size difference before and after compressing? Y/N*

tar (*t*ape *ar*chive) utility saves many files together into a single archive file, and restores individual files from the archive. It also includes automatic archive compression/decompression options and special features for incremental and full backups.

tar -cvf OUTFILE.tar INFILE

archive INFILE

tar -czvf OUTFILE.tar.gz INFILE

archive and compress file INFILE

tar -tvf SOMEFILE.tar

list contents of archive SOMEFILE.tar

tar -xvf SOMEFILE.tar

extract contents of SOMEFILE.tar

tar -xzvf SOMEFILE.tar.gz

extract contents of gzipped archive SOMEFILE.tar.gz

tar -czvf OUTFILE.tar.gz DIRECTORY

archive and compress all files in a directory into one archive file

tar -czvf OUTFILE.tar.gz \*.txt

archive and compress all ".txt" files in current directory into one archive file

**Task 1.10: Archive and compress the** BACKUP\_WORKSHOP **directory you created in Task 1.3 (you can name it as** backup.tar.gz **or anything you want)**

tar -czvf backup.tar.gz BACKUP\_WORKSHOP

gzip (*g*nu *zip*) compression utility designed as a replacement for compress, with much better compression and no patented algorithms. The standard compression system for all GNU software.

gzip SOMEFILE

compress SOMEFILE (also removes uncompressed file)

gunzip SOMEFILE.gz

uncompress SOMEFILE.gz (also removes compressed file)

**Task 1.11:** gzip **the file** AT\_genes.gff **and examine the size.** gunzip **it back so that you can use this file for the later exercises.**

gzip AT\_genes.gff

ls -lh

gunzip AT\_genes.gff.gz

ls –lh

Administrative Commands

Changing permissions

All files in the UNIX system will have a set of permissions which define what can be done with that file and by whom. (What = read (view contents), write (modify) and execute (run script) Whom=User (owner), group (that account belongs to) and everyone else). They are denoted as

**PERMISSIONS RELATIONS**

read r owner u

write w group g

execute x others o

all users a

To look at the permissions for any file, you can list the files with l option (ls –l).

Permissions User Group Size Date modified Name

![](data:image/png;base64,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)

u g o

(d=directory, l=link, r=read, w=write, x=execute, -=blank, u=user, g=group, o=others)

To set/modify a file's permissions you need to use the chmod command (*ch*ange *mod*e). Only the owner of a file can alter a file's permissions. The syntax:

chmod [OPTIONS] RELATIONS[+ or -]PERMISSIONS FILE

Add permissions

chmod RELATIONS+PERMISSIONS FILENAME

chmod g+rwx FILENAME grants read, write and execute permissions for group

chmod g+r FILENAME grants read permission for group

chmod a+rwx FILENAME makes the file public (don’t do this to any file/directory unless you want to share)

Remove permissions

chmod RELATIONS-PERMISSIONS FILENAME

chmod g-wx FILENAME removes write and execute permissions for group

chmod g-rwx FILENAME removes all permissions for group

chmod a-rwx FILENAME removes all permissions for others

chmod a-x FILENAME removes execution permissions for others

OPTIONS include

-R recursively (the permissions are applied to all the files, directories present inside the directory)

**Task 1.12: Check the permissions for the files located in the** tutorials **directory. Do**

ls -l

*What permissions does the group have on these files? \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_*

*Which group does your account belong to? \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_*

UNIX Exercise 2

Second exercise on UNIX deals with more complex commands with their useful options and using multiple commands at a time. Make sure you understand all the commands from the previous exercise as you will be using them frequently in this exercise.

FASTA format:

FASTA format is nothing but a simple text file containing either nucleotide sequences or protein sequences. An individual sequence always starts with a single line description of the sequence, followed by lines of sequence data. Description can be just an identification number or even blank (not recommended) but should always begin with a greater-than (>) symbol. The sequence is considered to be complete if another line starting with a > is encountered. The simplicity of FASTA format makes it easy to manipulate and parse sequences using text-processing tools and any scripting languages like Python, Perl or Ruby.

Some example FASTA format protein sequences are given below:

>gi|18403023|ref|NP\_565747.1| splicing factor 3A subunit 2 [Arabidopsis thaliana]

MDREWGSKPGSGGAASGQNEAIDRRERLRRLALETIDLAKDPYFMRNHLGSYECKLCLTLHNNEGNYLAH

TQGKRHQTNLAKRAAREAKDAPTKPQPLKRNVSVRRTVKIGRPGYRVTKQYDPELQQRSLLFQIEYPEIE

DNIKPRHRFMSSYEQKVQPYDKSYQYLLFAAEPYEIIAFKVPSTEVDKSTPKFFSHWDPDSKMFTLQVYF

KPTKPEPNKPQSAVGANGLPPPPPPPPHQAQPPPPPPSGLFPPPPPPMANNGFRPMPPAGGFGHPNM

>gi|224140247|ref|XP\_002323495.1| predicted protein [Populus trichocarpa]

MDREWGSKPGSGGAASAQNEAIDRRERLRRLALETIDLAKDPYFMRNHLGSYECKLCLTLHNNEGNYLAH

TQGKRHQTNLAKRAAREAKDAPALPQPNKRKVNIRKTVKIGRPGYRVTKQFDPETKQRSLLFQIEYPEIE

DNTKPRHRFMSSYEQRIEANDKRFQYLLFSAEPYEIIAFKVPSTEIDKSTPKFFSHWDPDSKMFTLQLYF

KLKPPEANKPQSVAAANSTVPSQPPPPLPPQGLPAGSRPPPPPMPASLPPPPPPAMANGPRPMPPGGAPP

APPPPPGGSGAMVNFTPGTQAGRPSSMLPPHGFLGQQMQGQTIRPPLLPPNMGQ

Pipes and REDIRECTS

Many UNIX commands use some input file/data and display the output on the screen. This is feasible when the data being displayed is small enough to fit the screen or if it is the endpoint of your analysis. But for large data outputs, it is efficient to redirect to a file instead of screen. This can be done very easily in UNIX using > (greater than) or < (lesser than) or >> signs.

* < redirects the data to the command for processing
* > redirects the data from the command's output to a file. The file will be created if it is non-existing and if present it will overwrite the contents with the new output data (you will lose the original file).
* >> unlike > this redirection lets user append the data to an already existing file or a new file
* Another special operator | (called pipe) is used sometimes to pass the output from a command to another command (as input) before sending it to an output file or display.

Some *eg.*

cat FILE1 > FILE2

Creates a new file, FILE2 with same contents as old file, FILE1

cat FILE1 >> FILE2

Appends the contents for FILE1 to FILE2, equivalent to opening FILE1, copying all the contents, pasting the copied contents to the end of the FILE2 and saving it!

cat FILE1 | less

Here, cat command displays the contents of the FILE1, but instead of sending it to standard output (screen) it sends it through the pipe to the next command 'less' so that contents of the file are now displayed on the screen with line scrolling.

**Task 2.1: The Sequences directory contains a number of files and each of these files contain a single FASTA formatted nucleotide sequence. Combine them all together to make a single file sequences.fasta using redirects.**

cat \*.fa >> sequences.fasta

this command will combine all .fa files into one.

Regular Expressions

When working with the sequences (protein or DNA) we are often interested to see if a particular feature is present or not. This could be various things like a start codon, restriction site or even a motif. In UNIX all strings of text that follow some pattern can be searched using some formula called regular expressions. *eg.* If you are looking for a particular motif in large number of sequences, then you can create a regular expression in UNIX and search all the sequences having that motif relatively easily. Regular expression consists of normal and metacharacters. Commonly used characters include

|  |  |
| --- | --- |
| Expression | Function |
| . | matches any single character |
| $ | matches the end of a line |
| ^ | matches the beginning of a line |
| \* | matches one or more character |
| \ | quoting character, treat the next character followed by this as an ordinary character. |
| [] | matches one or more characters between the brackets |
| [range] | match any character in the range |
| [^range] | match any character except those in the range |
| \{N\} | match N occurrences of the character preceding (sometimes simply +N) where N is a number. |
| \{N1,N2\} | match at least N1 occurrences of the character preceding but not more than N1 |
| ? | match 1 occurrence of the character preceding |
| | | match 2 conditions together, \(this\|that)\ *matches both this or that in the text* |

For complete list, type info regex on your terminal.

Some examples related to nucleotide/protein sequences:

|  |  |
| --- | --- |
| Patterns | Matches |
| ^ATG | Find a pattern starting with ATG |
| TAG$ | Find a pattern ending with TAG |
| ^A[TGC]G | Find patterns matching either ATG, AGG or ACG |
| TA[GA]$ | Find patterns matching either TAG or TAA |
| ^A[TGC]G\*TGTGAACT\*TA[GA]$ | Find gene containing a specific motif |
| [YXN][MPR]\_[0-9]\{4,9\} | Find patterns matching NCBI RefSeq (*eg* XM\_012345) |
| \(NP\|XP\)\_[0-9]\{4,9\} | Find patterns matching NCBI RefSeq proteins |

Some common commands that can be used to manipulate text using regular expressions are grep (filters input against a pattern), sed (applies transformation after searching a pattern) and awk (manipulates data arranged in columns). We will discuss these commands in detail

grep

grep (*g*lobally search a *r*egular *e*xpression and *p*rint) is one of the most useful commands in UNIX and it is commonly used to filter a file/input, line by line, against a pattern e*g.,* to print each line of a file which contains a match for pattern.

grep PATTERN FILENAME

Like any other command there are various options available for this command. Most useful options include:

-v inverts the match or finds lines NOT containing the pattern.

--color colors the matched text for easy visualization

-F interprets the pattern as a literal string.

-H, -h print, don't print the matched filename

-i ignore case for the pattern matching.

-l lists the file names containing the pattern (instead of match).

-n prints the line number containing the pattern (instead of match).

-c counts the number of matches for a pattern

-w forces the pattern to match an entire word.

-x forces patterns to match the whole line.

With options, syntax is

grep [OPTIONS] PATTERN FILENAME

Some typical scenarios to use grep:

* Counting number of sequences in a multi-fasta sequence file
* Get the header lines of fasta sequence file
* Find a matching motif in a sequence file
* Find restriction sites in sequence(s)
* Get all the Gene IDs from a multi-fasta sequence files and many more.

Now let's use grep command to do some simple jobs with the sequences:

Counting sequences: By FASTA format definition, we know that number of sequences in a file should be equal to the number of description lines. So by counting > in file, you can count the number of sequences. This can be done using counting option of the grep (-c).

grep -c ">" FILENAME

**Task 2.3: Count the number of sequences** AT\_cDNA.fa **and** RefSeq.faa

grep -c ">" AT\_cDNA.fa \_\_\_\_\_\_\_\_\_

grep -c ">" RefSeq.faa \_\_\_\_\_\_\_\_\_

If you are looking for information about the sequences, you can list all the headers (description lines) for the sequences using grep. Simply search for ">" and grep will list all the description lines.

grep ">" FILENAME

grep ">" AT\_cDNA.fa

Alternatively, you can send it to a file if you want to use it later or you can just pipe it to less or more command to scroll through it line by line or page by page.

grep ">" FILENAME > HEADERFILE.txt

grep ">" FILENAME | less

grep ">" AT\_cDNA.fa | less

Use up/down arrow keys to move up and down, press q to exit

*See what kind of sequences are in* AT\_cDNA.fa file*. Do they all seem to belong to same organism? yes/no Which organism? \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_*

Using grep you can also locate all the lines that contain a specific term you are looking for. This is very useful especially to look for a specific gene among a large number of annotated sequences.

grep "word or phrase to search" FILENAME

**Task 2.4: Try searching for your favorite gene, to see if it is present in** AT\_cDNA.fa**(this file contains all annotated sequences for *Arabidopsis thaliana*). Unlike Google or any search engines, only exact search terms will be identified, but you can ask** grep **to ignore cases while searching using** -i **option. Try these:**

grep -i "transcription factor" AT\_cDNA.fa

grep -i "TFIIIA" AT\_cDNA.fa

You can also use this feature to see if your sequence of interest has a specific feature (restriction site, motif etc.,) or not. This can be performed better using --color option of the grep.

**Go to the sequences directory, search for *Eco*R1 (GAATTC) site in the** NT21.fa **file, and use the color option. Also, try looking for a C2H2 zinc finger motif in** RefSeq.faa **file (for simplicity let's assume zinc finger motif to be** CXXXCXXXXXXXXXXHXXXH**. Either you can use dots to represent any amino acids or use complex regular expressions to come up with a more representative pattern. Try these:**

grep --color "GAATTC" ./Sequences/NT21.fa

grep --color "C..C............H...H" RefSeq.faa

(2) (12) (3)

You can also use grep command to exclude the results containing your search term. Say if you want to look at genes that are not located in chromosome 1, you can exclude it form your search by specifying -v option.

grep -i "transcription factor" AT\_cDNA.fa| grep -v "chr1"

grep -i "transcription factor" AT\_cDNA.fa| grep "chr1"

*Notice the difference in output from the above two commands.*

Try to understand the following command lines (and record your results, where applicable):

grep -c -w "ATP" RefSeq.faa \_\_\_\_\_\_\_\_\_\_\_\_\_

grep -c CGT[CA]GTG AT\_cDNA.fa \_\_\_\_\_\_\_\_\_\_\_\_\_

grep -l "ATG" ./sequences/\*.fa

You can also try some regular expressions related to nucleotide/protein sequences provided earlier to see how it works.

SED

The sed command is a *s*tream *ed*itor that reads one or more text files, makes changes or edits according to editing script, and writes the results to standard output. Most common editing script sed uses is to substitute text matching a pattern. The simple syntax for using sed is as follows

sed 'OPERATION/REGEXP/REPLACEMENT/FLAGS' FILENAME

Here, / is the delimiter (you can also use \_ (underscore), | (pipe) or : (colon) as delimiter as well)

OPERATION specifies the action to be performed (sometimes if a condition is satisfied). The most common and widely used operation is s which does the substitution operation (other useful operators include y for transformation, i for insertion, d for deletion *etc.*).

REGEXP and REPLACEMENT specify search term and the substitution term respectively for the operation that is being performed.

FLAGS are additional parameters that control the operation. Some common FLAGS include:

g replace all the instances of REGEXP with REPLACEMENT (globally)

n (n=any number) replace nth instance of the REGEXP with REPLACEMENT

p If substitution was made, then prints the new pattern space

i ignores case for matching REGEXP

w file If substitution was made, write out the result to the given file

d when specified without REPLACEMENT, deletes the found REGEXP

For brevity we only discuss sed command with respect to search and replace function. To do other things please refer to the man page of sed or the reference provided here <http://www.grymoire.com/Unix/Sed.html#uh-47>.

Some search and replace examples:

sed 's/chr/chromosome/g' FILENAME replaces ALL instances in a line

sed '/MTF1/s/chr/chromosome/g' FILENAME

replaces all instances in a line only if it contains 'MTF1'

Other common tasks that can be performed using sed

|  |  |
| --- | --- |
| sed -n '52p' FILENAME | Prints 52nd line |
| sed -n '8,12p' FILENAME | Prints line 8 through 12 |
| sed -n '1,2~2p' FILENAME.fastq | Prints 2nd and every 4th line (header and sequence from a FASTQ file) |
| sed "1d" FILENAME | Delete 1st line |
| sed "1,3d" FILENAME | Delelte line 1, 2 and 3 |
| sed 's/^$//g' FILENAME | Delete balnk lines |
| sed '2 i line to insert' FILENAME; | insert "line to insert" on second line |

**Task 2.5: Try using replace function on** AT\_genes.gff **file (to change** Chr **to** Chromosome**). View both files to see the difference.**

sed 's/^Chr/Chromosome\_/g' AT\_genes.gff > AT\_genes\_converted.gff

AWK

Unlike other UNIX commands awk is a structured language by itself. awk stands for the names of its authors *A*ho, *W*einberger, and *K*ernighan. Many bioinformatics programs generate rows and columns of information. awk is an excellent tool for processing these rows and columns, and it is easier than most conventional programming languages.

The typical syntax for awk is:

awk 'PATTERN {ACTION}' FILENAME

awk then works by reading the input file one line at a time, matching the given PATTERN and performing the corresponding ACTION for the matches. If there is no PATTERN, then the ACTION will be performed on each line. But if there is no ACTION then the default ACTION (printing all lines) on the matching PATTERN will be performed (empty braces {} without any ACTION turns off default printing).

A simplest *eg*. would be

awk '{print}' FILENAME *try* awk '{print}' AT\_genes.gff

Here, since there is no PATTERN, the print ACTION will be performed on each line (equivalent to cat INFILE).

Some inbuilt variables of awk include:

|  |  |
| --- | --- |
| FS | Field Separator (default SPACE) |
| OFS | Output Field Separator (default SPACE) |
| NF | Number of Fields in the input |
| NR | Number of Records (lines) in the input |
| RS | Record Separator (default NEWLINE) |
| ORS | Output Record Separator (default NEWLINE) |
| FNR | File line number |
| N | Nth field of the line where N can be any number (eg. $0 = entire line, $1 = First field, so on) |

awk accepts all standard patterns (regular expression and expression) plus some special patterns

|  |  |
| --- | --- |
| BEGIN | Special PATTERN that is executed before the INPUT is read |
| END | Special PATTERN that is executed after the INPUT is read |
| empty | nonexistent PATTERN that matches every input record |

Some simple *eg.* using awk (you can try these commands with AT\_genes.gff FILE)

|  |  |
| --- | --- |
| awk NF FILE | Deletes all blank lines |
| awk 'NF > 0' FILE | Deletes all blank lines |
| awk 'NF > 4' FILE | Prints only lines with more than 4 fields |
| awk '$NF > 4' FILE | Prints only lines with value of the 4th filed > 4 |
| awk 'END { print $NF }' FILE | Prints value of the last field of the last line |
| awk 'NR==25,NR==100' FILE | Prints lines between 25 and 100 |
| awk 'NR==50' FILE | Prints 50th line of input |
| awk 'NR < 26' FILE | Prints first 25 lines |
| awk 'NR > 25' FILE | Prints file after 25th line |
| awk 'END { print NR }' FILE | Prints the last line of the file |
| awk '{ print NF ":" $0 }' FILE | Prints number of fields in front of every line |
| awk '{ print FNR ":" $0 }' FILE | Prints line number in front of every line |
| awk '$5 == "abc123"' FILE | Prints lines which have 'abc123' in 5th field |
| awk 'BEGIN { ORS="\n\n" }; 1' FILE | Double spaces the file |
| awk '{ print $1, $2 }' FILE | Prints only 1st and 2nd field |
| awk '{ print $2, $1 }' FILE | Prints only 2nd and 1st field (swapping columns) |
| awk '{ $2 = ""; print }' FILE | Prints the file without 2nd column |
| awk '/REGEX/' FILE | Prints all the lines having REGEX |
| awk '!/REGEX/' FILE | Prints all the lines not having the REGEX |
| awk '/AAA|BBB|CCC/' FILE | Prints all the lines having either AAA, BBB or CCC |
| awk 'length > 50' FILE | Prints line having more than 50 characters |
| awk '/POINTA/,/POINTB/' FILE | Prints everything between POINTA and POINTB |

Try to understand the following command lines (and record it):

|  |  |
| --- | --- |
| awk 'END { print $NF }' AT\_genes.gff | \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ |
| awk 'NR==30,NR==35' AT\_genes.gff. | \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ |
| awk 'NR==25' AT\_genes.gff | \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ |
| awk 'NR<25' AT\_genes.gff | \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ |
| awk 'END { print NR }' AT\_genes.gff | \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ |
| awk '{ print NF ":" $0 }' AT\_genes.gff > with\_fields.txt | \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ |
| awk '{ print NR ":" $0 }' AT\_genes.gff > with\_Line\_num.txt | \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ |
| awk '{ print $1, $3 }' AT\_genes.gff | \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ |
| awk '{print $1"\t"$3"\t"$2}' AT\_genes.gff | \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ |
| awk '{print $1,$2,$(NF-4),$(NF-3)} ' AT\_genes.gff. | \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ |
| awk '/Chr1/' AT\_genes.gff. | \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ |

TR

The tr (*tr*anslate) utility in UNIX can translate or transliterate the input to produce a modified output. It uses 2 sets of parameters, and replaces occurrences of the characters in the first set with the corresponding elements from the other set.

tr [OPTIONS] "STRING1" "STRING2" <INFILE >OUTFILE

Useful options are

-c complements the set of characters specified by string1

-d delete occurrences of string1 (string2 not needed)

-s squeeze repeats or multiple occurrences found in string1 will be replaced with one string2

Common uses of tr command are:

tr "a-z" "A-Z" or tr "[:lower:]" "[:upper:]"

Convert lower case to upper case (or upper to lower case)

tr -s '\n'

Convert each sequence of repeated newlines to a single newline

Files generated in both Mac and Windows OS will have a different newline character (to mark the end of the line) that is not recognized by the UNIX OS. Similarly files generated in UNIX will have a different newline that can't be read in Windows or Mac OS. The 'tr' command provides an easy way to convert these 'newlines' to different forms.

tr '\r' '\n' <MAC.TXT >UNIX.TXT

Convert Mac text file to UNIX text file

tr '\n' '\r' <UNIX.txt >MAC.TXT

Convert UNIX text file to MAC text file

tr -d '\015' <WIN.TXT >UNIX.TXT

Convert Windows text file to UNIX text file

tr '\n' '\015'<UNIX.txt >WIN.TXT

Convert UNIX text file to windows text file

NOTE: There are in built commands like dos2unix, mac2unix and unix2dos to do these conversions automatically in most recent versions of UNIX.

There are several utilities that can mask low complexity regions of the genomes such as repeats. They do that either by converting the bases/residues to lower case (soft masking) or converting them to N or X (hard masking). The public databases often store these soft masked genomes. When downloaded it might be useful to remove the masking, if your analysis doesn't require it (pattern searching etc.). It can be easily done by changes cases

tr "ATGC" "atgc" <AT\_cDNA.fa >AT\_cDNA\_tr.fa

Converts masking from the sequences and saves them in a new file

tr "ATGC" "AUGC" <AT\_cDNA.fa > AT\_rna.fa

Converts cDNA to mRNA sequence and saves them in a new file

Word count

wc (*w*ord *c*ount) is another useful command that lets you count the number of words (and lines) in a file

wc FILENAME *try this* wc AT\_genes.gff

This outputs both number of words as well as lines in a file.

wc -l FILENAME *try this* wc -l AT\_genes.gff

Outputs only number of lines in file

Often these commands are "piped" with other commands to count certain things. *eg.*: Counting the number of files in a directory, counting the number of sequences etc.

**Task 2.6: Count how many files with .fa extensions are present in** sequences **directory.**

ls Sequences| wc -l

Sort

sort command can be used to arrange things in a file. Simplest way to use this command is:

sort FILE1 > SORTED\_FILE1

Useful options include

-n numerical sort

-r reverse sort

-k N,N sort the Nth field (column), where N is a number. Sorting can also be done on the exact character on a particular field *eg.* -k 4.3,4.4 sorts based on 3rd and 4th character of the 4th field. Additionally you can supply additional -k for resolving ties.

-t specify the delimiters to be used to identify fields (default is TAB) *eg.* -t : to use ':' as delimiter

**Task 2.7: The** Sequences **directory consists of numerically labeled files. UNIX can sort either alphabetically or numerically (not both) and hence they are arranged in** NT1.fa**,** NT10.fa**,** NT11.fa ***etc*. In order to sort them in an easy to read way, try using**

ls |sort -n -k 1.3,1.4

This command lists all the files in sequences directory and then passes it to sort command. Sort command then sorts it numerically but only using 3rd and 4th letters of the first field (file name)

Try using sort on AT\_genes.gff file

sort -r -k 1,1 AT\_genes.gff

sort -r -k 4,4 AT\_genes.gff

Uniq

uniq (*uniq*ue) command removes duplicate lines from a sorted file, retaining only one instance of the running matching lines. Optionally, it can show only lines that appear exactly once, or lines that appear more than once. uniq requires sorted input since it compares only consecutive lines.

uniq [OPTIONS] INFILE OUTFILE

Useful options include

-c count; prints lines by the number of occurrences

-d only print duplicate lines

-u only print unique lines

-i ignore differences in case when comparing

-s N skip comparing the first N characters (N=number)

**Task 2.8: Number each lines based on number of occurrences:**

uniq -c ids.txt

**Print only duplicated lines.**

uniq -d ids.txt

**Print only unique lines.**

uniq -u ids.txt

Comparing files

diff (*diff*erence) reports differences between files. A simple example for diff usage would be

diff [OPTIONS] FILE1 FILE2

Useful options include

-b ignore blanks

-w ignore white space (spaces and tabs)

-i ignore case

-r recursively compare all files (when comparing folders)

-s list all similar files (when comparing folders)

-y side by side comparison of files

The differences reported will be in the form of corrections that are required to change the first file to second file

Generate diffIDs.txt by comparing the differences between ids\_a.txt and ids\_b.txt

diff -y ids\_a.txt ids\_b.txt > diffIDs.txt

*Are these files different?*

comm (*comm*on) command compares two sorted files line by line.

comm [OPTIONS] FILE1 FILE2

-1 suppress lines unique to FILE1

-2 suppress lines unique to FILE2

-3 suppress lines that appear in both files

**Task 2.9: Compare the same files (ids\_a.txt and ids\_b.txt) again with 'comm' command and see how the outputs differ**

comm -1 ids\_a.txt ids\_b.txt

comm -2 ids\_a.txt ids\_b.txt

comm -3 ids\_a.txt ids\_b.txt

DIVIDING FILES

cut divides the file into several parts and displays selected columns or fields from each line of a file. Normally cut command requires how the fields are separated and what fields needs to be displayed.

cut -d "," -f 2-4 FILE displays columns 2,3 and 4 of a file separated by ","

cut -d "|" -f 1,10 FILE displays 1st and 10th columns of a file separated by "|"

cut -f 1 FILE displays 1st column of a file, assumes TAB as delimiter

split generates output files of a fixed size (bytes or lines). Useful when huge file needs to be processed. *eg.,*

split -d -l 100 FILENAME SUFFIX

here -d specifies numeric suffix only (suffix00, sufix01, suffix02 *etc*.) while -l specifies number of lines in each file (100 in this case). If you want to split based on bytes, you can use -b option (*eg*. -b 1k or -b 1m for 1 KB and 1 MB respectively)

*From the commands that you have learned, can you combine the all the split files into a single file again?*

**Task 2.10: Display only first column of the** AT\_genes.gff **file using cut**

cut -f 1 AT\_genes.gff (press ctrl + c to exit) or

cut -f 1 AT\_genes.gff | less

**Similarly, display 1st, 4th and 5th column of the** AT\_genes.gff **file**

cut -f 1,4,5 AT\_genes.gff (press ctrl + c to exit) or

cut -f 1,4,5 AT\_genes.gff | less

**Verify if all the columns in** AT\_genes.gff **file has same number of entries in every field**

cut -f 1 AT\_genes.gff |wc -l

cut -f 2 AT\_genes.gff |wc -l

cut -f 3 AT\_genes.gff |wc -l

**Split the file** AT\_genes.gff **every 100,000 lines. Use** gff\_split **as suffix for the files and use numerical suffix.**

split -d -l 100000 AT\_genes.gff gff\_split

*How many split files are generated: \_\_\_\_\_\_\_\_\_*

ls gff\_split\* |wc -l

COMBINING files

paste prints lines consisting of sequentially corresponding lines of each specified file. eg.,

paste FILE1 FILE2 > FILE3

Combines the contents of FILE1 and FILE2, side by side generating a new file, FILE3.

**Task 2.11: Combine columns of** ids\_a.txt **and** ids\_b.txt **files.**

paste ids\_a.txt ids\_b.txt

*How many columns do you see after combining? \_\_\_\_\_\_\_\_\_\_\_\_*

join combines two files based on the common field that is specified

join -t':' -1 N -2 N FILE1 FILE2

-t':' Specify field separator (here ":" but you can specify anything. Default is TAB)

-1 N Common field number (N) from the 1st file

-2 N Common field number (N) from the 2nd file

**Task 2.12: Join columns based on column 1 in** genes\_a.gff **and column 3 in** genes\_b.gff

join -1 1 -2 3 genes\_a.gff genes\_b.gff

UNIX Exercise 3

This exercise mainly deals with using HPC clusters for large scale data (Next Generation Sequencing analysis, Genome annotation, evolutionary studies etc.). These clusters have several processors with large amounts of RAM (compared to typical desktop/laptop), which makes it ideal for running programs that are computationally intensive. The operating system of these clusters are primarily UNIX and are mainly operated via command line. All the commands that you have learned in the previous exercises can be used on HPC.

Prerequisites

ISU High Performance Computing (ISUHPC) offers shared cluster computing infrastructure for researchers and students at ISU. Brief descriptions for the available resources can be found here: <http://www.hpc.iastate.edu/systems>. To begin with, you need to request permission for accessing these resources either through your department or through your advisor. All workshop attendees will have their account setup on HPC class education cluster and they can use their ISU NetID and the password for logging-in. You should have already received a confirmation email about your account creation with instructions on how to connect to the cluster. In this exercise we will specifically teach you how to connect to a remote server (HPC), transfer files in and out of the server, and running programs by requesting resources.

Logging in

You can log onto its front-end/job-submission system (hpc-class.its.iastate.edu) using your ISU NetID and password. Logging into HPC class requires an SSH client if you are using Windows but Mac/Linux have these built into their OS. There are several available for download for the Windows platform.

Microsoft Windows:

* **PuTTY** is an extremely small download of a free, full-featured SSH client.
* **SSH Secure Shell Client**, also a full featured client that is commercial. It is available as part of the Iowa State University site-licensed software.

Mac OS X/ Linux / Solaris or other 'nix systems

* The ssh command is pre-installed. You may start a local terminal window from "Applications > Utilities" or by searching for installed programs. Log in using

ssh -X username@hpc-class.its.iastate.edu

queues

HPC class uses PBS for job scheduling and resource management. You will probably have access to the following queues, each with several nodes (1 node = 16 processors and 64 GB RAM).

|  |  |
| --- | --- |
| tiny | 0:10:00 |
| short | 1:00:00 |
| medium | 6:00:00 |
| large\_short | 0:15:00 |
| long | 72:00:00 |
| long\_2node | 73:00:00 |
| gpu | inf |

File transfer:

There are a number of ways to transfer data to and from HPC clusters. Which you should use depends on several factors, including the ease of use for you personally, connection speed and bandwidth, and the size and number of files which you intend to transfer. Most common options include scp, rsync (command line) and SCP and SFTP clients (GUI).

scp (*s*ecure *c*o*p*y) is a simple way of transferring files between two machines that use the SSH (Secure SHell) protocol. You may use scp to connect to any system where you have SSH (login) access. scp is available as a protocol choice in some graphical file transfer programs and also as a command line program on most Linux, UNIX, and Mac OS X systems. scp can copy single files, but will also recursively copy directory contents if given a directory name. scp can be used as follows:

scp sourcefile username@hpc-class.its.iastate.edu:somedirectory/

(to a remote system from local)

scp username@hpc-class.its.iastate.edu:somedirectory/sourcefile destinationfile

(from a remote system to local)

scp SourceDirectory/ username@hpc-class.its.iastate.edu:somedirectory/

(recursive directory copy to a remote system from local)

rsync is a fast and extraordinarily versatile file copying tool. It can synchronize file trees across local disks, directories or across a network

rsync -rave "ssh -l username" path/to/SourceDirectory username@hpc-class.its.iastate.edu:somedirectory/

Synchronize a local directory with the remote server directory

rsync -rave "ssh -l username" username@hpc-class.its.iastate.edu:SourceDirectory/ path/to/Destination/

Synchronize a remote directory with the local directory

User friendly (GUI) choices for file transfer:

* WinSCP (http://winscp.net): for Windows only
* FileZilla (https://filezilla-project.org): Windows/Linux/Mac
* **Cyberduck** (http://cyberduck.io): Mac and Windows

variables

When your account is setup, some standard variables (known as environment variables) that are specific to your account were created. These variables can be used to simplify your navigation (many environment variables specify storage locations and paths). Think it of as "shortcut" that you create on your desktop to open the desired application that you frequently use. Your login automatically defines these variables for you. Some standard variables are

Name Description

USER your username

HOME path to your home directory

PWD path to your current directory

PATH all directories searched for commands/applications

HOSTNAME name of the machine you are on

SHELL your current shell (bash, tcsh, csh, ksh)

SSH\_CLIENT your local client's IP address

TERM type of terminal or terminal emulator being used

To perform the action you need to use them with $ sign in front. For example:

cd $HOME

Changes your directory from the current location to home your directory

You can look up the values stored in these variables by using echo command

echo $VARIABLE\_NAME

You can add any number of such variables manually by editing the hidden file (.bashrc) in your home directory (make sure that you create a backup copy of this original file before you start editing).

PRE installed programs

To use pre-installed applications you can use the module command. First configure it using following command:

module use /shared/class/bcb660/.bcb660\_2014b/modules

After that, you can use the module load command to load the software you want to use. For instance, to use FASTQC (program to check the quality of fastq reads of NGS) program,

module load fastqc

To check all available programs:

module avail

module what-is

Submitting jobs

To submit a job (running your script, starting a program etc) to the HPC-class cluster, you should use Slurm job scheduler. It will manage schedule jobs to run on HPC depending on the hardware requirement and other factors to efficiently use the available resources. If you run any jobs without the PBS then jobs will be executed on a front-end login hostthat is shared by all users. This will negatively impact everyone's ability to use HPC.

Usually, a submission script specifying the requirements of hardware for your job will be used to submit jobs on HPC. This script file is a simple text file where you specify:

* Memory requirement
* Desired number of processors
* Length of time you want to run the job
* Type of queue you want to use (optional)
* Additionally, you can also specify where to write output and error files as well as give name for your job while running on HPC

A simple job submission script is shown below:

#!/bin/bash

#SBATCH --job-name=JOBNAME *# useful name for identifying your job*

#SBATCH --nodes=1 *# number of nodes required for the job*

#SBATCH --ntasks-per-node=16 *# number of processors to be used per node*

#SBATCH --time=24:00:00 *# total time requested*

#SBATCH --output=out.%j *# batch stdout*

#SBATCH --error=err.%j *# batch stderr*

#SBATCH --mail-user=username@iastate.edu

#SBATCH --mail-type=begin

#SBATCH --mail-type=end *# specify when you want to get notifications*

cd $SLURM\_SUBMIT\_DIR *# change to the directory where job was submitted*

module load name

<your script goes here>

scontrol show job $SLURM\_JOB\_ID *# will had runtime stats to batch stdout file*

You can also create a script using this html utility  
<http://www.hpc.iastate.edu/guides/classroom-hpc-cluster/slurm-job-script-generator>

It is useful to keep a ‘template’ of a job submission file in your home directory, which can be modified every time you submit a new job. Heavily customized template submission file with some useful features is given below:

Whenever you submit a job, you have to modify: the numbers for memory/nodes/processors/walltime, program name and insert the script that you wish to run. Jobs can then be submitted using sbatch command:

sbatch template\_jobfile.sub

A sample job to check the quality of the reads obtained from a sequencing project is present in the jobfile.sub. It is set to run it on short queue. To start the job:

sbatch jobfile.sub

You will receive a confirmation 1234.hpc-class.its.iastate.edu where 1234 is your job ID. Once you have submitted the job script, you can view status of jobs by using following commands:

squeue -a list all jobs of all status

squeue -u yourusername list all the current jobs you are running on cluster

Additional resources:

<http://hpcgroup.public.iastate.edu/HPC/hpc-class>

Upon completion of the job, you will see many files in your working directory. Two of these files that start with your jobname are error log file (jobname.e1234.hpc-class.its.iastate.edu) and output log file (jobname.o1234.hpc-class.its.iastate.edu). The fastqc results for two reads will be in two separate files (R1\_fastqc.html and R2\_fastqc.html). These folders are also saved as zip files by the program.

To view the results, just open R1\_fastqc.html and R2\_fastqc.html file. You can do this by

firefox R1\_fastqc.html

Downloading data

In order to start using the computational power of the HPC cluster, you need to first get the data there. If your data is already in your local computer, you can transfer them easily using WinSCP software or any other software (refer prerequisites). But if the data that you will be using is available in the public databases then you can directly get it from there using curl or wget command (*W*WW *get*)

To download data from NCBI Sequence Read Archive (SRA) or genomics core website or any other website:

curl -O http://website.url

As an example, we will download *Glycine max* (soy bean) annotation information file from Phytozome DB.

curl -O http://goo.gl/CDXx15

This is a single line command and you will see ‘Gmax\_189\_annotation\_info.txt.gz’ file after few seconds. You can extract it and view it or delete it using the commands you have learnt.

Quick Reference Sheet

Commands used in this manual

|  |  |  |
| --- | --- | --- |
| ***Command*** | ***Function*** | ***Syntax/example usage*** |
| *Navigation* | | |
| ls | list contents | ls [OPTIONS] DIRECTORY |
| pwd | print working directory | pwd |
| cd | change directory | cd ~ or cd *#home directory*  cd .. *#previous (parent directory)* |
| *File/Directory operations* | | |
| mkdir | make directory | mkdir DIRECTORY |
| cp | copy files/directories | cp SOURCE DESTINATION |
| man | manual page (help) | man COMMAND |
| mv | move files/directories | mv SOURCE DESTINATION |
| touch | create file | touch FILE |
| nano | edit file | nano FILE |
| less | view file (with more options) | less FILE |
| more | view file (with less options) | more FILE |
| cat | catalog file contents | cat FILE |
| head | show first few lines of a file | head FILE |
| tail | show last few lines of a file | tail FILE |
| rmdir | remove empty directory | rmdir DIRECTORY |
| rm | remove file(s) | rm FILE |
| *Compression/archiving* | | |
| zip | zip compress | zip OUTFILE.zip INFILE.txt  zip -r OUTDIR.zip DIRECTORY |
| unzip | decompress zipped file | unzip ANYTHING.zip |
| tar | archive and compress files/directories | tar -czvf OUTFILE.tar.gz DIRECTORY *#compress*  tar -xzvf OUTFILE.tar.gz *# extract* |
| gzip | gzip files | gzip SOMEFILE |
| gunzip | decompress gzipped files | gunzip SOMEFILE.gz |
| *File permissions* | | |
| chmod | change permissions for files/directories | chmod [OPTIONS] RELATIONS[+/-]PERMISSIONS FILE |
| *File manipulations* | | |
| grep | search a pattern | grep [OPTIONS] "PATTERN" FILENAME |
| sed | stream edit a file | sed 's/search/replace/g' FILENAME |
| awk | multi-purpose command | awk 'PATTERN {ACTION}' FILENAME |
| tr | translate or transliterate a file | tr [OPTIONS] "STRING1" "STRING2" <INFILE |
| wc | word count | wc FILENAME |
| sort | sort files | sort FILE1 > SORTED\_FILE1 |
| uniq | display unique lines | uniq [OPTIONS] INFILE > OUTFILE |
| diff | display difference | diff [OPTIONS] FILE1 FILE2 |
| comm | display common lines among files | comm [OPTIONS] FILE1 FILE2 |
| cut | break files vertically based on fields | cut –d "DELIMITER" –f NUMBER FILE |
| split | break files horizontally | split [OPTIONS] FILENAME |
| paste | combine files side by side | paste FILE1 FILE2 > FILE3 |
| join | join files based on common field | join -t'DELIMITER' -1 N -2 N FILE1 FILE2 |

Additional commands

|  |  |
| --- | --- |
| ***Command*** | ***Function*** |
| du –sh DIR | show directory size |
| whoami | display username |
| date | system date/time |
| cal | calendar |
| find . –name FILE | find a file/directory |
| which CMD | display default cmd path |
| whereis CMD | show possible locations of cmd |
| locate FILE | find instances of a file |
| clear | clear screen |
| sleep 5 | pause 5 (any) seconds |
| top | current running processes |
| ps | current running processes |
| wget URL | download specified URL |

Nano shortcuts

|  |  |
| --- | --- |
| ***Commands*** | ***Function*** |
| ctrl+r | read/insert file |
| ctrl+o | save file |
| ctrl+x | close file |
| alt+a | start selecting text |
| ctrl+k | cut selection |
| ctrl+u | uncut (paste) selection |
| alt+/ | go to end of the file |
| ctrl+a | go to start of the line |
| ctrl+e | go to end of the line |
| ctrl+c | show line number |
| ctrl+\_ | go to line number |
| ctrl+w | find matching word |
| alt+w | find next match |
| ctrl+\ | find and replace |

Pre-declared variables

|  |  |
| --- | --- |
| ***Variables\**** | ***Description*** |
| $USER | username |
| $HOME | home path |
| $PWD | working directory path |
| $PATH | path for executables |
| $HOSTNAME | machine name |
| $SHELL | current shell |
| $SSH\_CLIENT | local client's IP address |
| $TERM | type of terminal |
| *\** env *command lists all the assigned variables* | |

Shortcuts

|  |  |
| --- | --- |
| ***Commands*** | ***Function*** |
| TAB | autocomplete names |
| UP/DOWN | browse previous commands |
| ctrl+c | interrupt/kill anything |
| ctrl+l | clear screen |
| ctrl+d | quit, exit |
| ctrl+z | suspend (use fg to restore) |
| !! | repeat last command |
| alt+. | last argument of previous cmd |
| ctrl+insert | copy selection |
| shift+insert | paste copied text |
| ctrl+a | go to start of the line |
| ctrl+e | go to end of the line |
| ctrl+r | reverse search history |
| cd ~ | go to home |

Pipes, redirects

|  |  |
| --- | --- |
| ***Redirects*** | ***Function*** |
| cmd < file | use file as input |
| cmd > file | write output to file |
| cmd >> file | append output to file |
| cmd 2> stderr | error output to file |
| cmd 1>&2 file | send output and error to file |
| cmd1 | cmd2 | send output of cmd1 to cmd2 |

HPC-Cluster specific commands

|  |  |  |
| --- | --- | --- |
| ***Command*** | ***Function*** | ***Syntax/example usage*** |
| squeue | show state of jobs | squeue –a *# current jobs on cluster*  squeue –u username *# current jobs by the user*  squeue –j jobid *# information about the job (id#)*  squeue -l –u username *# current jobs by the user* |
| scancel | delete job from the queue | scancel jobid |
| sbatch | submit job to the queue | sbatch submissionfile.sub |
| scontrol | control jobs | scontrol hold jobid jobid *# hold the job*  scontrol release jobid jobid *# release the job*  scontrol show jobid jobid *# info on the job* |
| srun | run a job command | srun -N 1 -n 16 -t 4:00:00 --pty bash *# start a interactive job session* |
| sinfo | show state of nodes and partitions | sinfo  sinfo -p tiny *# show info on tiny partition* |
| smap | show state of jobs, nodes and partitions (colored) | smap |
| module | use preinstalled programs | module load PROGRAM *# loads program for use*  module list *# lists all loaded modules*  module avail *# lists available modules*  module unload PROGRAM *# unloads module* |

PS: An A-Z Index of the Bash command line for Linux can be found at <http://ss64.com/bash/index.html>