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PL1 Conecta4

CONOCIMIENTO Y RAZONAMIENTO AUTOMATIZADO

![](data:image/png;base64,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)

17 de marzo de 2022

Grupo de laboratorio a3

Eduardo Ruiz Sabajanes, David Martínez Gutiérrez, Jesús Palomino Abreu

Contenido

[REPARTO DE TAREAS 2](#_Toc98874598)

[GRADO DE CUMPLIMIENTO DE CADA UNO DE LOS REQUISITOS 4](#_Toc98874599)

[SOLUCIÓN BASADA EN LISTAS 4](#_Toc98874600)

[MOSTRAR TABLERO VACÍO AL COMIENZO 4](#_Toc98874601)

[IMPLEMENTACION DEL PREDICADO JUGAR 5](#_Toc98874602)

[COMPROBACIÓN DE INSERTAR 9](#_Toc98874603)

[UNA VEZ INSERTADA LA FICHA SE COMPROBARÁ SI HA GANADO 9](#_Toc98874604)

[SE IMPLEMETARÁN 2 IAs, UNA SIMPLE Y OTRA AVANZADA 11](#_Toc98874605)

[ESTAS ESTRATEGIAS SE IMPLEMENTARÁN EN FICHEROS SEPARADOS 12](#_Toc98874606)

[MEJORAS REALIZADAS 13](#_Toc98874607)

[MEJORAR LA INTERFAZ CON ALGÚN ELEMENTO DE TIPO ‘ASCII ART’ 13](#_Toc98874608)

[AUMENTAR LAS DIMENSIONES DEL TABLERO Y FICHAS NECESARIAS PARA GANAR 13](#_Toc98874609)

[EVALUAR LA ESTRATEGIA SIMPLE CONTRA LA AVANZADA 13](#_Toc98874610)

[FUENTES 15](#_Toc98874611)

# REPARTO DE TAREAS

Para poder entender mejor el reparto de tareas, visualicemos el siguiente calendario:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | Sem 1 | Sem 2 | Sem 3 | Sem 4 | Sem 5 |
| Jesús Palomino | 1 | 4 | 7 | 12 | 15 |
| Eduardo Ruiz | 2 | 3 | 9, 10 | 11 | 14, 15 |
| David Martínez | 15 | 5, 6 | 8 | 13 | 15 |

En este calendario se puede apreciar por semanas, los distintos objetivos que se iban completando cada semana (cada número se corresponde con una de las actividades listadas más abajo), asociados al miembro del grupo cuya participación tuvo mayor importancia (ya sea porque lo completo totalmente por su cuenta, o porque llevó a cabo la tarea que supusiera una mayor dificultad para el objetivo en cuestión ya sea proponer el algoritmo a implementar, codificarlo, solucionar errores, etc.). Cabe destacar que no todas estas tareas suponían implementar alguno de los objetivos a alcanzar en la práctica, sino que, algunas de ellas representan la introducción de mejoras.

Con respecto a los distintos problemas y errores que nos hemos ido encontrando a lo largo del desarrollo de la práctica, estos problemas y errores, sin importar por quien fueran identificados, han sido solucionados por la misma persona que realizo la implementación problemática, pues entendemos que tiene la responsabilidad sobre dichos errores y es quien mejor entiende dicha implementación.

Por lo tanto, las actividades llevadas a cabo han sido:

1. **Creación del tablero**: esta tarea ha consistido en pensar en la estructura de datos que debemos usar para crear el tablero y, posteriormente, crear un predicado que devuelva ese tablero.
2. **Mostrar el tablero**: esta tarea ha consistido en crear los predicados necesarios para mostrar el tablero por pantalla.
3. **Cambios para adaptar el tablero a N filas y M columnas**: hubo un momento en el que dejamos de crear nuevos predicados, ya que nos dimos cuenta de que si queríamos añadir esta funcionalidad tendríamos que cambiar todos, así que procedimos a cambiar las dos anteriores tareas para que se adecúen a tableros de dimensiones diferentes.
4. **Insertar fichas**: todos los predicados necesarios para que el jugador elija una columna, se inserte la ficha en esa columna y se vuelva a mostrar el tablero con la ficha insertada.
5. **Turnos**: creación de los predicados utilizados para alternar los turnos entre ambos jugadores, comprobando después de cada uno si hay victoria o empate.
6. **Condiciones de victoria y empate**: creación de los predicados para comprobar si en el tablero tenemos un escenario de victoria, ya sea con los N elementos en fila, en columna o en diagonal; o un escenario de empate, es decir, un tablero completamente lleno.
7. **IA nivel fácil**: Se implementan de nuevo los turnos, pero esta vez para que el que juegue sea un bot. Este bot jugará siempre aleatoriamente.
8. **IA nivel difícil**: Se implementan los turnos para un bot que, en lugar de jugar aleatoriamente, seguirá una serie de condiciones: la IA elije primero una columna que le dé la victoria; si no existe la posibilidad, entonces elegirá una columna que evite la victoria del adversario; si tampoco es posible, jugará aleatoriamente.
9. **Adversario como parámetro**: Modificación del predicado *jugando()* para que se incluya el adversario como parámetro, de manera que sea más fácil plantear partidas, entre jugadores, jugador e IA y entre IAs.
10. **Estadísticas IA fácil vs IA difícil**: Creación de un modo de juego en el que jueguen las dos IAs un número N de partidas y se muestre por pantalla al final cuantas victorias ha conseguido cada una y cuantos empates ha habido.
11. **ASCII ART**: cambios en los caracteres del tablero para que sea más agradable visualmente. Además de dar color a las fichas que se introducen en el tablero.
12. **Menú principal**: tarea consistente en la creación de una especie de menú principal para que el programa te pregunte por el modo de juego (2 jugadores, IA fácil, IA difícil o IA vs IA), el número de filas, columnas y elementos a conectar, etc.
13. **Condición extra de elección IA difícil**: Aparte de las condiciones anteriores, quisimos añadirle un poco más de dificultad añadiéndole la siguiente condición: si no puede ganar ni evitar que el adversario gane, entonces jugará aleatoriamente pero solo en aquellas columnas que no hagan que en la siguiente jugada el adversario pueda ganar. Es decir, si al colocar en la columna 3, dejas un tablero en el que el adversario colocando en la columna 3 gana, esa columna la evitas.
14. **Modificación del formato del código**: se ha modificado el formato del código para que se vea más claro y se entienda mejor, además de separar las distintas funcionalidades del programa en distintos ficheros para no tener un fichero muy extenso. También se han intentado comprimir los predicados lo máximo posible para que quede un código más corto.
15. **EXTRAS**: Utilizamos EXTRAS para identificar aquellas tareas menos importantes o que hayan requerido menos esfuerzo como investigar cómo funcionan algunos predicados de Prolog, crear predicados auxiliares para la entrada de enteros o booleanos, etc.; o también para aquellas tareas consistentes en solucionar algunos bugs o errores que van ocurriendo al implementar nuevas funcionalidades.

# GRADO DE CUMPLIMIENTO DE CADA UNO DE LOS REQUISITOS

## SOLUCIÓN BASADA EN LISTAS

Nuestro tablero está formado por una lista de listas. Cada lista interna corresponde con una columna. Por lo tanto, tendremos una lista con tantas listas como columnas, las cuales a su vez tienen un tamaño del número de filas que queramos. A continuación, podemos ver el código de creación del tablero.

% board(Rows, Cols, X) -> Inicializa un tablero de Rows x Cols y lo devuelve en X.

board(\_, 0, []).

board(Rows, Cols, [C|XS]):-

column(Rows, C),

Cols2 **is** Cols-1,

board(Rows, Cols2, XS).

% column(Rows, C) -> Inicializa una columna de Rows elementos y la devuelve en C.

column(0, []).

column(Rows, [' '|CS]):-

Rows2 **is** Rows-1,

column(Rows2, CS).

Para inicializar el tablero llamamos a *board()*. Le pasamos el número de filas y columnas que queremos, y el resultado lo devolvemos en X. Será llamado una vez para cada columna, la cual se rellenará llamando a *column()*.

## MOSTRAR TABLERO VACÍO AL COMIENZO

Como se puede ver más arriba, a la hora de rellenar cada columna introducimos el carácter espacio, por lo que, inicialmente, nuestro tablero vacío es un tablero lleno de espacios.

Para mostrar el tablero, tenemos definido en el fichero **mostrar\_tablero.pl** la regla *show()*, cuyo resultado es el siguiente:

show(X, Rows, Cols):-

writeHeader(Cols), **nl**,

iShow(X, Rows, Cols, Rows).
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% writeHeader(Cols) -> Imprime por pantalla los números de las columnas del tablero.

writeHeader(0).

writeHeader(Cols):-

Cols2 **is** Cols-1,

writeHeader(Cols2),

**write**(' '), **write**(Cols).

Se llama Cols veces, e imprime un espacio y el número correspondiente a la columna.

Seguidamente se llama a *iShow()*, encargada de mostrar la tabla. Se itera tantas veces como filas tengamos, y en cada iteración llama primero a *dashLine()* y luego a *showLine()*.

*dashLine()* muestra las filas que solo contienen bordes de la tabla. Contiene 3 subcasos en función de la columna en la que esté, y a su vez, otros 3 casos en función de la fila. De esta forma, como se puede ver en la imagen de arriba, los bordes de la tabla quedan dibujados con los símbolos Unicode correspondientes.

*showLine()* procede de forma similar, pero consultando la tabla, por lo que va a imprimir la ficha que corresponda al lugar que está imprimiendo.

Para imprimir los caracteres especiales, así como dar color, en lugar de *write()* usamos:

ansi\_format([fg(blue)], '~w', '\u2502')

![](data:image/png;base64,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)

El resultado final de un tablero relleno sería el siguiente:

De esta forma somos capaces de mostrar tableros de cualquier tamaño de forma que el juego sea entendible.

## IMPLEMENTACION DEL PREDICADO JUGAR

Nuestro predicado jugar despliega un menú para elegir el modo de juego, filas, columnas, elementos a conectar para ganar. También pregunta por qué tableros mostrar en los modos de juego en los que participa la IA. Una vez se tienen todos los datos, inicia el juego.

Para ello lo primero que haremos será consultar los ficheros donde definimos los predicados que vamos a utilizar:

jugar:-

consult('entradas.pl'),

consult('fin\_juego.pl'),

consult('introducir\_ficha.pl'),

consult('mostrar\_tablero.pl'),

gameMode(Player1, Player2, M),

tableRows(R),

tableColumns(C),

elementsConnected(R, C, E),

...

El primer predicado al que llamaremos será *gameMode()*. Este nos devuelve cuales van a ser nuestros jugadores y el modo de juego seleccionado:

gameMode(Player1, Player2, M):-

**repeat**,

write\_ln('Elige el modo de juego:'),

write\_ln('1. Jugar contra otro jugador'),

write\_ln('2. Jugar contra un bot (Fácil)'),

write\_ln('3. Jugar contra un bot (Difícil)'),

write\_ln('4. Enfrentar bots (Fácil Vs. Difícil)'),

write\_ln('5. Enfrentar bots (Estadísticas)'),

**read**(M),

**integer**(M),

0 < M,

M < 6,

(

(

M = 1,

Player1 = jugando,

Player2 = jugando

);

(

M = 2,

Player1 = jugando,

Player2 = jugandoIAFacil,

consult('ia\_facil.pl')

);

(

M = 3,

Player1 = jugando,

Player2 = jugandoIADificil,

consult('ia\_dificil.pl')

);

(

M > 3,

Player1 = jugandoIAFacil,

Player2 = jugandoIADificil,

consult('ia\_facil.pl'),

consult('ia\_dificil.pl')

)

).

Comenzamos imprimiendo por pantalla nuestro menú. Leeremos la opción elegida por el usuario y tratamos de convertirla en un entero, para luego comprobar que está en el rango de opciones posibles. Por lo tanto, si la entrada no es válida, repetiremos el proceso hasta que lo sea. En la opción ambos jugadores son personas, por lo tanto, su turno se realizará siguiendo las reglas definidas en jugando. En la segunda, el jugador uno será una persona, y el 2 la IA fácil. Finalmente, el modo 3 es la IA fácil contra la difícil. Cuando vayamos a utilizar una IA nos aseguramos de consultar sus predicados para usarlos posteriormente.

Una vez tenemos el modo de juego y el tipo de jugadores, pasaremos a preguntarle al jugador por las reglas del juego. Comenzaremos con *tableRows()*:

tableRows(R):-

**repeat**,

write\_ln('\u00bfCuantas filas va a tener el tablero?'),

**read**(R),

**integer**(R),

0 < R.

Le preguntamos al usuario hasta que comprobamos que en efecto es un número de filas válido.

*tableColumns()* y *elementsConnected()* tienen una estructura similar. Por lo tanto, por ahora ya tenemos el tipo de jugadores de la partida (IA o Humano), las dimensiones del tablero y el número necesario de fichas necesario para ganar. Procedemos a analizar la segunda parte de jugar:

...

(

(

M = 4,

showAllBoards(S),

game(R, C, E, Player1, Player2, \_, S, true)

);

(

M = 5,

simulationNumber(N),

showFinalBoards(S),

startSimulation(N, R, C, E, 0, 0, 0, S)

);

game(R, C, E, Player1, Player2, \_, false, true)

).

Si el modo es el 4, mediante *showAllBoards()*, el usuario nos indicará si habrá que mostrar todos los movimientos de las partidas o solo el final. Esto se pasará mediante el parámetro S.

Para el modo de juego 5, *simulationNumber()* nos da el número de partidas que se jugarán entre las 2 IAs, *showFinalBoards()* si se tendrán que mostrar los tableros finales de cada una de las partidas o si, al contrario, solo se mostrarán las estadísticas de victorias de cada una de las IAs.

Finalmente, en el modo 5 se llama a startSimulation la cual luego analizaremos, en la que internamente se llama a *game(),* y en el resto de los modos se le llama directamente en *jugar()*.

game(Rows,Cols,Elems,Player1,Player2,Winner,ShowBoard,ShowFinalBoard):-

board(Rows, Cols, X),

**call**(Player1,X,'X',Rows,Cols,Elems,'O',Player2,Winner,ShowBoard,ShowFinalBoard).

*Game()* recibe los siguientes parámetros: *Rows*, *Cols* y *Elems* (características de las partidas), *Player1* y *Player2*, el tipo de jugador que se va a llamar, *ShowBoard* y *ShowFinalBoard* ya explicados anteriormente. *Winner* será un parámetro de retorno utilizado en *startSimulation().*

Primero se llama a *board()* para crear el tablero de la partida, y luego llamamos a *call()*. Este predicado propio de Prolog llama a un predicado (1º parámetro) con los parámetros definidos a partir del 2º. Esto lo hacemos por el siguiente motivo: Si *Player1* se ha elegido como jugador, tendrá el valor ***jugando***, por lo que *call()* llamará al predicado *jugando()*, que realizará las acciones correspondientes al turno de un jugador (pidiendo por entrada la posición de la ficha). Las otras opciones son que se *Player1* sea *jugandoIAFacil* (corresponde con la IA más sencilla) y *jugandoIADificil*, correspondiendo con la IA más compleja.

Vamos a analizar el predicado *jugando()*:

jugando(X, Player, Rows, Cols, N, Opponent, NextTurn, \_, ShowBoard, ShowFinalBoard):- % Juega

show(X, Rows, Cols),

**write**('Turno del jugador '),

(

(

Player = 'X',

ansi\_format([fg(yellow)], '~w', 'X')

);

(

Player = 'O',

ansi\_format([fg(red)], '~w', 'O')

)

),

**nl**,

**repeat**,

readColumn(C, Cols),

insert(X, C, Player, X2),

**nl**,

...

Comenzamos mostrando el tablero, y de quién es el turno, si de ‘O’ o de ‘X’. Luego le pedimos al jugador que introduzca la columna en la que se va a insertar la ficha, hasta que se introduzca de forma correcta (*readColumn()*). La ficha se inserta llamando al predicado *insert()*:

insert([C|XS], 1, Elem, [C2|XS]):-

insertColumn(C, Elem, C2).

insert([C|X], N, Elem, [C|X2]):-

Ns **is** N-1,

insert(X, Ns, Elem, X2).

insertColumn([' '], Elem, [Elem]).

insertColumn([' ',X|CS], Elem, [Elem,X|CS]):-

not(X = ' ').

insertColumn([' ',' '|CS], Elem, [' '|C2]):-

insertColumn([' '|CS], Elem, C2).

*insert()* recibe el tablero *X* en el que se va a insertar la ficha, *N* la columna en la que se va a insertar, *Elem* el carácter correspondiente con la ficha a introducir, y *X2* será el tablero con la ficha ya introducida.

Vamos a extraer la primera columna reduciendo consecuentemente *N*, hasta que *N* sea 1, es decir, que tengamos en *C* la columna en la que deseamos insertar el elemento. Una vez tenemos *C*, llamamos a *insertColumn()*. El tercer predicado es el caso en el que tenemos 2 espacios vacíos al principio de la columna. Vamos quitando estos espacios hasta que encontramos uno de los 2 casos base representados en los primeros 2 predicados. El primero es que ya solo queda un elemento vacío, que significa que la columna está vacía, en cuyo caso introducimos la ficha abajo del todo. El segundo caso es que ya haya fichas puestas, por lo tanto, colocaremos el elemento encima de esta. Tras colocar la ficha recomponemos tanto la columna como el tablero en *C2* y *X2* correspondientemente.

...

(

(

win(Player, X2, N), % Gana

show(X2, Rows, Cols),

**write**('El jugador '),

(

(

Player = 'X',

ansi\_format([fg(yellow)], '~w', 'X')

);

(

Player = 'O',

ansi\_format([fg(red)], '~w', 'O')

)

),

write\_ln(' ha ganado!')

);

(

full(X2, Cols), % Empata

show(X2, Rows, Cols),

write\_ln('Empate!')

);

**call**(NextTurn, X2, Opponent, Rows, Cols, N, Player, jugando, \_, ShowBoard, ShowFinalBoard) % Continua

).

Continuando con jugando, tras insertar una ficha comprobaremos si hemos ganado. Para ello llamamos al predicado *win()* el cual explicamos más adelante. Si se ha ganado, se mostrará por pantalla esta información.

Si lo anterior no se cumple, comprueba si el tablero está lleno mediante el predicado *full()*. En este caso significará que se ha empatado, y procederá a mostrarse esta información.

full([C|\_], 1):-

fullColumn(C).

full([C|XS], Cols):-

fullColumn(C),

Cols2 **is** Cols-1,

full(XS, Cols2).

fullColumn([E|\_]):-

not(E = ' ').

Para comprobar si está lleno el tablero, lo desmontamos en columnas y comprobamos para cada una si contiene algún espacio. En caso de contenerlo, no está lleno y el predicado sería falso.

Finalmente, si no se cumplen los casos anteriores significa que el juego no ha terminado y debe seguir. Para ello llamamos a *call()*, pero esta vez intercambiado *Player1* y *Player2*, llamando al predicado almacenado en *NextTurn*.

De esta forma vamos alternando entre el predicado *Player1* y *Player2* hasta que termina la partida. Esto nos permite que, independientemente de si el juego será jugador vs IA o IA vs IA o cualquier combinación, podremos reutilizar estos predicados y solo implementar el predicado que defina cómo y dónde se inserta la ficha ese jugador. En el caso de un jugador, como hemos visto, se introducirá por consola, y en el caso de las IAs seguirán su propio criterio como ahora veremos.

## COMPROBACIÓN DE INSERTAR

Como ya hemos visto, a la hora de introducir una ficha hacemos un *repeat*, que ejecutará *readColumn()* e *insert()* hasta que ambas sean ciertas, es decir, la columna donde se va a introducir la ficha existe y, en efecto, se haya insertado el elemento. Es el propio *insert()* el que si no se ha introducido ficha debido a que no había sitio en esa columna nos devuelve falso.

## UNA VEZ INSERTADA LA FICHA SE COMPROBARÁ SI HA GANADO

Ya hemos mencionado el predicado *win()*. Este está definido en el fichero **fin\_juego.pl**. En este fichero también se encuentra el ya explicado *full()*.

win(E, [C|XS], N):-

winRow(E, [C|XS], \_, N); %-

winCol(E, C, N, N); %|

winDiag1(E, [C|XS], \_, N); %/

winDiag2(E, [C|XS], \_, N); %\

win(E, XS, N).

*win()* recibe *E*, el símbolo correspondiente al jugador que se desea comprobar si ha ganado, el tablero *X* y *N*, el número de elementos necesarios para ganar.

Procederemos a comprobar si en las *N* primeras columnas se da uno de los siguientes casos: *winRow()*, hay una fila con *N* elementos seguidos, *winDiag1()*, hay una diagonal de *N* elementos, *winDiag2()*, similar al anterior pero la contraria. *WinCol()* comprueba una sola columna.

Volvemos a llamar a *win()* pero quitándole a *X* la primera columna y repetiremos el proceso hasta llegar a la última columna. Vamos a ver cómo funciona cada una de estas comprobaciones en profundidad.

winCol(\_, \_, 0, \_).

winCol(E, [Elem|CS], N, NTot):-

(

E = Elem,

N2 is N-1,

winCol(E, CS, N2, NTot),

!

);

winCol(E, CS, NTot, NTot).

*winCol()* recibe una lista y la va dividiendo hasta que está vacía o hasta que encuentra *N* elementos seguidos, en cuyo caso no comprueba más posibilidades (uso del operando !).

winRow(\_, \_, \_, 0).

winRow(E, [C|XS], L, N):-

append(E1, [E|\_], C),

length(E1, L),

N2 is N-1,

winRow(E, XS, L, N2).

*winRow()* busca en una columna la primera aparición del elemento *E*, y guarda la longitud de la lista de elementos que tenga encima. Comprobamos si las *N* columnas que estamos comprobando tengan un elemento *E* en esa posición y si se cumple devolvemos verdadero. Si no, se comprobará con elementos *E* que estuvieran en una profundidad mayor.

winDiag1(\_, \_, \_, 0).

winDiag1(E, [C|XS], L, N):-

append(E1, [E|\_], C),

length(E1, L),

N2 is N-1,

L2 is L-1,

0 =< L2,

winDiag1(E, XS, L2, N2).

*winDiag1()* y *winDiag2()* funcionan de forma similar a *winRow()*, pero teniendo en cuenta que la altura no tendrá que ser la misma, si no aumentar o disminuir 1 en cada columna.

## SE IMPLEMETARÁN 2 IAs, UNA SIMPLE Y OTRA AVANZADA

La estrategia simple está implementada por el predicado *jugandoIAFacil()*. Imprimirá el tablero o no en función del parámetro *ShowBoard().* Elegirá un número aleatorio entre las columnas (sustituyendo a la entrada por consola de *jugando()*) y procederá de manera similar. Si la columna está llena se elegirá un número de nuevo hasta que haya una que sea válida. Para elegir el número aleatorio utilizamos el predicado *random\_between()*.

En definitiva, es similar al predicado *jugando()*, pero recibiendo el parámetro *ShowFinalBoard()*, que decide si se mostrará el tablero si se ha llegado al final de la partida, y *ShowBoard()* que lo decide para cada turno.

repeat,

random\_between(1, Cols, R),

insert(X, R, Player, X2),

La estrategia avanzada está implementada en el predicado *jugandoIADificil()*. Similar a jugandoIAFacil(), pero en vez de elegir un número aleatorio directamente, se llama al predicado *playIAWin()*.

playAIWin(X, Cols, 0, N, X2, Player, Opponent) :-

playAIAvoid(X, Cols, Cols, N, X2, Player, Opponent).

playAIWin(X, Cols, Column, N, X2, Player, Opponent):-

(

insert(X, Column, Player, X2),

win(Player, X2, N)

);

(

Column2 is Column - 1,

playAIWin(X, Cols, Column2, N, X2, Player, Opponent)

).

Probamos metiendo una ficha en cada una de las columnas y ver comprobamos si se ha ganado haciendo ese movimiento. Si se gana, se introduce esa ficha. Si no se pasa a la siguiente columna hasta que nos quedemos sin, en cuyo caso llamamos *playAIAvoid()*, el cual intentará evitar que el adversario gane en el siguiente turno.

playAIAvoid(X, Cols, 0, N, X2, Player, Opponent):-

playAIWontLose(X, Cols, Cols, N, X2, Player, Opponent, L),

playAIRandom(X, Cols, X2, Player, L).

playAIAvoid(X, Cols, Column, N, X2, Player, Opponent):-

(

insert(X, Column, Opponent, X3),

win(Opponent, X3, N),

insert(X, Column, Player, X2)

);

(

Column2 is Column - 1,

playAIAvoid(X, Cols, Column2, N, X2, Player, Opponent)

).

Por lo tanto, comprueba columna a columna si ganase el oponente insertando en esa columna. Por lo tanto, coloca ficha donde ganaría el oponente para evitar que gane. Es por eso por lo que inserta el oponente, devuelve *X3* (tablero donde habría insertado el oponente) y comprobamos si ha ganado en ese tablero. Luego insertamos en esa misma posición en el tablero *X*, guardando en *X2* el tablero resultado de haber introducido la ficha. Si no se da este caso, se llamará a *playIAWontLose()*.

playAIWontLose(\_, \_, 0, \_, \_, \_, \_, []).

playAIWontLose(X, Cols, Column, N, X2, Player, Opponent, L):-

Column2 is Column - 1,

playAIWontLose(X, Cols, Column2, N, X2, Player, Opponent, LS),

(

(

insert(X, Column, Player, X3),

insert(X3, Column, Opponent, X4),

not(win(Opponent, X4, N)),

L = [Column|LS]

);

(

insert(X, Column, Player, X3),

nth1(Column, X3, C3),

fullColumn(C3),

L = [Column|LS]

);

L = LS

).

Aquí lo que hacemos es colocar una ficha en una columna, y comprobamos si el contrincante colocando en la misma columna que acabamos de colocar ficha (es la única posición que ha cambiado) va a ganar. Por lo tanto, se devuelve una lista con las posiciones en las que se puede colocar ficha sin que el contrincante gana. *PlayAIRandom()* se encargará de elegir una ficha de esta lista, por lo que finalmente si no se dan las condiciones mencionadas, se coloca ficha de forma aleatoria entre las posiciones que no hacen al otro ganar inmediatamente. Esto lo hacemos para que no se elija siempre la primera posición que cumple esta condición, y sea más variado.

playAIRandom(X, Cols, X2, Player, L):-

length(L, Len),

(

(

Len = 0,

repeat,

random\_between(1, Cols, R),

insert(X, R, Player, X2)

);

(

repeat,

random\_member(R, L),

insert(X, R, Player, X2)

)

).

## ESTAS ESTRATEGIAS SE IMPLEMENTARÁN EN FICHEROS SEPARADOS

Los predicados descritos respectivos a la estrategia simple están definidos en el archivo **ia\_facil.pl**, y la estrategia más avanzada en **ia\_dificil.pl**. Se importan como ya hemos mencionado anteriormente mediante *consult()*.

# MEJORAS REALIZADAS

## MEJORAR LA INTERFAZ CON ALGÚN ELEMENTO DE TIPO ‘ASCII ART’

Como ya hemos visto anteriormente, decoramos el tablero utilizando caracteres Unicode, así como agregando colores (lo cual solo funciona en determinadas consolas) lo que mejora la legibilidad. E aquí un ejemplo:

![Interfaz de usuario gráfica
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## AUMENTAR LAS DIMENSIONES DEL TABLERO Y FICHAS NECESARIAS PARA GANAR

Como se ha visto a través de toda la memoria, está todo pensado para permitir cualquier número de filas y columnas, así como para poder decidir el número de fichas necesarias para ganar la partida. Aquí vemos un ejemplo de una partida entre IAs en un tablero de 6x10 con 5 fichas necesarias para ganar:
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## EVALUAR LA ESTRATEGIA SIMPLE CONTRA LA AVANZADA

Par evaluar las dos estrategias tenemos el modo de juego 5. Se lleva a cabo una simulación del número de partidas deseado, pudiendo configurar las características del tablero como se ve en el siguiente ejemplo de ejecución.
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Como podemos ver, los resultados son los esperados. Un 95.5% de las partidas fueron victorias de la estrategia más avanzada, frente a tan solo un 4.1% de victorias de la IA fácil. Esto demuestra que, en efecto hemos cumplido nuestro objetivo y la avanzada es mejor. También se ve que un 0.4% de las partidas han acabado en empate.

# FUENTES

Para la realización de la práctica se han consultado las siguientes fuentes:

* <https://github.com/rvinas/connect-4-prolog>
  + Se utilizo este repositorio para ver otro acercamiento al problema propuesto que nos diese algo de orientación sobre como empezar a realizar la práctica ya que no estábamos familiarizados con el lenguaje y en especial el uso de listas.
* <https://unicode-table.com/es/>
  + Se utilizó esta página para conocer los códigos Unicode de los caracteres con los que dibujamos el tablero de juego.
* <https://www.swi-prolog.org/pldoc/doc_for?object=manual>
  + Se utilizó el manual para consultar el uso de ciertas funciones como *random\_between()*, *random\_member()*, *ansi\_format()*, etc.