**TRABALHO COMPUTACIONAL 5**

Nomes:

* Daiana Santos 120.357
* Isadora Muniz 120.431
* Luciana Bello 120.506
* Maria Victória Siqueira 120.529

# 

# **Parte 1**

## **Exercício 1**

A regra do trapézio é dada por:

, onde e

No exercício foi dado:

N = 30

a = -2

b = 5

Assim,

Portanto, pela regra dos trapézios:

## **Exercício 2**

**Regra dos trapézios**

A regra do trapézio é dada por:

, onde e

**a)**

Segundo o exercício:

a = 1

b = 2

Deve utilizar 4 e 6 divisões,

iniciando com N=4:

**4,6951**

com N=6:

**4,6816**

**b)**

Segundo o exercício:

a = 1

b = 4

Deve utilizar 4 e 6 divisões,

iniciando com N=4:

**4,6551**

com N=6:

**4,6615**

**c)**

Segundo o exercício:

a = 2

b = 14

Deve utilizar 4 e 6 divisões,

iniciando com N=4:

**4,7684**

com N=6:

**4,7078**

**Regra de Simpson**

A regra de Simpson simples de acordo com a integral é dada por:

;

A fim de melhorar a precisão do valor esperado, é feita a divisão em mais partes o intervalo da integral, o que será aplicado nos exercícios.

1. **Divisão em 4 partes:**

= 0,25

**Divisão em 6 partes:**

= 0,1666

1. **Divisão em 4 partes:**

= 0,75

**Divisão em 6 partes:**

= 0,5

= 4,6665

1. **Divisão em 4 partes:**

= 3

**Divisão em 6 partes:**

= 2

**Comparação entre os dois**

|  | **Valor exato** | **Regra dos trapézios - n=4** | **Regra dos trapézios - n=6** | **Regra de Simpson - n=4** | **Regra de Simpson - n=6** |
| --- | --- | --- | --- | --- | --- |
| **Exer a)** | 4,67077 | 4,6951 | 4,6816 | 4,6708 | 4,6707 |
| **Exer b)** | 4,6666 | 4,6551 | 4,6615 | 4,6662 | 4,6665 |
| **Exer c)** | 4.65488 | 4,7684 | 4,7078 | 4,6763 | 4,6614 |

De acordo com os cálculos é possível observar que os valores das integrais calculados pela Regra de Simpson obtiveram resultados muito próximos do valor exato, sendo assim um método de maior eficiência quando comparado à Regra dos trapézios.

## **Exercício 3 - Obtenção de erros menores que**

Com base nos resultados obtidos no exercício anterior, os valores das integrais calculados pelos dois métodos com uma divisão de 6 partes do intervalo de integração, resultou em um erro entre , sendo assim, cálculos com divisões de pelo menos 10 partes do intervalo de integração resultarão em erros menores que .

## **Exercício 4**

**a) Regra de Simpson**

A regra de Simpson simples de acordo com a integral é dada por:

;

Para maior precisão, será feito um cálculo considerando uma divisão de 4 partes do intervalo de integração.

**Divisão em 4 partes:**

= 0,15

**b) Regra dos trapézios**

A regra do trapézio é dada por:

, onde e

Segundo o exercício:

a = 0

b = 0,6

Como o exercício não forneceu a quantidade de subdivisões, considerando N=5:

**0,471**

# 

## **Exercício 5**

A regra de Simpson simples de acordo com a integral é dada por:

;

Realizando o cálculo com a regra de Simpson simples para a integral temos:

= /4

**Erro** = |1 - 1,0022| = 2,279 x

**Divisão em 4 partes:**

= /8

=1,000

**Erro =** |1 - 1,00013| = 1,345 x

Logo, h = /8 e a divisão deve ir de x1 a x6 para que o erro da integral seja menor que .

# **Parte 2**

## 

## **Exercício 1**

1. dM/dt = - k M(t)
2. dM/M(t) = − k.dt

∫ dM/M(t) = ∫ - k .dt

ln(M(t)) = − k.t + c

M(t) = = .

M(t) =.

Para t=0,

M(0) = C =

M(t) = .

1. M(t) = .

O tempo de meia-vida é estabelecido quando M equivale a metade de , logo:

½ . = .

½ =

ln ½ =

ln ½ =

k =

1. ¼ . = .

¼ =

ln ¼ =

t = 11466,45 anos

1. 0,3 . = .

0,3 =

ln 0,3 =

t = 9958,42 anos

## **Exercício 2**

**Valores :**

t0 = 0

t1 = 2hT = 20°C

Para encontrar o valor da constante k, utiliza-se a seguinte expressão:

θ1 − T = (θ0 − T) exp (−κ t1)

Temos:

= exp (−κ t1) ; aplicando logaritmo :

⇒

Considerando que θm seja a temperatura do corpo humano e tm a hora da morte, temos a seguinte equação:

θm = T + (θ0 − T) exp (−κ tm)

A fim de encontrar ™, aplica-se o logaritmo na equação

⇒

Ou seja, é possível determinar a hora do crime, que no caso foi há um pouco mais de uma hora antes do momento em que o corpo foi encontrado.

# **Parte 3**

## **Exercício 1**

O **Método de Euler** é um método simples utilizado para resolver problemas de valor inicial, tendo como formato a equação:
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sendo h o passo fixo dentro do intervalo.

Dado a partir do enunciado que **h=0,01** e que o PVI é **y’=y y(0)=1 temos que: Y(0,4)= 1,488864**.

## **Exercício 2**

Ainda utilizando o **Método de Euler**, com **h= 0.2** e tendo o PVI como **y’=4x³; y(0)=0** temos que **y(1)= 0,6400000**

## **Exercício 3**

Ainda utilizando o **Método de Euler**, tendo o PVI como **xy’= x-y; y(2)=2** temos que para **h=0.1**, y**(2.1)= 2,00000**

Para **h=0.01**, temos **y(2.1)= 2,002153110048**

Por fim, para **h= 0,025**, temos **y(2.1)=2,001807228916**

## **Exercício 4**

**a)** Utilizando o **Método de Euler** para a EDO com PVI **y’= 0,04y; y(0)=1000** para **h= 0,5** temos que **y(1)=1040,400000**

Para **h=0,25** temos **y(1)=1040,60401000000**

Para **h=0,1** temos **y(1)=1040,727734018910**

**b)** Através do **Método de Runge- Kutta de Ordem 2**, para resolver o PVI acima foi:

Para **h=0,5** temos **y(1)=1040,808040**

Para **h=0,25** temos **y(1)=1040,81005**

Para **h=0,1** temos **y(1)=1040,810664**

**c)** Usando o **Método de Runge-Kutta** **de Ordem 4** para resolver o problema, os resultados obtidos para h = 0.5, h = 0.25 e h = 0.1 foram:

| **h = 0.5** | 1000.0000 | 1020.201340 | **1040.810774** |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **h = 0.25** | 1000.0000 | 1010.050167 | 120.201340 | 1030.454534 | **1040.810774** |  |  |  |  |  |  |
| **h = 0.1** | 1000.0000 | 1004.008011 | 1008.032086 | 1012.072289 | 1016.128685 | 1020.201340 | 1024.290318 | 1028.395684 | 1032.517505 | 1036.655846 | **1040.810774** |

Os resultados foram analisados a partir de **x = 0** até **x = 1** para podermos observar as aproximações feitas a cada iteração do programa. Dessa forma, o resultado pedido pelo enunciado foi o equivalente a **y(1)** obtendo o valor de **1040.810774**.

## **Exercício 5**

Neste exercício, a EDO inicial foi substituída por ( de forma que **y(1) = 1.5**. Sendo assim, o problema pede para que encontremos o resultado de **y(1.6)** usando **h = 0.2** e **h = 0.1**, logo:

| **x** | **1.0** | **1.1** | **1.2** | **1.3** | **1.4** | **1.5** | **1.6** |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **h = 0.1** | 1.5000000 | 1.742747 | 2.237705 | 3.175322 | 4.979302 | 8.627938 | **16.517450** |
| **h = 0.2** | 1.5000000 |  | 2.024700 |  | 3.337381 |  | **6.714698** |

Desse modo, os resultados para y(1.6) para h = 0.1 e h = 0.2 foram **16.517450** e **6.714698**, respectivamente.

## **Exercício 6**

**a)** Para obter o valor de K analiticamente foi resolvida a EDO apresentada no problema. A equação por ser linear, separável e homogênea pôde ser resolvida pelo método das equações separáveis, logo:

Integrando dos dois lados:

Sabendo que em t = 0 a concentração do remédio será a mesma da inicial(), podemos substituir na equação encontrada para descobrir o valor da constante P:

Logo, o valor de P é igual ao da concentração inicial do remédio. Sendo assim, podemos aplicar os valores iniciais dado pelo problema para descobrir o valor de k. Assim:

Utilizando os dados t = 4 dias e C(4) = 0,5:

=

O valor da constante K é **0.173286** de acordo com resolução da EDO acima.

**b)** Sabendo o valor da constante K, podemos substituir na equação para descobrir o valor do tempo quando a concentração do remédio for de 10%(o equivalente a ter eliminado os 90% do remédio). Para conseguir obter uma estimativa de resultado, usamos = 10 unidades de concentração. Logo, aplicando o **Método de Runge-Kutta** ao problema com **h = 1.0**, obtivemos os seguintes resultados:

| **Dias** | **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** | **8** | **9** | **10** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **h = 1.0** | 10.000000 | 8.408983 | 7.071100 | 5.946077 | 5.000045 | 4.204530 | 3.535583 | 2.973066 | 2.500046 | 2.102285 | **1.767808** |

Assim, o remédio teria sido eliminado em 90% aproximadamente no **10º dia**.

## **Exercício 7**

**a)** Usando o **método de Runge- Kutta de Ordem 2,** obtemos que para passo h=0,5 a velocidade do corpo v(t) no instante t=5 segundos será de **49,374923 m/s**

**b)** Usando o método de **Runge-Kutta de Ordem 4** para resolver o exercício, obtemos os seguintes resultados usando **h = 0.5**:

| **h = 0.5** | 0.000000 | 4.993750 | 9.975000 | 14.943750 | 19.900000 | 24.843750 | 29.775000 | 34.693750 | 39.600000 | 44.493750 | **49.375000** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |

Foram usados os valores de **x = 0** até **x = 5** para observar a aproximação de valores até obter o resultado final de **y(5)** sendo o valor de **49.375000.**

## **Exercício 8**

Partindo da equação , a qual é um exemplo de Equação de Bernoulli, podemos calcular usando um programa que soluciona a EDO apresentada. Desse modo, utilizando h = 5, apresentamos os resultados obtidos com o intuito de chegar a y(30). De acordo com o enunciado, **y(0) = 1000** e as constantes são **k = 0,000002** e **m = 1000000**, logo após **t = 30 dias**, o número de infectados cresce da maneira apresentada na tabela abaixo:

| **t** | **0** | **5** | **10** | **15** | **20** | **25** | **30** |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **y(t)** | 1000.000000 | 2663.432581 | 6903.165620 | 16741.137992 | 35306.850744 | 59719.189280 | **80092.596001** |

Sendo assim, o número de infectados após 30 dias é **80092 infectados** aproximadamente**.**

## **Exercício 9**

Para o exercício 9 foi requisitado que os programas fossem feitos em código na linguagem em Python. Logo, os mesmos estão feitos no Anexo - Parte 3, respectivamente.

# **Parte 4**

## **Exercício 1**

A partir da equação + isolamos a taxa de variação da carga pelo tempo para adequar a EDO ao programa. Logo, a equação reescrita ficou , assim aplicando os valores de R = 2 , C = 3 F e V = 4 V, que são constantes no problema, a resolução para os resultados entre **[0,4]** com **h = 0.5** foram:

| **t** | **0.0** | **0.5** | **1.0** | **1.5** | **2.0** | **2.5** | **3.0** | **3.5** | **4.0** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Q(t)** | 0.000000 | 0.959467 | 1.842219 | 2.654390 | 3.401623 | 4.089111 | 4.721631 | 5.303577 | 5.838993 |

## **Exercício 2**

Para o exercício referente a população foi utilizado o **Método de Runge-Kutta de Ordem 4** para encontrar a solução **P(10)**. Usando os dados do enunciado e **h = 1.0**, os resultados apresentados de [0,10] são:

| **t** | **0.0** | **1.0** | **2.0** | **3.0** | **4.0** | **5.0** | **6.0** | **7.0** | **8.0** | **9.0** | **10.0** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **P(t)** | 1000.000000 | 1000.143333 | 1001.106667 | 1003.690000 | 1008.693333 | 1016.916667 | 1029.160000 | 1046.223333 | 1068.906667 | 1098.01000 | **1134.33333** |

Foram apresentados os resultados no intervalo de **[0,10]** para observarmos a variação de valores conforme as iterações eram feitas. Assim, o resultado final de **P(10)** foi de **1134.33333.**

## **Exercício 3**

Para o método de Euler, considerou-se a seguinte equação:

Tn+1 = Tn + h \* f(tn, Tn)

T0 = T(t0) = 293 ⇒ condição inicial

t = tempo

Considerando o valor de h = 0.001, realizou-se o cálculo iterativo com base no valor inicial dado no problema e a função f, definida por:

f(T) =

Logo, a resolução do problema pelo método foi realizado da seguinte maneira:

T1 = 293 + 0.001\*(

T2 = + 0.001\*(

.

.

.

Para esta iteração, utilizou-se a programação em Python como ferramenta a fim de encontrar a solução pelo método.

Já para a solução exata, foi resolvida a EDO através do método do fator integrante, da seguinte maneira

Equação:

p(t) =

q(t) = 0,313

i(t) = =

T =

Resolvendo a equação, encontra-se a solução :

Comparando os valores, temos que para uma precisão de 95% (abs(T aprox. - T soluçãoExata)/T soluçãoExata), o tempo mínimo foi de 245.45 seg.

## 

## **Exercício 4**

A equação utilizada para o método de Euler é:

Utilizando o método de Euler

então

Supondo h=3.1 e n=6

1.75

1.53

1.33

1.13

1

Resolvendo a edo de solução exata:

m(t) = 1, m(t) = 15,5

Sendo assim, em 15,5 minutos é reduzido a massa pela metade e sendo comprovado pela solução exata.

## **Exercício 5**

Por meio do **Método de Euler** no formato:

![](data:image/png;base64,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), com **h= 0,05** e PVI **y(0)=10²**, substituindo na fórmula temos que yn+1=yn+(0,05\*0,1\*(yn\*(½))\*(1000-yn)/ √|1000-yn| , assim com o auxílio da programação em linguagem python foi possível solucionar o problema, constatando que a população de bactérias se satura no tempo de **24,85 minutos** e ela atinge 90% dessa quantidade em **18,55 minutos.**

# **Anexos - parte 1**

## **Exercício 1**

**itr = 30**

**x1 = -2**

**x2 = 5**

**h = (x2 - x1)/itr**

**res = ((x1\*\*4 - 3\*x1\*\*3+ 2\*x1\*\*2 - 3) + (x2\*\*4 - 3\*x2\*\*3+ 2\*x2\*\*2 - 3))/2**

**i=1**

**while i<itr:**

**x = -2 + (i\*h)**

**res += x\*\*4 - 3\*x\*\*3+ 2\*x\*\*2 - 3**

**i +=1**

**res = res \*h**

**print(res)**

## **Exercício 2**

**Regra dos trapézios**

**a)**

**def f(x):**

**return 2.71828182845904523536\*\*x**

**itr = 4**

**x1 = 1**

**x2 = 2**

**h = (x2 - x1)/itr**

**res = (f(x1) + f(x2))/2**

**i=1**

**while i <itr:**

**x = x1 + (i\*h)**

**res += (f(x))**

**i +=1**

**res = res \*h**

**print(res)**

**b)**

**def f(x):**

**return x\*\*(1/2)**

**itr = 4**

**x1 = 1**

**x2 = 4**

**h = (x2 - x1)/itr**

**res = (f(x1) + f(x2))/2**

**print(res)**

**i=1**

**while i <itr:**

**x = x1 + (i\*h)**

**res += (f(x))**

**i +=1**

**print(res)**

**res = res \*h**

**print(res)**

**c)**

**def f(x):**

**return 1/(x\*\*(1/2))**

**itr = 4**

**x1 = 2**

**x2 = 14**

**h = (x2 - x1)/itr**

**res = (f(x1) + f(x2))/2**

**i=1**

**while i <itr:**

**x = x1 + (i\*h)**

**res += (f(x))**

**i +=1**

**res = res \*h**

**print(res)**

**Regra de Simpson**

**import numpy as np**

**def funcao(n, x):**

**if(n == 1): #Exercicio 2 letra a**

**result = np.exp(x)**

**elif(n == 2): #Exercicio 2 letra b**

**result = x\*\*(0.5)**

**elif(n == 3): #Exercicio 2 letra c**

**result = x\*\*(-0.5)**

**elif(n == 4): #Exercicio 3 letra a**

**result = 1/(1+x)**

**else:**

**result = np.cos(x) #Exercicio 4**

**return result**

**def MetodoSimpson\_4Partes(xn, x0, n):**

**h = (xn - x0)/4**

**valor = funcao(n, x0) + 4\*funcao(n, x0+h) + 2\*funcao(n, x0+2\*h) + 4\*funcao(n, x0+3\*h) + funcao(n, xn)**

**return ((h/3)\*valor)**

**def MetodoSimpson\_6Partes(xn, x0, n):**

**h = (xn - x0)/6**

**valor = funcao(n, x0) + 4\*funcao(n, x0+h) + 2\*funcao(n, x0+2\*h) + 4\*funcao(n, x0+3\*h) + 2\*funcao(n, x0+4\*h) + 4\*funcao(n, x0+5\*h) + funcao(n, xn)**

**return ((h/3)\*valor)**

**print(MetodoSimpson\_4Partes(np.pi/2, 0, 5))**

**print(MetodoSimpson\_6Partes(np.pi/2, 0, 5))**

**Utilizando as funções implementadas acima, executar os seguintes comandos**

**a)**

**print(MetodoSimpson\_4Partes(2, 1, 1)) # ⇒ 4.670874883494676**

**print(MetodoSimpson\_6Partes(2, 1, 1)) # ⇒ 4.670794226633773**

**b)**

**print(MetodoSimpson\_4Partes(4, 1, 2)) # ==> 4.666220708306385**

**print(MetodoSimpson\_6Partes(4, 1, 2)) # ==> 4.6665630532224895**

**c)**

**print(MetodoSimpson\_4Partes(14, 2, 3)) # ==> 4.676374564596406**

**print(MetodoSimpson\_6Partes(14, 2, 3)) # ==> 4.66148949120848**

## **Exercício 4**

**a) Regra de Simpson**

**import numpy as np**

**def funcao(n, x):**

**if(n == 1): #Exercicio 2 letra a**

**result = np.exp(x)**

**elif(n == 2): #Exercicio 2 letra b**

**result = x\*\*(0.5)**

**elif(n == 3): #Exercicio 2 letra c**

**result = x\*\*(-0.5)**

**elif(n == 4): #Exercicio 3 letra a**

**result = 1/(1+x)**

**else:**

**result = np.cos(x) #Exercicio 4**

**return result**

**def MetodoSimpson\_4Partes(xn, x0, n):**

**h = (xn - x0)/4**

**valor = funcao(n, x0) + 4\*funcao(n, x0+h) + 2\*funcao(n, x0+2\*h) + 4\*funcao(n, x0+3\*h) + funcao(n, xn)**

**return ((h/3)\*valor)**

**def MetodoSimpson\_6Partes(xn, x0, n):**

**h = (xn - x0)/6**

**valor = funcao(n, x0) + 4\*funcao(n, x0+h) + 2\*funcao(n, x0+2\*h) + 4\*funcao(n, x0+3\*h) + 2\*funcao(n, x0+4\*h) + 4\*funcao(n, x0+5\*h) + funcao(n, xn)**

**return ((h/3)\*valor)**

**print(MetodoSimpson\_4Partes(0.6, 0, 4)) # ==> 0.47001715488409646**

**print(MetodoSimpson\_6Partes(0.6, 0, 4)) # ==> 0.47000638250638255**

**b) Regra dos trapézios**

**def f(x):**

**return 1/(1+x)**

**itr = 5**

**x1 = 0**

**x2 = 0.6**

**h = (x2 - x1)/itr**

**res = (f(x1) + f(x2))/2**

**i=1**

**while i <itr:**

**x = x1 + (i\*h)**

**res += (f(x))**

**i +=1**

**res = res \*h**

**print(res)**

## **Exercício 5**

**import numpy as np**

**def funcao(n, x):**

**if(n == 1): #Exercicio 2 letra a**

**result = np.exp(x)**

**elif(n == 2): #Exercicio 2 letra b**

**result = x\*\*(0.5)**

**elif(n == 3): #Exercicio 2 letra c**

**result = x\*\*(-0.5)**

**elif(n == 4): #Exercicio 3 letra a**

**result = 1/(1+x)**

**else:**

**result = np.cos(x) #Exercicio 4**

**return result**

**def MetodoSimpson\_4Partes(xn, x0, n):**

**h = (xn - x0)/4**

**valor = funcao(n, x0) + 4\*funcao(n, x0+h) + 2\*funcao(n, x0+2\*h) + 4\*funcao(n, x0+3\*h) + funcao(n, xn)**

**return ((h/3)\*valor)**

**def MetodoSimpson\_6Partes(xn, x0, n):**

**h = (xn - x0)/6**

**valor = funcao(n, x0) + 4\*funcao(n, x0+h) + 2\*funcao(n, x0+2\*h) + 4\*funcao(n, x0+3\*h) + 2\*funcao(n, x0+4\*h) + 4\*funcao(n, x0+5\*h) + funcao(n, xn)**

**return ((h/3)\*valor)**

**print(MetodoSimpson\_4Partes(np.pi/2, 0, 5)) # ==> 1.0001345849741938**

**print(MetodoSimpson\_6Partes(np.pi/2, 0, 5)) # ==> 1.0000263121705928**

# **Anexos - Parte 3**

## **Exercício 1**

**h = 0.01**

**n = 0**

**xn = 0**

**yn = 1**

**xfinal = 0.4**

**xn1 = 0**

**yn1 = 0**

**while xn <= xfinal:**

**print('Xn => {:.2f} Yn => {:.6f}'.format(xn, yn))**

**xn1 = xn + h**

**yn1 = yn + (0.01)\*(yn)**

**xn = xn1**

**yn = yn1**

**print('Xn => {:.2f} Yn => {:.6f}'.format(xn, yn))**

## **Exercício 2**

**h = 0.2**

**n = 0**

**xn = 0**

**yn = 0**

**xfinal = 1**

**xn1 = 0**

**yn1 = 0**

**while xn <= xfinal:**

**print('Xn => {:.2f} Yn => {:.12f}'.format(xn, yn))**

**xn1 = xn + h**

**yn1 = yn + (0.2)\*(4\*xn\*xn\*xn)**

**xn = xn1**

**yn = yn1**

## **Exercício 3**

Para h=0,1

h = 0.1

n = 0

xn = 2

yn = 2

xfinal = 2.1

xn1 = 0

yn1 = 0

while xn <= xfinal:

print('Xn => {:.2f} Yn => {:.12f}'.format(xn, yn))

xn1 = xn + h

yn1 = yn + (0.1)\*((xn - yn)/xn)

xn = xn1

yn = yn1

Para h=0,01

h = 0.01

n = 0

xn = 2

yn = 2

xfinal = 2.1

xn1 = 0

yn1 = 0

while xn <= xfinal:

print('Xn => {:.2f} Yn => {:.12f}'.format(xn, yn))

xn1 = xn + h

yn1 = yn + (0.01)\*((xn - yn)/xn)

xn = xn1

yn = yn1

Para h=0,025

h = 0.025

n = 0

xn = 2

yn = 2

xfinal = 2.1

xn1 = 0

yn1 = 0

while xn <= xfinal:

print('Xn => {:.2f} Yn => {:.12f}'.format(xn, yn))

xn1 = xn + h

yn1 = yn + (0.01)\*((xn - yn)/xn)

xn = xn1

yn = yn1

## **Exercício 4**

Para h= 0,5

**a)**

h = 0.5

n = 0

xn = 0

yn = 1000

xfinal = 1

xn1 = 0

yn1 = 0

while xn <= xfinal:

print('Xn => {:.2f} Yn => {:.12f}'.format(xn, yn))

xn1 = xn + h

yn1 = yn + (0.5)\*(0.04 \*yn)

xn = xn1

yn = yn1

Para h= 0,25

h = 0.25

n = 0

xn = 0

yn = 1000

xfinal = 1

xn1 = 0

yn1 = 0

while xn <= xfinal:

print('Xn => {:.2f} Yn => {:.12f}'.format(xn, yn))

xn1 = xn + h

yn1 = yn + (0.25)\*(0.04 \*yn)

xn = xn1

yn = yn1

Para h= 0,1

h = 0.1

n = 0

xn = 0

yn = 1000

xfinal = 1

xn1 = 0

yn1 = 0

while xn <= xfinal:

print('Xn => {:.2f} Yn => {:.12f}'.format(xn, yn))

xn1 = xn + h

yn1 = yn + (0.1)\*(0.04 \*yn)

xn = xn1

yn = yn1

**b)**

**Para h=0,5**

**def RungeKutta2(f,y,x,h):**

**k1 = h\*f(x,y)**

**k2 = lambda k1: h\*f(x + h/2, y + k1/2)**

**return y + k2(k1)**

**f = lambda x,y : 0.04\*y # Obtem se essa função isolando y' na EDO**

**y0,x0,h,t = 1000, 0, 0.5 ,1 # Parâmetros iniciais dados para a resolução do problema**

**# RUNGE-KUTTA 2a Ordem**

**print ('\n\n\t\t\t\tRunge-Kutta 2 Ordem\n\n')**

**while x0 <= t:**

**yn = RungeKutta2(f,y0,x0,h)**

**print("y(%2.2f)\t= %4.6f" % (x0,y0))**

**y0 = yn**

**x0 += h**

**Para h=0,25**

**def RungeKutta2(f,y,x,h):**

**k1 = h\*f(x,y)**

**k2 = lambda k1: h\*f(x + h/2, y + k1/2)**

**return y + k2(k1)**

**f = lambda x,y : 0.04\*y # Obtem se essa função isolando y' na EDO**

**y0,x0,h,t = 1000, 0, 0.25 ,1 # Parâmetros iniciais dados para a resolução do problema**

**# RUNGE-KUTTA 2a Ordem**

**print ('\n\n\t\t\t\tRunge-Kutta 2 Ordem\n\n')**

**while x0 <= t:**

**yn = RungeKutta2(f,y0,x0,h)**

**print("y(%2.2f)\t= %4.6f" % (x0,y0))**

**y0 = yn**

**x0 += h**

**Para h=0,1**

**def RungeKutta2(f,y,x,h):**

**k1 = h\*f(x,y)**

**k2 = lambda k1: h\*f(x + h/2, y + k1/2)**

**return y + k2(k1)**

**f = lambda x,y : 0.04\*y # Obtem se essa função isolando y' na EDO**

**y0,x0,h,t = 1000, 0, 0.1 ,1 # Parâmetros iniciais dados para a resolução do problema**

**# RUNGE-KUTTA 2a Ordem**

**print ('\n\n\t\t\t\tRunge-Kutta 2 Ordem\n\n')**

**while x0 <= t:**

**yn = RungeKutta2(f,y0,x0,h)**

**print("y(%2.2f)\t= %4.6f" % (x0,y0))**

**y0 = yn**

**x0 += h**

**c)**

from math import sqrt

from math import exp

def RungeKutta4(f,y,x,h):

k1 = h\*f(x,y)

k2 = lambda k1: h\*f(x + h/2, y + k1/2)

k3 = lambda k2: h\*f(x + h/2, y + k2(k1)/2)

k4 = lambda k3: h\*f(x+h,y + k3(k2))

return y + (k1+2\*k2(k1)+2\*k3(k2)+k4(k3))/6

f = lambda x,y : 0.04\*y # Obtem se essa função isolando y' na EDO

y0,x0,h,t = 1000, 0, 0.1 ,1 # Parâmetros iniciais dados para a resolução do problema

# RUNGE-KUTTA 4a Ordem

print ('\n\n\t\t\t\tRunge-Kutta 4 Ordem\n\n')

while x0 <= 1.0:

yn = RungeKutta4(f,y0,x0,h)

print("y(%2.2f)\t= %4.6f" % (x0,y0))

y0 = yn

x0 += h

## **Exercício 5**

from math import sqrt

from math import exp

def RungeKutta4(f,y,x,h):

k1 = h\*f(x,y)

k2 = lambda k1: h\*f(x + h/2, y + k1/2)

k3 = lambda k2: h\*f(x + h/2, y + k2(k1)/2)

k4 = lambda k3: h\*f(x+h,y + k3(k2))

return y + (k1+2\*k2(k1)+2\*k3(k2)+k4(k3))/6

f = lambda x,y : ((y\*(x+h)-y)/h) # Obtem se essa função isolando y' na EDO

y0,x0,h,t = 1.5, 1, 0.2 , 1.6 # Parâmetros iniciais dados para a resolução do problema

# RUNGE-KUTTA 4a Ordem

print ('\n\n\t\t\t\tRunge-Kutta 4 Ordem\n\n')

while x0 <= 1.7:

yn = RungeKutta4(f,y0,x0,h)

print("y(%2.2f)\t= %4.6f" % (x0,y0))

y0 = yn

x0 += h

## **Exercício 6**

1. Este exercício foi feito analiticamente, como pedido no enunciado, logo, não há código.

from math import sqrt

from math import exp

def RungeKutta4(f,y,x,h):

k1 = h\*f(x,y)

k2 = lambda k1: h\*f(x + h/2, y + k1/2)

k3 = lambda k2: h\*f(x + h/2, y + k2(k1)/2)

k4 = lambda k3: h\*f(x+h,y + k3(k2))

return y + (k1+2\*k2(k1)+2\*k3(k2)+k4(k3))/6

f = lambda x,y : -k\*y # Obtem se essa função isolando y' na EDO

k = 0.173286

y0,x0,h,t = 10, 0, 1.0 , 1 # Parâmetros iniciais dados para a resolução do problema

# RUNGE-KUTTA 4a Ordem

print ('\n\n\t\t\t\tRunge-Kutta 4 Ordem\n\n')

while x0 <= 10:

yn = RungeKutta4(f,y0,x0,h)

print("y(%2.2f)\t= %4.6f" % (x0,y0))

y0 = yn

x0 += h

## **Exercício 7**

**a)**

**def RungeKutta2(f,y,x,h):**

**k1 = h\*f(x,y)**

**k2 = lambda k1: h\*f(x + h/2, y + k1/2)**

**return y + k2(k1)**

**f = lambda x,y : (2000 - 2\*y)/(200 - x) # Obtem se essa função isolando y' na EDO**

**y0,x0,h,t = 0, 0, 0.5 ,5 # Parâmetros iniciais dados para a resolução do problema**

**# RUNGE-KUTTA 2a Ordem**

**print ('\n\n\t\t\t\tRunge-Kutta 2 Ordem\n\n')**

**while x0 <= t:**

**yn = RungeKutta2(f,y0,x0,h)**

**print("y(%2.2f)\t= %4.6f" % (x0,y0))**

**y0 = yn**

**x0 += h**

**b)**

from math import sqrt

from math import exp

def RungeKutta4(f,y,x,h):

k1 = h\*f(x,y)

k2 = lambda k1: h\*f(x + h/2, y + k1/2)

k3 = lambda k2: h\*f(x + h/2, y + k2(k1)/2)

k4 = lambda k3: h\*f(x+h,y + k3(k2))

return y + (k1+2\*k2(k1)+2\*k3(k2)+k4(k3))/6

f = lambda x,y : (2000 - 2\*y)/(200 - x) # Obtem se essa função isolando y' na EDO

y0,x0,h,t = 0, 0, 0.5 ,5 # Parâmetros iniciais dados para a resolução do problema

# RUNGE-KUTTA 4a Ordem

print ('\n\n\t\t\t\tRunge-Kutta 4 Ordem\n\n')

while x0 <= 5.0:

yn = RungeKutta4(f,y0,x0,h)

print("y(%2.2f)\t= %4.6f" % (x0,y0))

y0 = yn

x0 += h

## **Exercício 8**

from math import sqrt

from math import exp

def RungeKutta4(f,y,x,h):

k1 = h\*f(x,y)

k2 = lambda k1: h\*f(x + h/2, y + k1/2)

k3 = lambda k2: h\*f(x + h/2, y + k2(k1)/2)

k4 = lambda k3: h\*f(x+h,y + k3(k2))

return y + (k1+2\*k2(k1)+2\*k3(k2)+k4(k3))/6

f = lambda x,y : (k\*(m - y))\*y # Obtem se essa função isolando y' na EDO

m = 100000

k = 0.000002

y0,x0,h,t = 1000, 0, 5. , 30 # Parâmetros iniciais dados para a resolução do problema

# RUNGE-KUTTA 4a Ordem

print ('\n\n\t\t\t\tRunge-Kutta 4 Ordem\n\n')

while x0 <= 30.0:

yn = RungeKutta4(f,y0,x0,h)

print("y(%2.2f)\t= %4.6f" % (x0,y0))

y0 = yn

x0 += h

# **Anexos - Parte 4**

## **Exercício 1**

from math import sqrt

from math import exp

def RungeKutta4(f,y,x,h):

k1 = h\*f(x,y)

k2 = lambda k1: h\*f(x + h/2, y + k1/2)

k3 = lambda k2: h\*f(x + h/2, y + k2(k1)/2)

k4 = lambda k3: h\*f(x+h,y + k3(k2))

return y + (k1+2\*k2(k1)+2\*k3(k2)+k4(k3))/6

f = lambda x,y : (U/R) - (y/(R\*C))# Obtem se essa função isolando y' na EDO

U = 4

R = 2

C = 3

y0,x0,h,t = 0, 0, 0.5 ,5 # Parâmetros iniciais dados para a resolução do problema

# RUNGE-KUTTA 4a Ordem

print ('\n\n\t\t\t\tRunge-Kutta 4 Ordem\n\n')

while x0 <= 4.0:

yn = RungeKutta4(f,y0,x0,h)

print("y(%2.2f)\t= %4.6f" % (x0,y0))

y0 = yn

x0 += h

## **Exercício 2**

from math import sqrt

from math import exp

def RungeKutta4(f,y,x,h):

k1 = h\*f(x,y)

k2 = lambda k1: h\*f(x + h/2, y + k1/2)

k3 = lambda k2: h\*f(x + h/2, y + k2(k1)/2)

k4 = lambda k3: h\*f(x+h,y + k3(k2))

return y + (k1+2\*k2(k1)+2\*k3(k2)+k4(k3))/6

f = lambda x,y : (a + (b\*x))\*x # Obtem se essa função isolando y' na EDO

a = 0.02

b = 0.4

y0,x0,h,t = 1000, 0, 1. , 10 # Parâmetros iniciais dados para a resolução do problema

# RUNGE-KUTTA 4a Ordem

print ('\n\n\t\t\t\tRunge-Kutta 4 Ordem\n\n')

while x0 <= 10.0:

yn = RungeKutta4(f,y0,x0,h)

print("y(%2.2f)\t= %4.6f" % (x0,y0))

y0 = yn

x0 += h

## **Exercício 3**

import numpy as np

def f(t,u):

return 10\*\*(-3)\*(313-u)

#tamanho e num. de passos

h = 0.001

#C.I.

t0 = 0

u0 = 293

temp = 0

#iteracoes

while(True):

t = t0 + h

u = u0 + h\*f(t0,u0)

T = 313 - 20\*np.exp(-(10\*\*(-3))\*temp)

if((abs(u0 - T)/T) >= 0.05):

break

u0 = u

t0 = t

temp+=0.03

#imprime

print("%1.4f" % (u))

print(str(T))

print((abs(u0 - T)/T))

## **Exercício 4**

**import numpy as np**

**#define f(t,u)**

**def f(t,u):**

**return -0.05 \* (u)\*\*(2/3)**

**#tamanho e num. de passos**

**h = 3.1**

**N = 6**

**#cria vetor t e u**

**t = np.empty(N)**

**u = np.copy(t)**

**#C.I.**

**t[0] = 0**

**u[0] = 2**

**#iteracoes**

**for i in np.arange(N-1):**

**t[i+1] = t[i] + h**

**u[i+1] = u[i] + h\*f(t[i],u[i])**

**#imprime**

**for i,tt in enumerate(t):**

**print("%1.1f %1.4f" % (t[i],u[i]))**

## **Exercício 5**

**alfa = 0.1**

**L = 1000**

**h = 0.05**

**xn1 = 0**

**yn1 = 0**

**xn = 0**

**yn = 100**

**stop = 0**

**populacaoSaturada = 0**

**while stop >= 0:**

**print('Xn => {:.2f} Yn => {:.6f}'.format(xn, yn))**

**xn1 = xn + h**

**yn1 = yn + (h\*alfa\*(yn \*\* (1/2))\*((L - yn)/(abs((L - yn) \*\* (1/2)))))**

**tempoSaturada = xn**

**xn = xn1**

**stop = yn1 - yn**

**populacaoSaturada = yn1**

**yn = yn1**

**print('populacaoSaturada no tempo = {:.6f}'.format(tempoSaturada))**

**populacaoSaturada = populacaoSaturada \* 0.9**

**h = 0.05**

**xn1 = 0**

**yn1 = 0**

**xn = 0**

**yn = 100**

**while yn <= populacaoSaturada:**

**xn1 = xn + h**

**yn1 = yn + (h\*alfa\*(yn \*\* (1/2))\*((L - yn)/(abs((L - yn) \*\* (1/2)))))**

**xn = xn1**

**yn = yn1**

**print('resultado : Xn => {:.2f} Yn => {:.6f}'.format(xn, yn))**