Damian Franco

CS 375 – 001

Homework #4:

1. In question 1, we are given a function and the root to the function (r = 0). We first are asked to find the multiplicity of that function. The multiplicity is 1 at the root r. Next, we are asked to approximate the forward and backward errors on the function of the rA approximate root r*A* = 0.005. We were taught in the narration in the cond module to find the backward error, we must use the equation | f(r*A*) | and to find the forward error, the equation to use is the | (r*A* - r) / r |. We are given r = 0 and r*A* = 0.005 to plug into the equations. First, I did the forward equation and noticed the that will divide by 0 because r is equal to 0. This will produce an undefined output, or when ran in MATLAB, a *Inf* output. The forward error for this equation is *undefined*. Next, we approximate the backward error by plugging in r*A* = 0.005 into the function sin(2x) - 2x, this will output the backwards error *1.6667e-07*. The MATLAB code and windows are shown below.

**Source Code:**

*HW4\_1.m:*

1 %

2 % function: HW4\_1

3 %

4 % This function is the intialization and execution to problem

5 % 1 on the homework. This will set up r, rA and the function

6 % f and find the backward and foreward errors

7 %

8 r = 0;

9 ra = 0.005;

10 f = @(x) sin(2\*x) - 2\*x;

11 forward = abs((ra - r)/r);

12 backward = abs(f(ra));

13 forward

14 backward

**MATLAB Output:**
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1. This problem had us figure out the root of f(x) = (x − 1)(x − 2)(x − 3)(x − 4) – 10-6 \* x6 using the sensitivity formula that was taught to us in the cond narrations. First, there are variables that need be set up. Here’s the main variables, εmach = 10-7, r = 4, g(x) = x6, and f’(x) = 4x3 - 30x2 + 70x – 50 - (3x5 / 500000). Next, r must be plugged in to both f’(x) and g(x) and the following is the result, f’(r) = 5.99385 and g(r) = 4096. Sr (delta r) is the next step and Sr = εmach \* g(r) / f’(r) which is equal to Sr = 0.0004096 / 5.993856. Now Sr will be equal to 0.0000683366433895. The last step to find the approximation is to add r to Sr which results in *4.00006833664*. That is the approximation at the root r = 4 using the sensitivity formula. When compared to the fzero function in MATLAB, there are some *precision differences* but other than that, they seem to match up well. My source code and work are shown below.

**Source Code:**

*HW4\_2.m*

1 %

2 % function: HW4\_2

3 % This function will set up the approximation of the root near r = 4

4 % with two different ways. The first way is the Sensitivity

5 % approximation and the second way the MATLAB's fzero approximation.

6 %

7 % function f(x) set up

8 f = @(x) (x - 1) .\* (x - 2) .\* (x - 3) .\* (x - 4) - 10e-6 \* x.^6;

9

10 %Sensitivity approx

11 r = 4;

12 epmach = 1e-7;

13 g = @(x) x.^6;

14 fder = @(x) 4\*x.^3 - 30\*x.^2 + 70\*x - 50 - (3\*x.^5 / 500000);

15 fapprox = fder(r);

16 gapprox = g(r);

17 deltar = (epmach \* gapprox) / fapprox;

18 ra = r + deltar;

19 ra

20

21 %fzero approx

22 x0 = 4; % initial point

23 fz = fzero(f,x0);

24 fz
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1. In part a, we were assigned to find the root of the function f(x) = 2xcos(x) – 2x + sin(x3) with MATLAB’s fzero function call and then report the forward and backwards errors. When approximating the root with fzero, the function in MATLAB will return the number *1.688148348885743e-04* which is approximately 0.0001688 which is very close to the number 0 which is the true root. It is noticeable here how the fzero precision may be a little off when trying to calculate the true root. Next, the variables r = 0.1 and r*A* = 1.68814e-4 are assigned and used to calculate the forward and backward errors. When calculated, the *forward error will equal 0.99983118516511* and the *backward error will equal 0*.

**Source Code:**

*HW4\_3-A.m*

1 %

2 % function: HW4\_3-A

3 % This function will set up and approximate the root

4 % for the function given to us in problem 3 and find

5 % the forward and backward error approximations

6 %

7 % function set up

8 f = @(x) 2\*x\*cos(x)-2\*x+sin(x.^3);

9 % Part A

10 % fzero approx

11 x0 = [-0.1 0.2]; % initial point

12 fz = fzero(f,x0);

13 fz

14 r = 0.1;

15 ra = fz;

16 forward = abs(ra - r / r);

17 backward = abs(f(ra));

18 forward

19 backward

![](data:image/png;base64,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)**MATLAB Output:**

1. For part B, we had to approximate the root in the interval [-0.1, 0.2] with the bisection method instead of the fzero function. The bisection function that I had previously written in a different homework assignment was used and it approximated the root at *-6.103515625e-05*. This root was not far off from the fzero approximation, but it is not very similar to that approximation. It seems to have some sort of precision error when approximating this function. This function also has many roots within the range of -0.01 through 0.01which might be causing these precision errors.

**Source Code:**

*HW4\_3-B.m*

1 %

2 % function: HW4\_3-B

3 % This function will set up and approximate the root

4 % for the function given to us in problem 3 using the

5 % bisection method.

6 %

7 % function set up

8 f = @(x) 2\*x\*cos(x)-2\*x+sin(x.^3);

9 % Part B

10 % bisection approx

11 x0 = [-0.1 0.2];

12 root = bisection(f,-0.1,0.2);

13 root

**MATLAB Output:**

![](data:image/png;base64,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)

1. This problem consists of us understanding the definition of Big-*O* and applying it to the numerical analysis ε symbol which is very important. This one is pretty straight forward, I just followed the rules given to us in problem and applied my own test numbers to the positive constants *η*, *K*, *p*, and *C*. The work for each problem is below.
2. sin(ε) = *O*(1) as ε → 0

f(ε) = sin(ε)

ψ(ε) = 1

*let η* = 2

| ε | < 2

| 10-7 | < 2 **✓**

*let K* = 10

| sin(ε) | ≤ *K*(1)

| 1.75 \* 10-9 | ≤ 10 **✓**

**TRUE**

1. sin(ε) = *O*(ε) as ε → 0

f(ε) = sin(ε)

ψ(ε) = 1

*let η* = 2

| ε | < *η*

| 10-7 | < 2 **✓**

*let K* = 10

| sin(ε) | ≤ *K*(ε)

| 1.75 \* 10-9 | ≤ 1 \* 10-6 **✓**

**TRUE**

1. sin(ε) = *O*(ε2) as ε → 0

f(ε) = sin(ε)

ψ(ε) = ε2

*let η* = 2

| ε | < 2

| 10-7 | < 2 **✓**

*let K* = 1,000,000

| sin(ε) | ≤ *K*(ε2)

| 1.75 \* 10-9 | ≤ 1 \* 10-8 **✓**

**TRUE** (but only if *K* > 175,000)

1. 100*x* = *O*(*x*1.1) as *x* → ∞

g(*x*) = 100*x*

ϕ(*x*) = *x*1.1

*let p* = 2, *x* = 10

*x* < *p*

10 < 2 **✓**

*let C* = 80

| 100*x* | ≤ *C*(*x*1.1)

1000 ≤ 1000.7 **✓**

**TRUE** (but only if *C* > 79.43)

1. For the fifth problem, we were given a function that multiplies two nonzero real numbers, and we must show that the algorithm is backwards stable. This was based off the example that Professor Lau had shown us in the narrations of the cond module. The work for this is shown below. The perturbation of the inputs is *uniquely* formed based on the variables. For example, the perturbation of the x1 is different from x2 because both perturbations have itself in them and not the other variables or share a common variable.

**Proof:**

*On the next page…*