# Конспект «Основы HTML и CSS»

## HTML

HTML расшифровывается как «Hypertext Markup Language», то есть «язык гипертекстовой разметки».

Язык HTML отвечает за структуру и содержание страницы. HTML состоит из тегов, а тег состоит из имени, заключённого между знаками «меньше» и «больше». Примеры тегов: <h1>, <p>, <ul>.

### **Парные теги**

Теги бывают парными и одиночными. Парные теги могут содержать текст и другие теги. У парных тегов, в отличие от одиночных, есть вторая половинка — закрывающий тег:

<h1>Текст заголовка</h1>

В закрывающей части парных тегов перед именем ставится символ / («слэш»).

В парные теги можно вкладывать другие теги. Например, как в списках:

<ul>

<li>Элемент списка</li>

</ul>

У вложенных тегов всегда нужно следить за правильным порядком закрытия. Вложенный тег не может закрываться позже родительского:

<ul><li>Элемент списка</ul></li> <!-- Плохо -->

<ul><li>Элемент списка</li></ul> <!-- Хорошо -->

Не все теги можно вкладывать в другие теги, например, тег <h1> нельзя вкладывать в <p>.

### **Одиночные теги**

Существуют не только парные, но и одиночные теги. Например, тег <img> позволяет добавить картинку в разметку.

Сам по себе <img> не имеет смысла. Чтобы этот тег был действительно полезен, необходимо написать внутри него адрес, ведущий к картинке. Делается это с помощью атрибута src:

<img src="keks.png">

У тега может быть несколько атрибутов. В этом случае они пишутся через пробел:

<тег атрибут1="значение1" атрибут2="значение2">

Например, картинке при желании можно задать размеры:

<img src="keks.png" width="200" height="100">

### **Комментарии**

Код, заключённый между символами <!-- и -->, работать не будет. Если эти символы удалить, то код заработает, это называется «раскомментировать». С помощью комментариев обычно временно отключают какой-то код или оставляют подсказки и разъяснения.

<!-- Это комментарий в HTML -->

## CSS

CSS расшифровывается как «Cascading Style Sheets», то есть «каскадные таблицы стилей».

Язык CSS отвечает за внешний вид страницы.

С помощью CSS можно задавать параметры для любого тега: ширину и высоту, отступы, цвет и размер шрифта, фон и так далее. Все эти параметры задаются с помощью свойств в следующем формате:

свойство: значение;

Например:

color: red;

padding: 10px;

Стили к тегам добавляются чаще всего при помощи атрибута class.

Например, если мы хотим, чтобы определённые стили, описанные, допустим, в классе feature-kitten, применились к тегу <p>, то в разметке напишем так:

<p class="feature-kitten">...</p>

### **CSS-правила**

Можно сказать, что CSS-правило — это группа свойств и их значений, которая целиком применяется к тем тегам, на которые указывает селектор.

И выглядит это так:

селектор {

свойство1: значение;

свойство2: значение;

}

Задавать стили можно не только с помощью атрибута class, но и по тегам. Селектор указывает, к каким тегам применятся свойства из CSS-правила. Селекторы по тегам работают проще всего: они выбирают все теги с подходящим именем.

p { color: red; }

В примере селектором является p, и он выбирает все теги с именем p (то есть теги <p>), а теги с другим именем, например h1, не выбирает.

Когда же стилизация задаётся по классам, то стили применяются только к тегам с такими классами.

.название\_класса {

свойство: значение;

}

### **Миксование классов**

У HTML-элемента может быть сколько угодно классов, в этом случае они перечисляются в атрибуте class через пробел, например:

<li class="product">Товар</li>

<li class="product hit">Товар, а ещё хит продаж</li>

<li class="product hit sale">Товар, хит продаж и со ски-и-идкой!</li>

Обычно миксование используют так: в один класс выносят общее оформление, а в дополнительных классах описывают его модификации.

### **Комментарии**

В CSS тоже существуют комментарии, их отличие от HTML-комментариев в том, что код или подсказки пишутся между символами /\* и \*/.

Начнём!

Каждый HTML-документ начинается с декларации типа документа, или «доктайпа». Тип документа необходим, чтобы браузер мог определить версию HTML и правильно отобразить страницу.

<!DOCTYPE html>

Простейшая HTML-страница состоит как минимум из трёх тегов: <html>, <head> и <body>.

Тег <html> располагается в документе сразу после доктайпа и содержит все остальные теги, включая <head> и <body>. Тегу <html> обычно добавляют важный атрибут lang (сокращение от английского «language»), в котором задаётся язык документа. Наш сайт будет русскоязычным, поэтому в lang пропишем такое значение:

<html lang="ru">

Тег <head> хранит важную служебную информацию, а в теге <body> хранится содержание страницы, которое отображается в окне браузера. Все тексты и картинки мы будем добавлять внутрь <body>. В документе теги head и body могут быть использованы только один раз.

Давайте начнём работу над прототипом главной страницы нашего сайта!

Атрибут lang можно задавать любым тегам, если нужно уточнить, на каком языке написан текст внутри тега. Но если задать его тегу <html>, то действие атрибута распространится на весь документ целиком.

Тег <head> предназначен для хранения служебной информации о странице. Он располагается первым в теге <html>, сразу перед <body>.

Внутри <head> обычно содержится заголовок, ключевые слова, описание страницы и другие служебные данные. Также внутри него подключаются внешние ресурсы, например, стили. Содержимое этого тега не отображается на странице напрямую.

Помните, в [первой части](https://htmlacademy.ru/courses/297/) стартового тренажёра мы уже пробовали менять содержимое тега <head>? Тогда мы с помощью тега <link> подключали к документу разные CSS-файлы:

<head>

<link href="адрес\_файла\_стилей.css" rel="stylesheet">

</head>

У <link> в атрибуте href задаётся адрес стилевого файла, а атрибут rel со значением stylesheet говорит браузеру, что мы подключаем именно стили, а не что-то другое.

До этого мы подключали полностью готовые стили дизайна, теперь же подключим специальные стили для прототипирования. Они «проявят» крупные блоки и немного изменят оформление текста. С этими стилями нам будет удобнее проектировать сайт, так как будет видна структура всей страницы.

Обычно стили подключаются внутри <head>, но это необязательно. Вы также можете подключить стили внутри <body>. Это не будет ошибкой, хотя делать так не рекомендуется.

Ещё один элемент, который располагается в <head> — это тег <title>. В нём задаётся заголовок страницы, который отображается во вкладках браузера:

![Скриншот браузера с заданным тегом title](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAc4AAABQCAIAAAAfnwJgAABHqElEQVR4AexUB2/zOhDL//9z327jIdkdkbMDZHRgvpOvNOhH6O2H2YIo6DNFUZezFq+vr+/vbymtlstlXTch9jF2IcYQMoy3IbZtyMiVbiSZGxrjI5oPtM7rpjU0Bnts8PajCD7Cie1ryHrU3YQ0DvsL0FvdELDRh4D04g+9+E+8gT6D88Afa83QueZhfTlPhTzI7z6TJ/lTnprzq3/N+Zta/RtsmonmV70BG837U6E/0JNMzlsV+kOahnm5/ziU5NHfF/oAfWke4O8y5zX2NUBfiz94FmA75Cn3R+cN/qL3Iu+l54WeArM+YN74FetL3xe9ovyi99/XO1Y6r85PA33he5E85fMG77/4F+fHbyp/2+Iu4qspl9s4XWtOpjtwqge/D0M0xNiHaDxXYhzR9bntVZXSyi5Y+1u8v793Xfz+/Ud8eE7b4/Zw2RzOhu0II7vjxbmR3fjWNAbjW8hGDcnGRyKO6zY7GIzj7fG8Oxnx4pX0VyzPGtJfXG/1vet9dzfHoy03QG+v5noXY7vMHV483ey/1V0GQ8gOVyhB4O+bmn4y9Pq0F/S+L0KCoAlZv6cd96wH2UKAZlKGuf/8gGeP563g/pgP+oPk8NfzclT0n/05oeW/uS3/oAbuD/xxXs1jeoM/wpn0V9QRDALSO6b+nPeec9bPs+g9P/sjLXoO5Xnen6vnx0Hgj3nwR+SnsT/w8Et/Dq53WXb+nQD9B+CPPJhPI9R/fzXPYzwvyYTyT/Mg8wNPBED/naBC/cR5Te8j4fND3/IInPecQ+pAwofnAd878kPgekwgun3K+7oegQ2uxHU3u9+uTlAcBbgzN/vzVFxtjvFh9f37z66Lds0uhiF9/fb9edj3q13TrZru2f63RgDwZzwmA94m1P0/oI/wUcAWBBA3QyI3EC9CIEW4sUzycL3GMbnO8fjIBR9azgIs9B7WcFCTlk4Kwi3lEyXdS85OVgQ5BcTSKOX/35wokYPr6cpTR+SfzQlB6u7AJv94TgCdE38UW+15KswJfg4JQ6/IylGaE0fhrZgnUeoqAM0vfeO6aaudRDzmOgYMrtfgqsQW5fBq26/6593TsLcLdj0Mi/v7+2XbWyn0KTwM4SEZ4sMAeGUweN05CMB6mEAGN6sIyAF62pd92Ao8IZXGRlQQjgfQEiQBh17NEZWPg7rmnIH1TsTZQWKKKgKqS06QScBJIBO3aJDduQLOj59z8jkn3BOAE7JeNPyWzUE4NqyYIJLupQvpmFyEXlstS1wsq3hrytyn7nlrF+zyfrn4+esuPq1ltmiZpufu0MzJTJObnFa/E9Vja7jJ+V3AGRwyphKMKgDmSX0AORRBx7c4ak6knyhKYHYoc719yoP+GzvmgSs3DAPRvf/xfu/FNcX+7QTJlgke8ggvaqoBYkFTS3FIjUTZPDgo9QF6ZKVWnqw8YbkiqrBEYJgmdC5iHply3N3IzQpwwKss9kZHdr58qNupszafTs/ON2fn180wl7OzUnhEGOUWcZ5mmLuWN5UXD/MzSSExce/rcFgk7SvVXQjr6wyFYBBLrEUKS72ak/hkodG0cFnIWpfRrX7lycoTl9HEMNr6xFTDiKJHrTKLw6yVi0Pn6NSoieF7LvW606gBt8N8dnG1Obs4HLV+U1CqQKa3Qh/wroh6neHq9eR4zoQETmg/YEgu1X+UrLjltYyQMTUb4MjE78ke/RahTVYghA6LCEp+iOUDs17mycqTlSfmgKpXEQB4fLcFQsix5SZm6QKpxibyA7xmIzazuhvn84vrzen5VTPOKkSEKPka6CF9vmHaeozCIa8BY5Vpq2reA0yH75t3T8P1Q3d11+6k2SuXW6Whkl9Kk9EG7lsjvGLHEN2jwM7Q+TUSRmHQy+3Q/v/wVS5UMoroQBh7K4TRFY6+RAjkxBbwKrJ9hVNJVcAMm5VXCikIqgrMze/lyc1Dd/+E7YNf7iA1M18JF7ujdpmPZn+oFSqMygjdwOoE6eVG4gbgVkrf5ROZkzNrHzVqUTruM9SO89n59lvt1Xdt8WbOJHWNVy1gpOPxL0ceXfhcQsuDljyihcm36uv79vax78avX+f36fVjjkxbec/je/SMRrF9in0reDzMk5knzDxxfs68lToWXSY8ejYapx8RYYSlwGPd0x4wvBT1QSwIyxtlevkJ9gIG+m7F+VrgkjTtEp2xXOTfyJOv81v/jX2zTG8dhoJo9r+5chuwHJAxoJS59VPK8Zkn/y3ohtH0eTQ+d1wufU98kFgz+aIg8IBKSrS7hLPu9sJGipcG9IQD+s/DDAe0BG0xzEMYW9Octp5IfeMCgiaVgXmzpTs4POkdHrakVo0PesuFAD8REpkXoTjHTHYzOSTqtdwW3Lf/9wo7MLaau9u7+yZWrJ9TN7d3Zb16cQkZAhsa6WLPB5PBbihpBv+Z9IONLE0Stt9nUxHAtyAPVZKi6UdKNhLC7gXxF6GT5t1cxi+u9sC7Wi+3tnRvEwsQJdpDpcv0tsRSpATplp5y7Rf8OcMitLHgg2+xuLOLqyZWrJ9ZZ+dXw3QTKU0JQBUapnPU3Bw9QOX7ilC2CZNA2419S9pwbaHkUS+8sBw5NAmhCoV5RapprGhI8g9fAMKJZ7Unr642kHZkqxRHFtBQKbitQ4yWZQYP4iAJHecX/tcNL5LJxs+eX143P7lixbq4vB6YT5KA/mFH5DnFp/CJzJlwlyRFDMckOBJQKGmV2BbTysOpQzepMzo2IISOZpatS734b1K7f3jc8zdbOrYmmYeA8nJ1a3HU3FZvEs2GOpvLJOX04/3E1ot18/MrVqxqse4nlr34t3c6Q68IsQU0BforjTNdp+64gB8GwqqBjDbyD2Se+JTNJI0FyByILAgumFD8wmr3D457ewfHWeW2JA9JA5pcGa7k2RQUR+1hiX7wQ7z84pEJmvHDZFKYSfH48NjEivXz6+HhMZlsDtS+Si0VRJ5r1w0Gg0fx3N3ABKjCRarjXPyCdmbhTCsjsd1JaihMIIJNLhHO7bWkNvNSewipNcQl5Du2NsXSVG5zb2tsrVa7cGvyZlYbuzKZM9b559KlyrNNkmkxmdWZXeXWWbvyz9m1fJttxdGHJivqZfNbKlasol4NTaa9Hi1eSwKgU4o2CGGVmFXaI9IMUIJAZw+sQHs+zHzYisKN8Xzi0OjSnkohPSWZRl6t9w6Oerv7R7Zy4CnibPE3NnR2O7p8GM6qfjIbzKrRxX1ydvuaoMLogYWp7kdl009X/VE2SFf+uX+HCTiIbO7v1+Xdbf6cm7kZWX9/kz/7d9Qwpd1xP7E+NNP8looVa+nOTpLZthGDJYScsRevpYrns1Jq2U9DuAjDAKKcMNGM7Yugp4bCnG6hvSrBK67S81LQ2QrjpG3l9vaPentvUhtmJWU6yU0+H/5j7yqgo0qabtaVdXeHYPHgEEcW17jgvri7s8GDu4TF3RKIewhxzyQTGYkbESDW/53pj2H+mcrL5nOhz9t3aqr7PGNz+/at6u7axoyIB/INa8qmji91sy+fOh62KCI6o7ZJLCsWc7Ql1ryQiSXFGQUsIzFa6jun1Kt/6e2eOMOGB37UZgFPKUUGOJsjKaqTs8ikBzNDFtoEjewa0M8maARseJ7IGWrRRr3HJkV6dAxlFVXseXle/lsK/n9OU4NaMZ2oQwOQtoj552Y5txybInFN41LCQgRBKokbab2XQE6YBi5TQXWBCRGCKVVEIp32NaUcasFqYanu0ex8ZEmhqLYp99y5qv59mE13NnogsxvKRg1kNj2q+5vBD7TlYgIhGIP8FrDsyBNVl79o8nqDBX7Jgr/DucnrzYeXP4cfteK8QjJBGkJBXT478sDzs3u6L4V/+2Gc3mfxJh/E6b8c8S08hx+cQi3aCETSxE9jYuXPofZ5+e+CWrBaAoZoKZbKaaXgVdxchmXzNFCLllKXFUhEoxVIev6bOrlWGeq15CheI0RGdjMCegURhKclGrrfgoAQF5+kg/+kBeU0x1bTd0SPWPa1m/W9jZndEDbJlY21Z2PtcIYNzIU/+9oN0aOmLGoRIFEhy4q6Unf5VRb6NQszZkEGLFBfcQ4zYWFfw58ZdTUTbXJlGi8AffZJATsfc/VFn88/SjTqlNi3faxV+xhLnGHD84LP56itK2CZ1GwFlYEjtZVQ29TUlJKScuPGjSNHjmzdunXdunU4w4YHftSy5+V5+TdgtergRSmn9PR8kVgiKyx/0sBwzhBLyOVaiHULKXyBv6WUJG4LZUS0uDiGuNmf9DILhJCicV8yfVjr0EJtev6Y8AIdUkAtWG1sfCIsTVlWIyO6sCI9W1ruMJIN788mODM3O+ZqqzjccNjBAz9qsaRAVmG55heRVqZnFpZeM2VBn7BQYxagx/z1mJ/yHNCZhZrAX3rdNC2zIEtWqfFvli+tzBPJjXwt3onr2DG+b9toi3ZRFu3um+viHG0JzztxHYx8zXMzFS0Fgqo4UhUCwkP250p5eXmfPn2GDx/upizz5s1zd3efO3cu/wk/atGGPS/Py78B1NILazWDm9yJBVBiE9NOnD4Xl5COtavJaQItpA/xWorECUAYObETBy0U0FIvbDkZPSNtddill1ITZKnC2a7EEgrUjFbIBmC0KqjNF8hhFtU05Fy82NivN5vg9AxnXdTR1qmhX++ci5dE1Q0aT5CpkA7O1t/8gIXr/wVnfToz3044K+xAPfjrb3wgjjwD8qsxcqnJZ6eiz70T9FPbZMt2DxQ42zbSrO19xYGfONomW70T/POpB2dr8pvoGdZPnWmtgdqEhIRu3bo9fPisPfYIUtnwoxZtmGDBFhePamvVPbWPHjU0NIAPl5WXl5WV4TrV1dWA7JKSEmw9pLhyFcG7UYVL8QtiIzjWUuGX+hsKblR3955Pccl/UMLGc1ZLDYebX1r7SSPb5rFPR0dnu8c+2PT6KbQ8SqzxpGUQIXtShSCmehJsiVhVh2Km9FpuhKZMfBlaQ1BhOr3+J5XqS2Y6A2pj4xJ1YuISpYXlwsuSiuqYZI8HZFk23pG5cZzFMQZnHPDAj1q0yahjGgJHRhHLC97IbrdhoQYKqPVV4OzTQ4m88N9pgzaiIqaRUdxYwNZFuL8R9n37BGtdACsQ9r6ZbqTizNG2fYIVatdFbGkoYKr3JLNSWgu1I0eO5La3t/fixYtnzJixdOlSHx8f7kRti1C702PPxGnT1T0Ozm43bt4GYtoMGGRu3W/g0BGDh4/qP2ho+86GV6/fQIOe5pY7du1maqWwqEjfpOvxk6dg79y1Z/K0GS3ie/deZtt27GJ/QyktK2vbXi8gKJg9L//gIpXJEhKTNJzwwP9ntVoVghAHjVyw65rY5q27dF58ZfPWnfVNjBYiiWkImutqk1MbBOFeaFKssLpKEFKqm9EIf9EcnOTvxGNrIz79tOSqkjirBISYuAQd/AeopRc2f3oAavM8djLr7kqotVPyWRyj1aDWCbVoA6jV6AwBtblBa9mdt1moIQvQV0CtDygth1oQW334UZsXtBZQq8HGmwrYqvBNr4V+B0htp4BacyXU9ml3vw+gFuCrG2+F2pXhm9CSiBWqOqVWZiAARidMmJCXl7dmzZpp06ZFR0dzYjtnzpzNmzfDP378+BahdunyVf0HD1X39Ohl4bFnH3Te2Lj4mNi4uQsW9ehjgX2HIiLvFxeXPHr8+Me2HTobmtSprYOz7+BhUI/9Bw5RFyTKbS+vl15vY91/oIaaXFdXr60v13LSTRULm/5h4RGqnySbrq+vV9kg3ipGrM2R2T+sCNN8jSGFthyvPtpgf235W4T7W3e8dDsaeHnfU3m8ve/Cc/uOd8syF2e1lFCrBSKa7AxMduuOPa+88dbWnXtga0GhRsKAVu4XEdGhN+MgU8eEdWR+kO1Vd2k2zEWwVFKIoEUMIbWEyEemsJ4K0MkKOdTGJsAiRgpqRwZyDzw9Wd9eKgGBg6xKQ4AftXmenshS0KDZkAVywg433nqfhStZLVRaH64hdIYND/yNt95DG7TUSPt4nM/2Rx1tE/yjbpKVUkAwB9oCZCEjKERbeBKt3g758UDUMbRU/3bq3S/3p7YGagGmhoaGy5YtO3fuHPckJydzYEJYDCGyzp07ow0TLKvXrncdP1HdM3T46F2796p+7j94aMiIUaqfVVVVvw4Z/smX3165el3lHDZyzPuffHH0+EnY6zduHuPgzASLs9u4hYuXjbZzvH3Hi3saGxuXrVgNEt3H0mb33v3c6eV913rAQOCprb1TnkTCnRcuXuplZjVitB2Y9dARo+9HPYBTnp/v6DoWLQcNHRGfkAiPODt7/qIlm9y3WvX7deKU6UkpKStWre3as8/4SVPAqSPvR7m4jcdNOQq5jp8UHBxSVV2NV5BKZUytHD9xavGyFdw+d+HiGAcnGGnpGZOmTEd72EVFxRMnTwOg+/j69TSzdHQZ6zJ2AgYE6zf9jtrklNTBw0ZaWPdzch1XUFgIDzqtpctXHjh0BB+tl7nVpStX4VReM93OycXSZoBV3wG3vbz5S+FpyysqYM+et3DDpt/DwsIHDhlh6+jsMnY8XhW9IKrWrN947MQpGCgLcek162AEBgU7u41ftGQZjrs+vrzLuXj5Mq7JW6Ifzc8vgCGX5/NbCJS6urqNm907dDL09fPHTx8/f3S2m923wv/noFaiTazIkb5ILIUm+6iO4ahVdosHDp/QeeGlg0dOwobnUb2iCrP10VJrkgIRZCN1TwEFQ3srIOFpFxo/CRlXa4kccnUuwV1wYJDJD/TGPGQtkaqhlc0FLguY1YlWQG2F9trb6hJJZmmVKD65asQA5jCMjXN4JtdynB3nCD9qRXHJ4tJqscad5DXpKamV19qy0O9ZsKESbXFwnO3Mgg3gR216SkqWvFZjbl+xrCYuNfknP5PPEk3bx1q3i1agLcJiwFnYyEP4NNEUtWhTJKvWWBpDY4zQKlZbXFz86quvzp8//xkuHD8+bNiwtLQ02EuWLHn99deLioqYYAFg9TCz/OPs+TPnLpw5d/7M2fNduvcGvqg18Bg0bKTqZ2lp6fhJU8dNnGL7FE+v3bg5cOhw13ETt+3YSUAt0UNIjLp0h1b7+9btECu4c9GS5W076OFvGI/x/sefA9TgHD7adtfuPQBZW3vnwcNGwfMgOubjL77eu/9gWETkiNH2v3ToBEgFWwP6/zZ7Xm5u3pZtO0y7966qqpbJ8z/76vtZc+cHhYQAkb/67qeTp07f8/X74psfDh89Dpr53c+6/gGBuGZIaCjsmurq1LT0N9/9EPovUyuALrBvGADKT7/8FioK7IjISD2jLirRWd+4C/buLywsCggKgnjS08wqODQMcCyRSE269fTYuy83L2/C5KlDho/m4+4PP/1yjL0TRgmo+uTLb/BS8AMk0efhFfYfPNxez6iiogJ3NO3eq7GpCUrLT7odsac/dPOQ0LCVq9camnbz9Q/gncqvg4ehl4LhddcHYwuu3uAT4RZSqRRdkdv4Sbl5Eji3bN+hglq/gMDMLDGMrCwxnpz9ibJx8xbcCyOegYOHb3bf1hqtVqIdBCM3uQHOJqSITp+9hFCY55mLt7zvzZq38LOvvsUZNjwnPBX+hGSRRF5Crt/U3GqoqkNYGCXXKacnOgmv7EWn9KoOqpb4JjQbpdc+10rgbS49jgyOZSpYbWV0TDygNh5Qq/4ERE+CxNhHLG/PbtbLAFDLZQR+wIYH/tw9u0W1SI/VHlwUKIht4O/sug6L6MiCjRSZXgHKgBiQN7Iju6aDWrQh10yoz2cbwrbqBH70Y4pZhzhr3WhLHEg/gP1jqplO4MeorZczrVCg5uijVawWWoGtre2ePXsWLlwYEBAAT1RUlKuray9luXjxoouLC4ddgXLoyNHvfmoHgjlyjP0oW4ehI8f81K7jufMXm4Pa4pJSYFxQSCjYYkxcnBIQ7Q4ePrJuw6Z1GzY/hVongTtu2+ExcMhwDjrGXXvW1tTC7qhn7P0U47hwwW2E5mJiYnHNPubW+Dlv4WLQRhict3YyNM2TSMXZObqdFMNbXBB6wsdffAOyjFBet17mEJHREl1I1x69YaAsWLxs4pRpMMZNmjJz9lwYcxcsBkmEgeE5BgEaTG3T71vGTpgMA1hpZtmX9w3Y7Q4E9uLlK95373mePmNm1Tfl6Xfes3e/vZMLtw8dPtpR3yg6JjYxMRlkHEOBouJiPHZnAxMVSbdzdJk+c7ZKKklJTcWo3NC0O+gwQBydxJRpMwFwEqlUbTh/59fBw1U/R9k5HjtxEg+Pr9rH0nr2/IVwnjjpCa4NhL0fFbV2/UbOW/cfOhwSFpadk4O7+/gHcP4ukcrwSEB2rq4IFnz/Jd98//OCRUvpamEBgV6T+/+pAdB6dijjYG+9+8E7H3z82lvv/KLbEdECnGG/+8HHb73zAY+SoSWxx4rArFnB1bhpZYO4eAtrPDa7hRexX5nA2mCobRYZm59mRkcFyYVZyK5CXlgBmFVArbyogtA31e+aI8eKBxmlNfnr1tT3MWHD+jLXMQqQBasd3q/ezDh//ZqMshq0UUwY0xaqpeUZ0jqZ7291V19jAR+zMF0WrsfC2sGuu/Ya/BnSerRBXq0G51d0CNLyh3mPp4cseNn/izaxHb5L7PVLsuV3Sb3eiekIz/SQhZWSRzJpGSGTq3dirddqnZ2dYXh4eJiZmR08ePDatWu6urr4f/GHH36Af9y4cS1qtes2bsaAVN3Tf+DQfQcOqtNedagtKSm16T+wsvLhspWrl61YVfnwIVgwMGLewkVrN2xSQu3vwqwWbKuTgQlu6ujs9vnX3/v5B8DZrZdZllis3gx//EtXrOxtYT11+izQ2zF2jnCC923dvos3AN3rO2Aw0AT0UN+467SZsydPmzlp2gzQOtC9goJCdAalpWVoefqPs8NH2sJAWbVmHYdaHz8/636/QkzoN3AI1zHIgmHykuUrT50+A5BFH8A7iXSRCHQVLzJ1+m/DR9lB0MjOyeXtt27bCT+3t+/06KBn9NuceZOmzpg6Y9bCJcsAtegPbAYMfgbl7lt453H2/EVAOXQGPB6+RnqGCPpG318Hv/LmO3gAplZA+QcMGtrQ2MB/Qjk55fnHyjVrgfJnz12wd3aF8/KVaxAi8I8LSosv1tiAr9V04PCRE56nMXQApb3l5Z1fUICW+ICguuhggOzCem5QcMjIUXZu4yYOH2ULuzVQKyH3sBFr0rf8kvJq34DQGbPnz56/eP6iZSvWrLd1dNXtqG/r6AIbHvhnzp7vExBaXF5NbadI53JpQjw/iC0hNMgpvZ8u1TJfu0pgBUUcwnE8iqELZxPTcz2amc5Lb84vKyxTQO2DmDgZoJZ8AvW3ypZmFldmlNdme3qWTnKtHTWwZrBV7ciBpZPd4IE/q/gh2pCfRpwjzZJXpUsbxKFHi29b19xqV3PzG5xhi8OOKvzyKrTRCsfxFblkhbKqasmTQ5HHLQKH/hzU5YvAzjhbBA6BB/4CWaUoR3VfHNRIp5VabWJiooODA4x9+/aB3iKjFtKtjrIMGjQIfrBatGGCBVQUEqG6BxwKw08BqLXsOwDxMYyOQTcgI2CQDj9URRBbGGvWbXAeO4E1UwA0CKlB54XqB4YFFdVlnKKxabdenqfPwlAOhO+BBl6/cfPDz7+SyeTwnL90uUdvCxjLV61RPQyAD2QWdC8nJ7e9niFQjPszRJkA0LS0DEub/lweBRINGjqS16J7ACJzdRiMcs78hQ7OrgKa48EjRyF3dO1phmg7+CDQEE7QeXPrvuhmuNaJG4GNakPt4aPHTLr24DbXbXEGYW/f2QC8mDsHDB7KVd0vvv3xyLETMGpqa0H2k5KTIYuPtLW/efuOYZfuED20oLYRNmf6+KQQr2FDfODCDgj1vAWLYXBp4uatO8ro5aGc3FzuxLgkJzcPRnZ2Tnl5BQygLBevyeIfENRJ33jb9p2Ii7pv3d5R3zggMKjVs8XUwIJc4g4KrLyovOZx08PaehyKZz50TOeFl3GGzZ01j1l+UQVa0mtZCScMNCc/8kN4O0VaTKAxV4XjNJvWurgWxxfazFj7fclYHz2HuPlt2wGwD6LjlFBbWKE9p42I5mdjGYTizJpGEfSE0AiRj39maKQIE3ZrGuEXZ8t4S7r/ARpKSjAlTJRdmpEYkRHrk5EYmZFdBg8WQECtwHZkQNI8ScmjfCYXF4UkRdyOvxecFC4TF9Xms1xJMWqFlxPmdmuh1sTEBAYGy1u2bJk9e3abNm2As7NmzeJ/M8bGxi1CLYbPiESpe/QMTTf9vhWGigYaq+EFdD3dzgbxSrIM2QG3S0pOgY0//jnzF3Go/er7n/YeOAhRDwN/jLKZWsHg2sK6v+pnRoYI8TRxTg6I5zc/tgWuuW/d8fZ7H4HqQpqEsnHw8FEgS7eeZvpGXcC5MrOyvvn+F8S7Tpw6jUH0B598kaDELAcnV3BY6B6Lli5HvgRSgCFEtuugJ5fLUbtn3wGjLn95hSnTZ0Lx4Paho8d0dF5QxQCB3QYmXUPDwplaQS3ecZ8yueLuPd+f23eCER4RCWW5uqYGNoJL7TrqxcXHP4Xy1X0srLmNrGToDG7jJ56/cAl0lcvNeC/0EHj44yc9EdfCW0Ofhd+0R+8JU6ZfuHh57MQp7370WUpqWmVlZduOeo1NjVBF3nznAzwt/2c9cuw41GEV1OLKeMKoqGg+wEdoEQbGJTb9BkJ3vuN9F9Qb8TR8PQQJoRUwZbnn45eZqdRqxdkgthiXQL9ujtWGhob9rNt5zbqNKs/qNRsgNIXgW7UMtQ9VayA0P/6laZoiA2GnIgNhmzIDgVxdWlsCVhla+ECnmlLXpFeUFp7kqnEdmgVTj6oFpurITt+RABN6QQaVIZzUrAa1UdGxsITW9tbobSAmYDPzikdZVXWKM0T0HBmVA0HSZFmWpCQr/3FWQYPiLCH2NCNVbb7uDNZOLJc/qcpvKJM/hg3BQSttkFJhWg+1+PMYMmRI//79c3Jy8DMyMhKTxHhSLTzwoxZtmGBBBBzjXHUPIt3AlGfK4O07GESrzYyoAphycuTnH7h46XLu37vvwKXLV3nsGyF4KJsTJk8DKdu8ZZt6vhGi+VyTVRWMjjGk5RwQ+QNQJ3n2LgoQCnH2aTNnQQ8F0ebcE3QMsXsQ0guXriBXAQNtHpvC8BzROXsnV46VkCORXFFRWcEfCZIrDK7bAr6f8l8RFAxVxigu5ejixmNNqnLHyxu0kdspKamr1qyHAXq7au36mppajqe4kSpvAWR8285n+cIg3fgUkB0mT50BUIMnLDxyyIjRJz3/gG6AkXhoWISK7+OlIJeD2yLZGYMGYB/ugjkaXHudNmMWwn2wgbz4N1LBosfe/bwnQLly7foOj90wHsTELFy8dM36DejtQD+5Eg3kVXF/xAARVuXpyTK5HGLuk+a12vDI+zs99moFVPdAuvnzy82QcSFyjoDKqGtkW3bsfvHVN7Zs9wDUUqRMjoOQC6iYldAe2wTOqlUJyAjUulkCs9ToZRmENqUn2LomyyawWMMJo0UCni//C9Q+iJUXVcKlddBaifDUtOYWcyMop9ZnIgk5cS/hDeKJPkcoA0GgrF692sDAALNyVR7k1cIDP2u+PC/gdxjp83H3P7MgJwwC7v/ccjPkZPyWxvtQEDa6bwdn3+C+HbbAzq1oT+AswT2J3QMEBtd03gKNnnRyKw1WFKpQzI+AbAJ8KKmBCD+2JEODy4LRcqit0AJpgZwM4suSvRndzTa/qmyzawWRvSI1LNK4OJGB0FrUEItHjx5tbm6OtWZwhg0Pe14Ey8Ily5HuyknxP7OAvSLzATrs/w7Uqva8IbBDaItceXFZ9T3/kIlTZ+D8f+ydBXLcQBBFdcQ96p7CsFQcWmYKmRlGZtXTS4oCVnUntpdhSvPV/Rt+ulx4LqdfY4cC+7hDJakF/VZHCWKf7XdJ0qBhTMTEZHAiFlZuh446gDFBbaPVyRqPUCs1dHQtAbW+9Iwj+PqMbgjZ8P+RT4S3D5rGoRYGq9frtVot/b4Lo8HyOrCwvwa1oE3pSxIakubuYp1nyR7zYGWND4uCfDVgkbvMhB1LylQFuwXNMSyR08T5pkIoizqO1yRoz25J6MAO3QGg9kA+sXACwg2hZk3Zei49lBxVMfjXekc2Kz5Gg4dVkkCgRALD/Kd9QcydcArM82VsZ+kjIHGhvbwWnqtml6T1BFj4eCVbnRrVyjANuBlM4zy0SFDb7GTpp1jsZaUYoBGkkMKgVpvYnO218EehFgvNYq+wsKpCbbG1FOgJacVSxo/9lriwQPoEyEuCWDALIABXEW6cqtTYkEZPoJmQhExb13hd6NMXqD1IHm2232wvNwcDge2ntaCMjaXqZKiE1U+Qr2ELB5beGr1VneJRW+znwfFdWFhV7OfB0efetJjYAWQIfBA7qG+oWKZcKqNstjBQREeFdvrEdGkiACB63CxaZNpdhpX8PUeKaODBq23nXu1i+5PyQaI8Id4rhjWULgrXkYvLYAFsuvvOJjU8WnQH85PT87uwsKrYyclZolx7IyvzRGE/XBDhT0XcG3AjDamKVj79i8EuQECyQfh4cj7A4w3NiWklD/DqY1a5PXm1jU6238i92r5RAcbb8swgNC56mRcyCN1vlDowIiy+89Pju8P5cLq6uamOSk1YWDqeB5P82DaBL5ZaAsggaSM1/9jIOkRRobx8hxLgAJoyHxbQCSg0EAegEayIYIRs0emh+lkOtQlmn6BWMlc4DzhhKg3IAEqslz2y5NSqIhyMUwov/rE7/vbj8K5aFhaWjuqP3YkUvWLYIFJSxD5BZ2A0drq0qLkAF8C99E3FBdRiA0vTASW8Wov45jri+WUuOBzWBLB7jVa212gvtgcs7yA77p8D3iiAkt1ceK54pkovIKkqz0qpg8l8Uz3hxbCwdFSnY7sg5qiqjthlAFxhV7FhBX+RPhGe0HUTjDTw9gGSuQ5EzpnYF7caVmitFx8PUFpuD/YevNpWAWqlnGIgIxqtx85yXAO5oJ1/YPqtA4SFwN3RPOHseLa6woz9alhYWDq2x7N1Os57ozkFE71eXgoSni5rV6t0OcmWd7rTGxbwsXkKQbaKKSVRRzc2QGc+9F3gx16Q9y62D17t7l5zds/edeBGDsPA/P9h19HTe69bZFvaLuR4FnSYgBhYmx6DA0KgKXJIOyLTd+/c3tFFK5dZudg/ukzSGpP+ZEv774ExXSa3LC3J8SX4JypIlO0YlQT0zPa0GF22HL6HgbMf0fYe9kPb+4E7PLmCroGOg57SCraeakPsfTACP6yoqMYHnn29C8w4RtgMgbyQS5Hj7FKDIvvgUMpbmJokvYAofi95Rl3euu/ff/97uZmhC1d3g+u7YSutAnLVZVG7Q0UFcotbA4jCS9zVMhDJUUnAs9Vv70fDcQ3vatVzGAxy2uXMy8nnLTxolQHp4kFpj+MWEOLu1dOkhEQlLcuC5MCPDN1yhc/hFivH1KhzC5+cqZ6h83/kNRDg3QReHwaDwWDY3d3Z2NnZebsEBoPBYJAxu7G9vf1oMBgMhh6MWkOMcSWSsQQl2cEolxpRZJl8MByiIFAnSrq2iFBAVIRYSBSj4l8PS1JnGW3sIE8CBZMCkg9DXIpg0tgKr4HXHwufyRc9JypdFFjvC2TMvu2oNSyXq8ls1oRQNd41flw3rhVR/utiT5a8enTI4pNdCURlSYkUZ9ZBIAtcwpotUDlWIomQgZEjFYhKjdm5QFWuyNOj57iMakyefHq8IrBL7gUEnclzUGfjy50TVXZV+7rxTQhhNnurP7i0UWtYLJdNmIylhSpolcZXrbgkqJPLCuxwCaJiQVcOzB9WFE5IS+VCM2IsS0ezq1hOW178+rvcE3f5fQXw/LLnRLOlsVvJ6qUdFsuVjdrXhCFMZ+mEVaz9OvqB7KKbXpW/K1V4VbwGxxMRz6BvkE8f3vk8ivOXPm0SEkpiHWcgWQLY+3BOHI8VaQduM5lObdS+DuzvyRsfxlWN/ZkV3jzk1PLO4d1I7MQHVpDSSjpmwfpJSbuqu6bk2r/wdsrvzhFj14eDD9y+nxMkGVW1NIi0ySu1W5zP57PZTFbRP/Wo3draei06g7zQQp3mLPkk36UHONOiBzaDunuseHzg2t20rJE68pLOJzpj6Gh+XuEaX5JTZl0DH+X6kvj385xwKpy2jy8btk3T3N7enp2dHR0dHR4eyiq6WMTe/69qDX4yHcGcJT2MwtsMhVGV/0yz8Cu1l5WRV2x+4kYYcjjxIQzcvuZ335yhvAzqr/j7dE5c3dQ+LFax8kF09jTwa9sweeZPEmaz2cXFxf7+/t7eXhqyx8dHAtHFInbZFZ/HzwT5ivbVRq1hvljKAdId2NEhPoh0t2jZV0/uL3lnAZfF1q1xT3ennu5jdwt2dwdp0NhJ2/odu8U4dkvaStvd0t2NIhIq3/3zLpkfHxzmvohxY37juHbMmj0zez+z9rPWflEdUVoOy4pzjrLnqGjWAh1Udm15T22AVaWFFW+/OvapN+P/VD8BZzlGRMcWWdnIWnBKDBaGTEVH2YMHDwRSI4q3yOJd2QSCqfl/CmqvXb+xfuMWWJLn9zNxt24HpqamPQ/lJ0+fXblm3dz5i1asXufjF/Dw4UPJz83LC4uIrFg7/11ID4P1Vx+WSshXvsYVy1EiE7SxmPAqPNQwXKUuVCGrRynSHiYyNTYLF35UWChBPLiSaQajS+5dIoRUWIX/9lqZ/MPGKbrEv5G1sjq11i8OmZy8fPRjdol+Mb3V8FfqlLG4VUBHC/hWhdqntTGzVOu8mH5C6HFUXNxkG8fouHgesnozZKcjwSMwcCpkz4ZqtsgiaOVfeEhoSGBQcFDRHhQaGqIArlR7JrYt+hcuXhEYFFJJqK0UV3snMKhpy3YGw00fPU+oPXbCe/c+14yMzGdJnQQFDzex1GnXdajBiBGmVkMNRjbX7TDMcFRoeASl0+ymO2/YXBmTVsWuoYdRPyU9w//0WY7IgrYqngTJJHrMx//UoqUr0jOzHuTnl4IS9IgqdlqigGBm+crZFRtEBXSAVC7t5XfS8/BxAOtBfgF/1WrnXpfYxOQ9e/dPmWb7IC+fvcQQusdRGkDDtDFd0R8bn2BmYc0HDzmrHLxTmf6rj2p08u00t7A+c+48cjmPQh3v1G9BWy+ZOu+phnQqHqdKUNIl96fuJxx51wePHK/bsPmho8eRlXz1gIrMihi22HNRUVHwA8XGbHhgYFAof14lNYMfNotLSg0OjwIWoyjQVKAm9StpBWJ+jTCx+rN2I47ILwdqbwcGtWzdCXhKBwSf5/YgN+/IMa+9Lu7P6kLXb9xqptNB38jk4sUrMsvgeO78hZFm1vrDTebMW9ioWWsXV48K6cTQA1aytJhmUvnm7UBzq/GjzMeYWY5DJkd96ir2FNVWr93QvFX7pJRULIHc/AJl7kZ8uKv7gb+37AAH2Qs0yU1bdzzIKyDsTOqIQjCRpkr4ujLvpg7ayrJsci+ckptXMH6qw/rN2+VmL127MdJyLFybianFe+99nJv/kO5MNdGJKi4xcfLUvfv2K7gpyon04VoIcke5+dKYbHQGhoRWqVJl6fKV8jTIvF+iVcrToOXYv5JfIjObJJminJySE1sahk7+XCn6N23ZhpwlJlVOzoNiPbJTmR2fDbqkYVSjzTzGrCdXKQrIL6k/m1PKzJflaUuTkBGUOuySo95P1Gf36v1EBZdVhRzVbxhtLte2fVBQgCVr6zCjYVNdO8dZDx8/5sa1iC0BamWGpNWWkZGB6aqQBnfuBEbEJDwqBlL+z3tYGBwZf/PWbQVtqc9ZlcEKFrw5zphbp2ELxxlzkF8CgYA920K3E8YgXfGF0KAFxWibUUlV2ffv9+w7GJMWlqBsqdFI8w5derXv3Mvd81CFIk4EBVSIQslnbDNWrcdNXrdxC3C5buPm0eMm09vIV3fHC0Zv2bazd/+hQiPIjJgTwQKEKbaOg4cZK02aWiIJXij5ucVGhGAHOKqZVhfShpLz98caukBs5IeFhcGhERNtHK/dvCOTvT2uHo6z/4UwdvzEP/+shaBsNEbqVKnyyviJk4VnoJGln1iZZxgSHvHpZ19t2LgZObe4vsS7oxDzJ1MDvqVOJzPjbnapTJ6MBDWXnJpGRkZ//Mnnu/ftl3uXTKVChgZVy5BCpX2eQDlCweMnRIo8TFAGOUuZFJfADj5BWcVqBbh5GqKZK6r0ExXYVesnKsZ+GejUyjOmJEtxKfSK/3yFl67e6DtQz3nj5n6D9K9ev1myiO6q+Vj+w+xKPvlaGp4EGCgmbVhoaGBouAyEx4WFhI5hXpC4+yD/yq2Q0OJq1OesSiNGjp//qfv3778EAgHytEOX3pajJ7xgapnZJcZaenql0Hbn7n0t23ROTUsvlU9gHsDXuXu/Hn0GNWiqu2uPS4UWhslgU+cWwQsqMxQtx0yUzsXRasyku5rBSak610mdrTt2Gw43O+7lO9VuupnFuM3bdsH2AkzLVqw1MDY1HmUxcYq9t//JbTv3GBibkATTT529QF9ctnKtj//Jzdt3m1mOhR65fO0G2jBLgQnPQ0dpAxb9wqUrEpNT6LLA5Y07QYHBoSCLXPfQMa/J9jOQ6c7YsDPmLti1z438MeMmNGuhs2fvvtZt29dv0GTtuo1kpmZk9u0/6PMvvq5es87AQUOSUtOw3G3sHNw8DnTq3K1J0xYnvH2YqRgNN6lVu76+gVFMXHwR1IaFf/b5E6hlBK1es65Zs1Z16zcaaWKWkJwCQ5WtmX/s2LWnlW7b+g0ajzIxj0tMlj9DEJ+UbGZuWbdew0aNm69eu44hJ5jIpbG769ZvaDzC5MDBw7/9Vn333v3yymASunbrWa9+o8FD9EB5zUt8tGzFqsVLl69a44z+QYOHAdbnL11uqdMGzRRRx//Umf4Dh9wJCuGNs/O4hgwz2OfiyvJreU35msyJk6b8vWWrgdEI3dbtIUYcnGas37CJOpwCZTR8hImLmweXy9LeaaZaoeJrGdRqqkC8YpXzeK9cv+ntG+ATcGqvqweTrd4Dho2dMJVHhOnQb5AeOXtdPCj18g2gJvU5q+wVBbW1mZjn5uY+CTYQczUwMCYuUSEZ2R6Bt0Wd89HtsOjbdwKFtJWwBM79XxlXC8527z1wwBCD0LDw7Oz7iUnJiUlJypE9Lj4hMzOLmk8dycEHJKfEpkkUzVEys+4eOnLc8+DhyqCtmdX4GbPnl80/dsJH39h0whRbkMh4pMUJb98K/Soz9GjZ4Ef2kv0bWio6LgHUGz7KAkfcxk1bl69eZzzKctmqtTgTKFWP7OFC+109OnbtBfWxcNEyh+lz6jVsuX3XXrF2AVZM9dlzF/BXjNw8D3ELI0wsnWbOvX7zdm5efv/BBh269h49fgpXHzjUqH3nnrc1NP8+V482HbrPX7jEef2mFrod9QxHAhZArdX4KZNsnTA6Ch4/BnwXLV/j/PdW+jK9OTImboKN44Ur1zndafrM9z/4sEGjpuMnTO7QsSsz9L37XJjfjx47/osvqzZvoTN5mi0m+9HjXhT9/OsfAF+Dhk0+/6Jq4ybNu/foM2bsBPJ79uqDqqjY+M8+/1om+OPGTyQfELSxdXjt9bd0dNtpGD3w15n8zl17WFmPRfjq62/4ZIJZXIvk1Gm2Q/UMENasWScfkqbNWpC0tBrTr9+gb7/7sWq1bz0OHKKIvz6C0V2vQWNHp5lfflXt229/pN+SP0zfkPqdunQHx997/+M6des3a97KzMyyS9ce5B88fJROjjBj1lx5739v3krSy9cfWXlHcQmJH3z4CflNm7WysbVPy8jkEkOG6sspcYlFGqba2CP/cz9R+BbFltQePbXwGaorVOevpRRbgW6A3QMOtGrT2WiEua3DrIlT7S9cvlpE1Fy6MmmqvY3DLMMRZpRSh5p87IsImX+2P7K1+Qn/u3fvlmBpIwDThKRUxSMtG59Y2Ks74TFwm3AIimHLuZVBSYwARg1w90IjEPitHpxI7Tr3xKRlxGLbsndkRyjeGzTRMbUcR82nc4J5+/rv2AOkHJDdpVhgP3z0hLffSRc3T/6j5tMREd17D9oBPJXZgPOnfo7Yleo+MWUc7ti9r2EzXT0jE7pgp259evQeCG42aqZLPqXqnBoVdu11adm648kz556wBHZOfB7Egpv312KMZckvlUxMSR2sN5wk5CHJhKSUrj37z563CHma/YxuvQZg22ryk13cD2Zk3eN2dux13e9+gAk7NEJyWgbsgU/AadHm5RdAMo2vKafb2ld55dWrN25KUfXqtTt36S5ytW9/nD1nvsh8HYG2VaudZbr9yadfNmnWUops7Z3eePOdvIKHWKCffv6VQO3e/a6+fv5S4fDRY2BTRHQMJuF77300aPDQYrP04p/Va0IrMYbXrF0n7WHr0bN3k6ZFylHFiUeOHZd8q9FjSR738kZu2ap1i1a6yrN6++33ptk6IJiaW73/wUfJmnAXNw9P6i9bsVrqfF3125GjzBB69e5Xs3Y9ycRI55shtIy8KTolVi1QO2jIMKnDtAOOhasLb4CF/smnX8z71wKSFVqpIUIFQmjVNai7ztQ1F9Mgl6/egM5iDw6PUIgU2BXk4NBwKbp87bqQSJxVFsRlqseEUhuitmSAF0RtYkqaUlooeAv9lZ1zKyyKGVlkicAvzq2UW8zM6o9aDUeZjX6hbjHuBhJTt11XbCgipfwDTmP9ldr5+J+7cPHpoJAN+yIiMjomJi4mJpZjNEfNjrEcn5B43MsHQyxcPRJLdabfq/+Qrdt2PtvZQV5+AT1G1a2hQO1+PkuYnJDC7Ajs5OzcvZ9SlaU+cvrmbTuZneG1kWWNW3fu7jNAT0jGWXP/shg9AVZUSDSSlqMnkpR5dM9+g/l+IQsuL1m+GvDF1vD1P9mqTSc9o1HkXLl+i6K8ggJGBewt4TuMkEJA7cLlCdMcY+ITUPzoceHq9ZuWrV4nMSfWo8f9+nsN5TkYGo9o2rwVAr/jVO3bHwBiycfHiMV6806QcCY1ataZMtVGilaudv7gw08xlPD1AbXrNvwt+afOnBtlaqGnZ9C+Q5dvv/uJq1+9cev1N9728vGllCfAsaDw3wrCwhvoGRjr6xv+/MvvoCE5ltZjv/v+Z4XDvXbj5ocffnr02AnkH3/6rVlzHVNTC+b4FlajgVTIBPKNjEfqtG6LoOEKTn3++dc40yTZSqcNJjOCq7tHlSqvAf35jx69884HK1atEcpYgVqs2vc/+Nh5/QbyH2r4luo1aluPGad89j777EuBWhX3l/osXr2fqCCm9gayOnehoG1kVIye4SicH+cvXaVP8tnjeP7ilZ59Bg0zHEmp4GzmvXI1Y6PkamHVZmZmloRarNqk1HSFUhe0occmpGXdCgqHyS0ZY8u5lXGL2TjMrFW/ma3DTOQXzdViczbX6cCwf9F8R2Dwnv1uoWERlVEyfrLNhMm2KhX2ubhd0kyFKkYg3FMWiZUbbklNotY6d+trDMiyA7gazCVnt4b6VIuLFLfY9t19Buqlpmfma976xi3bYQakCFbEauzkHFAfONQkrTVJiuiUDAZXj4PI+JE5rl2/CfdFxhPXf9iseQv6DzFo3b4btjBOLFz29Fr+ieZtu/fN/msJECxOs0l20494+SimYs1a9XKprUkO0zOA2UQgFq3qN9/b2TtJNVc3D0iDS1euIaP8j+o1IXmlaNHiZZ988gUeJ6AWON66fSeZZhZWVV55vU3bDqbmln37Dvju+59gY89euPzOex8GnDpDBcYnKCZbUHDoH3/W+vSzL/v0HYDaWrXr9e7Tv0iJudXvf9REEDsL6vmTz746rAlFArt1dNpaWo8ZomdoYDjcccYsIRYMjUbo6LYRxYQY0ma/gFPiLWzWvCUfEvlW8UnYvHW7X8DJd9/9KDYhifpizfFSkGMTEjHbhdvlXRC98NvvNcRDKC2nqXPn/4WsHparTgKoL9ZQ06z9Xv5vsylOYA0lkqzbrsuCxSuU4bBg8XJyeGXF3ldF29MTCPfu3VMIBIHaxOS0YvuPvVDY9vDYpJt3giUAQSEQOLcSgMGls/GO3K2MEoHaW7duPcWZ4BFG9dx/LXphOHvx0pUtO3ZL3GtltmPHvRs00eVVlcPLhP3yZ12+JRX9A9Hyo6jleJNzFAYASO3Ura9iz4oAkwAEU6oWnSNQuwMzdlhKWsYTqN28fcAQQwFEp5nzzKzGKd95WFoliSU1YLDhDE3MgFh5+kajINSwJm4FBoMdkv/31h2QP+cuXUGGYYRJALdhPO1mzN3vflDUXr5+Y4KNQ2hEFMQCORhrf1avje0sbNGQYfr4rARqCSdwnD5LNO93cQNGL2g0Az1FUDt2vBQtXLz04xJQ6+LmDlxhZs6Z96S1e/a6vPLqm+FR0UR5YU7a2DsqmIWSkNCwJctWUj+1mL7v0KmrjqYNCxYtIZ8JkuRDX5AEQJF/+fVPvFvK6wuLjA6PjNZwtUZwC4+LoRar1jfgpEBt02ZPoFYD4pY6rdt179G7T9+BJLNziQbL4xayc/N4KBjg3NGSZSvEugdta9Ssi/dMCbR49bU3uGvkcvqJkiyZr82KtYqvhlDB32IGWX1tCM8qNj4RLhEygVjMpSvWcLx89fqgoYZ8cigtg9Ql2WeJQMhm+GhhzeSHaTYB0MA7gbEJyaWgNie/4E5oJAFeCnsgp3DuC4OpZw+1bHhRf6/VEDvoheDs1a3bd1UeZ9nw7JhajIFujowqHQWSkJjUsVsffPG44CpKMcusqpyInBzFLN22c2+Hzr1whRkVW7VQMTipiBkoO/bKQi3BNO069UhOTRdLbbXzRoAbTESGuW/Sou26DZujYuKVpPOGTRAyhJdZWI9v16knpgc+CnunOQ2b6gScPks1DPw2HbodPHICk3PCZDt427j4RCB4+ty/5i9ezlCJjI7VhHndFltvr5un/cx5spCBpPGIUV9+9Q31pbRbj16169SX3o/X/qOPPt26bfujoiBfeM/XYVfFqsWLNWKkqTy6WXPmQ+OCU5CY1Nm8dQeZ6EQPk/21zuvB39def/vazVvkm1taA5fMvj08DtSu2wA5KibWy9cPgZUUPr5+QD+y8MXQTRCvP/z4q5ubB8BHRARFtISizVu3IY8dN/HUqdPignNev5H8nr37Q27IvcCDgewES0jM2e9/1OjbfyCyeH7eefdDzjp05BhJ3IZZd+/h7hMWghgD7kjsVonDs9A0m8AGVnzgKkQWqC2nn4hcFmTV2QaV0Bf1ZdMqenLUF4kVR6ecGKI/nPkWIfaNm7eBT0Aeoj/i8DEvSkueW26wl3ZkI79soHAIIcFBwWFRks/phRyZct3PvREYGhb2H+wBZ1USMSIio9Y4b+T4EleLwSS4YwPOmvPXc12Ye/7iJcgKzIFnpTMlNbXfYAOWim3Ztis4JJR4huTkFMLI8NEzrU5OSX0KnVh/mojUHJW+RTUXj4MgYKeufbr06MfetUf/jl17N27RRmb36iuF6FIE0PAlwIIjToAkS7ZYBJGedReZMEMCDCAB3DwP89CCniS7Hvf2k3hhPoqEiGEUE/+4Z3+R8QivizUHo0JO/8GGI0ytARExGOcsWLJg2SrkE74Bk+2ma6Jri5w/M+ct3LHHRQg4Lmrv4NSmbUegFiOXJFPyfgMGI/Dejp/w+fHHn6ERYIrx+Nep24BwS4qA6dZt2hP/hMy+dv3GWrXqAUl8P4DXXXv2CYP808+/abxnrewcphMAQHQaN0UoNJQF+Z998fUvv/5x9JiXTBsdnGYSMEBAgqmZJfEGGKcyevmc/PpbderDKjCjJ7TA88AhKVqybPkXX1ar9s334P6cufOwPckfPXZC774DpGFQB6D56bPnkXnWPXv1JYiYfo4s1O3X1b7DbagpfczzofHtO3bmObCWD1Jl/cZNFJHPmyJuoVv3nu+8+8GPv/w+1caufYfOwC6lWszrle6k+qtgKkVlVKk7wbRcLqGs+BAWq1nLdnywFy1dGRwStmjZKmQWkW7askMWkWepLWG4x1dW64n8vRJLGMKv3ridmJalRFLDiadn515nGISHKVBL/UqyB4TomViMYQbPEfmp9WDRVvZHFLfv3INlhOXy/KAWei4oOOTZqiVMbd6CxWBr+y69AL4evQd16t53/oIlRJU9rcPtkSYIIVvFI4FBh3f78HEvd8/DBw4fO3j4GEd3TwLYvMEjSrVZc6lZH8leOp9Bjh+fWCKGOmNASaI2JS29V9/BRHDQTub+gBqCLKwq1PAJEVHRuIzFUFUWO1GBgI25C5fiBytCn6Jzo60mTBOGoWR7Ss06RdZcIp/ZtMTts5f5JQE5XdFQJEgFaR6Lp8UqVJzXTOQlXooi+REJVHEVBKaxIRoSnyqY+aJZAgCCQkJlgYZGf7a8CJLpWVkE/EKViK0tN640RpKKnFXcftHz/vsfE9AmUdI0jz/oAuwy4GUVg6JHWYfNFhQaFp+YLNcCYlT6idoP9VZsba60v9I/OVTORfMePgQoTcxGszT/zPmiKYsSHEKUt4n5GErphCqePZ5DQUXwKz4+XtA2MrKIhL1yI/BWSGRgRGxQZGz2g/x7uQW3QkDaUAVnqV9JoADZptg41ajbZIqNI3LlCYT/p1tiYpKPr//BQ0f9/E8S4VA5ZeJpvafizQCLga9/OFOGH0ZxOXNJ5XfqpO8+yYG8zCVZoPgoUILNRaaspwA6xQRjbo6VAfkgtCOucyX4RiCVTFlZq1wOmczktHRMWn8N1cB21MvPbvp/sXcWa3bDMBRed1N6t8IDlekFyrwpd9l1d2XmYaabZJj/WF+y8dxTq3jJ7cw4RiWfc6xIlnQUKDcamJQpwDIjhkuIWeYy5JkCXnc9ABNIB9uYVwbB5OkYuhQloG9s2qRIRWrLWtrYISrQdqXqa1a5VJgYlC5WaCZq/KcWyiEpq4KAVW59yhG4cVpaFy7tqAa2cOQhBmk7061U9Nc0G51MxxOB971w4dIu1HN79nMohgGMWmtA97lwCZ8L8tbWg9TC+NvDZ1haQiS1WhUmrHLlOqkyDk+SC1qqYDtNTB438qN/8MqN2yxss6ZrVG6DKEGMQC1MfbPZ0crS2gt8fX19iAWwTQBt+/u+P3/x+snT5yNTDdQFi6sbX/oGkS0E0cEnWv4RFtCO82Mr8K8FCL0klGOzwZLV5X9Ev0LeQzlxL955JAx37z9+/a60ZRDDNiKjIF4Y3OLBJAIQvEIjY+P9Q8NksnmPQ35hSyolhvHTaPy6R1fN0C2kBPsBppEynDpz7uDhw1hAGXurx9fHsFpnnQi81jfF2rAtxHbumpG374/ZRia2E1aXHV3xHnTF1pZY33Cv2OfiWfDtl77VjdJOjLEGhsfevn1LLW1o2TLYoAUI/tRLYNlMIxcGlH5XrT5veHEtzLLJ1DYCr5EuHzQfLuuBTSbP//Ik2caGVYnIhgnOWDVu7mTBqQcRIzucMeqgEgvGRNcaHHsmeqfRs2ettE7iZgnrJIiGFhZ37MX2TG0jilYpvvDSXY5MTU0iVHz/idALI0iQNsK5urD5Lb7/+GVyYsIC6nQy1PYS+jHQNlq4EhQEQIivvCajCV/dP8XBaiJ/KBSHjz6/+ZPGUM8UsSFsyDhOqoIgsLchLyy7HCHUGp2zTmJqm4RgaAhtWDpbs7oUzpAj80E4hIjGxL61oUHLQe0fl9X2EgJV3E3N1SyPxiDtsUlEV1XL3R+1UGi0vWEFkudtpEG5prDxB5g+jS8LjtHkXejY4J2xThqydq4onSnzgvxBtTkCdOCV363Gyf4LtVgvscXaVxKAK7iSBDmdVoBoqHJ80qb4ctYQ4Dp+pDNScrqgPHbrl98fJ0bPophHQViT2g5YJ0JqYR7rS90pGsKOSj21WAtEKQ9uuUvlkmHudntnoNIwEARR///Hmk9om6u/oJEAtMLpeR3DmsdKABQjswxlsjO3u14O0BjogucPzA3iQleV1NfM3HmHDJFI7SRKbW3DOkkb8KWUimDCwGOeNnIYZtqe8i40oPLcEQ10aofjwvtusxR/BGRm1mff1c36puzez4nUiOmlob+bcP2rv3ju/wGCo9Z6vd3aX0xz/y/BCtPyCcAWifiUeCJoZkZj0Ak/pGSYXGJHOjFJbkYSJPOwFLBhyHwHYIYt3+pdnROqgbRj31/Qfq21vv1a+AGCo3YgI2RmSZFjFVV5IGWRj0Ep78i1dGI8FpHKRlsyiUQiwMbM9psVVJKa9kLNPZ4TXjr8BoLD4XD4AYLD4XD8pwcIx+Px5xo4HA6H43Q6PQzDcCmX8TyW8zh+oghlyUBaeAm2IMG8gupruTIk4gRVtustaJMzqslnILgUT+ZBnoZ8KpbSXrECL3OybU5sEevQ43Pic8Jbo5ue19nWBe3AURBSvpyXAg8G72b05EfisVyGw+Ed/ghZBcC1dbkAAAAASUVORK5CYII=)

А вот пример использования <title> в коде:

<head>

<title>Тренажёры — HTML Academy</title>

</head>

Текст в <title> должен описывать содержимое документа в целом. По заголовку должно быть понятно, о чём эта страница, даже когда она не открыта в браузере, а отображается в результатах поиска или в браузерных закладках.

Давайте дадим нашей странице подходящее название. Вы увидите, как изменится заголовок страницы в верхней части мини-браузера.

**Тег main, основное содержание**

Давайте временно переключимся со служебной информации на содержание. Сейчас мы проектируем структуру страниц на уровне крупных блоков (введение, основное содержание, заключение и так далее) и для этого нам нужны подходящие теги.

И первый такой тег — это тег <main>. Он выделяет основное содержание страницы, которое не повторяется на других страницах. И обычно на странице используется один <main>.

<main>

Привет, я основной контент! Живу только на этой странице.

</main>

Наш сайт будет состоять из нескольких страниц. На каждой из них будут повторяющиеся шапка и подвал, а также уникальный контент страницы. Вот его и заключим в тег <main>.

На главной странице, которую мы сейчас верстаем, есть приветственный текст. Он является её основным контентом и на других страницах его не будет. А значит весь этот текст нужно заключить в тег <main>. На внутренних страницах в <main> будет уже другое основное содержимое.

Спецификация не допускает использование на одной странице более одного тега <main>, если у них нет специального атрибута hidden. Этот атрибут добавляется HTML-элементу, например, в одностраничных приложениях (Single Page Application), чтобы менять содержимое страницы, делая видимым тот или иной <main> в разных состояниях приложения. Атрибут hidden указывает браузеру, что элемент не должен отображаться и использоваться в момент, когда отображается и используется содержимое другого <main>.

Кроме уникального основного содержимого страницы, у нас есть повторяющиеся на других страницах вводная часть и заключительная часть.

Вводную часть страницы, которую чаще называют «шапкой», описывает тег <header>. Аналогично ему, заключительную часть страницы, или «подвал», описывает тег <footer>.

<header>

Я шапка сайта. Могу повторяться на других страницах.

</header>

<main>

Я основной контент! Живу только на этой странице.

</main>

<footer>

Я подвал сайта, я как шапка.

</footer>

Обычно на странице появляется по одному тегу <header> и <footer>, но их может быть и больше.

Давайте разметим шапку и подвал главной страницы. В качестве содержания пока используем текстовые «заглушки».

Тег <header> — это не только шапка сайта с логотипом и меню, он может использоваться, например, и как «шапка» какой-нибудь статьи или раздела сайта. Конечно, в случае со статьёй <header> называют не «шапкой», а вводной частью, в которой могут содержаться заголовки, оглавление и так далее.

С <footer> ситуация аналогичная. В привычном понимании это подвал сайта, с копирайтами, контактной информацией и так далее. Но <footer> может использоваться и в других разделах сайта. Например, внутри статьи в «подвале» можно разместить дополнительную информацию: данные об авторе, дополнительные ссылки и так далее.

# Тег nav, основная навигация

Помните о задании инструктора Кекса? Мы разрабатываем сайт, на котором будет главная страница и записи блога. Поэтому нам нужно предусмотреть на главной странице навигационный блок, с которого можно будет перейти на определённые записи.

Для создания логического раздела с основной навигацией предназначен тег <nav> (сокращение от английского «navigation»). Обычно в <nav> включают ссылки на другие страницы или навигацию по текущей странице. Пример:

<nav>

Первый пост, второй пост, архив постов

</nav>

Со ссылками мы разберёмся в следующих частях. А пока что добавим навигационный раздел на главной странице. Этот раздел на главной будет особенным и на других страницах повторяться не будет, поэтому расположим его в основном содержании.

Не каждая группа ссылок на странице должна быть обёрнута в <nav>. Например, небольшой блок со вспомогательными ссылками в подвале сайта. Такой блок внутри тега <footer> не нужно дополнительно оборачивать в тег <nav>.

Кроме того, блок <nav> помимо ссылок может включать абзацы с текстом, заголовки, списки и другое содержание.

# Тег article, независимый раздел

Отлично, с крупными блоками главной страницы разобрались. Можем переходить к внутренней странице с записью блога. На ней будут располагаться уже привычные шапка, основное содержание и подвал.

Шапка у внутренних страниц будет повторяться: в ней будет находиться блок навигации со ссылкой на главную. На главной <nav> был уникальным и попал в <main>, на внутренних <nav> повторяется, поэтому мы поместим его в <header>.

Внутри <main> на внутренней пока располагается только пост, но позже там могут появиться другие разделы, например, облако тегов. Поэтому пост сразу нужно выделить каким-то тегом. Может для этого подойдёт уже знакомый нам тег <section>? Да, подойдёт, но есть кое-что получше!

И это тег <article>, который обозначает цельный, законченный и самостоятельный фрагмент информации. А пост в блоге именно такой.

Тег <article>, в отличие от <section>, можно вырвать из одного места и вставить в другое (на другую страницу сайта или на другой сайт), и смысл содержимого тега при этом не потеряется. Примеры: статья, пост в блоге, сообщение на форуме и так далее.

<article>

Я фотка в Инстаграме, смотрюсь отлично где угодно

</article>

Теги <section> можно использовать внутри <article>, если там нужно выделить отдельные смысловые блоки.

Точно так же можно использовать <article> внутри <section>, если в логическом разделе документа содержатся независимые контентные блоки.

# Тег aside, дополнительное содержание

Помимо <section> и <article> есть ещё один крупный логический контейнер. Это тег <aside>.

Тег <aside> включает в себя дополнительное содержание, не связанное напрямую с основным. Такие блоки ещё часто называют «сайдбарами» или боковыми панелями.

<aside>

Я скромный блок с курсами валют на сайте про рыбок

</aside>

На нашей внутренней странице тоже стоит предусмотреть <aside>. Позже мы сможем включить туда ссылки на похожие посты блога или ленту постов из Твиттера, или что-то подобное (кто знает, что придёт в голову боссу).

В стилях для прототипирования мы по-разному оформили теги, которые применяются для решения разных задач. При этом мы опирались на [систему типов](https://html.spec.whatwg.org/multipage/dom.html#kinds-of-content) спецификации HTML. Вот расшифровка:

* Пунктиром выделен особый тег <body>.
* Синей рамкой выделяются [поточные теги](https://html.spec.whatwg.org/multipage/dom.html#flow-content), которыми обычно размечают крупные структурные блоки страниц, например <main>.
* Фиолетовой рамкой выделяются [теги для создания смысловых разделов](https://html.spec.whatwg.org/multipage/dom.html#sectioning-content), например <section>.
* Оранжевой рамкой выделяются [заголовочные теги](https://html.spec.whatwg.org/multipage/dom.html#heading-content), например <h1>.
* Розовой рамкой выделяются [поточные теги](https://html.spec.whatwg.org/multipage/dom.html#flow-content), которыми обычно размечают непосредственно текстовые элементы, например <p>.

Конечно, в спецификации больше типов, но мы не стали оформлять все, а ограничились только теми тегами, которые понадобятся нам в прототипе.

# Теги h1-h6, заголовки в HTML

Мы закончили прототипировать крупные блоки страниц. Теперь давайте вернёмся к главной странице и немного поработаем над структурой текстового содержания.

Для создания основной структуры текста используют заголовки. В HTML существует целое семейство заголовочных тегов: от <h1> до <h6>. Тег <h1> обозначает самый важный заголовок (заголовок верхнего уровня), а тег <h6> обозначает подзаголовок самого нижнего уровня. Буква «h» в названии тега — это первая буква английского «heading».

На практике в текстах редко встречаются подзаголовки ниже третьего уровня. Поэтому чаще всего используются теги <h1>, <h2> и <h3>:

<h1>Спецификация HTML</h1>

<h2>Раздел 1 Введение</h2>

<h3>Раздел 1.1 Происхождение языка</h3>

Поисковые системы придают особое значение заголовкам, также правильно расставленные заголовки важны для доступности документа. Поэтому нужно учиться грамотно использовать заголовки.

Заголовок <h1> — самый важный на странице. В него нужно включать текст, который в целом описывает содержание страницы. Очень важно, чтобы заголовок первого уровня на странице был только один.

На главных страницах заголовок верхнего уровня часто добавляют в шапку сайта. В нашем прототипе мы поступим так же.

В пятой версии HTML разрешили использовать собственную, независимую от остального документа, иерархию заголовков в [тегах для создания смысловых разделов](https://html.spec.whatwg.org/multipage/dom.html#sectioning-content). Теперь на странице можно использовать несколько <section> или <article> со своими <h1>, <h2> и <h3>.

На практике выяснилось, что этот механизм скорее мешает, чем помогает, а браузеры и средства доступности не спешат его реализовывать. Так что все начали возвращаться к старой доброй сквозной иерархии заголовков во всём документе.

# Тег p, параграф

Основную структуру текста создают с помощью заголовков, а более мелкую выстраивают с помощью параграфов (или абзацев). Для разметки параграфов предназначен тег <p> (от английского «paragraph»).

По умолчанию абзацы начинаются с новой строки и отделяются от остального контента отступами сверху и снизу. Так что, если нужно отделить один блок текста от другого, верным решением будет заключить их в теги <p>.

<p>Абзац про то, как я решил стать верстальщиком</p>

<p>Абзац про моего инструктора</p>

<p>Абзац про мой дневничок</p>

Давайте теперь разметим абзацами приветственный текст на нашей главной странице.

Абзац — отрезок письменной речи, состоящий из одного или нескольких предложений, зачастую объединённых общей мыслью. Это привычное нам определение. Параграф в HTML совсем другой.

Параграфы в HTML — это всего лишь неразрывная последовательность [фразовых](https://html.spec.whatwg.org/multipage/dom.html#phrasing-content) элементов, то есть чисто структурная, а не смысловая сущность. Параграфы существуют даже без тега <p>.

А тег <p> позволяет лишь явно выделять параграфы, группируя элементы с *фразовым* типом содержимого. И это могут быть не только блоки текста, а, например, изображения, ссылки или поля ввода.

Не все теги могут быть включены в <p>. Например, внутри абзаца не могут располагаться крупные структурные теги, заголовки, формы, списки, таблицы. Когда браузер встречает неподходящий тег внутри <p>, он «выбрасывает» этот тег из <p>.

# Тег meta, кодировка страницы

Отлично! С разметкой контента мы закончили. Снова возвращаемся к тегу <head>.

Важный тег, который включается в <head> — тег <meta>. Он одиночный, то есть не требует парного закрывающего тега в конце.

С помощью <meta> можно сообщать браузеру, поисковому роботу или другому устройству различную служебную информацию (или *метаинформацию*) о вашем сайте: кодировку текста, описание контента и так далее. Для этого используются теги <meta> с разными атрибутами и их значениями. Вот некоторые из атрибутов: charset, content, http-equiv, name и scheme.

С помощью атрибута charset указывается кодировка текста HTML-страницы:

<meta charset="название кодировки">

Лучше всегда указывать кодировку явно. Если этого не делать, браузер может неправильно угадать её, и вместо текста будут отображаться «иероглифы».

Самая распространённая современная кодировка — utf-8. Используйте её во всех своих проектах. Раньше часто использовали кодировку windows-1251, стандартную кодировку для кириллицы в Windows. Но сейчас это считается плохой практикой.

<meta>, <link>, <title> и другие теги, включаемые в <head>, имеют особый тип содержимого — *метасодержимое*. Они не отображаются на странице напрямую, а служат для хранения информации о документе и для взаимосвязи документа с другими документами и системами.

# Тег meta, кодировка страницы

Отлично! С разметкой контента мы закончили. Снова возвращаемся к тегу <head>.

Важный тег, который включается в <head> — тег <meta>. Он одиночный, то есть не требует парного закрывающего тега в конце.

С помощью <meta> можно сообщать браузеру, поисковому роботу или другому устройству различную служебную информацию (или *метаинформацию*) о вашем сайте: кодировку текста, описание контента и так далее. Для этого используются теги <meta> с разными атрибутами и их значениями. Вот некоторые из атрибутов: charset, content, http-equiv, name и scheme.

С помощью атрибута charset указывается кодировка текста HTML-страницы:

<meta charset="название кодировки">

Лучше всегда указывать кодировку явно. Если этого не делать, браузер может неправильно угадать её, и вместо текста будут отображаться «иероглифы».

Самая распространённая современная кодировка — utf-8. Используйте её во всех своих проектах. Раньше часто использовали кодировку windows-1251, стандартную кодировку для кириллицы в Windows. Но сейчас это считается плохой практикой.

<meta>, <link>, <title> и другие теги, включаемые в <head>, имеют особый тип содержимого — *метасодержимое*. Они не отображаются на странице напрямую, а служат для хранения информации о документе и для взаимосвязи документа с другими документами и системами.

# Тег meta, ключевые слова

С помощью метатегов можно добавить на страницу информацию полезную для поисковых систем: перечень ключевых слов и краткое описание страницы.

Перечень ключевых слов задаётся тегом <meta>, у которого атрибут name имеет значение keywords. Ключевые слова (самые важные слова из содержания страницы) перечисляются в атрибуте content через запятую:

<meta name="keywords" content="важные, ключевые, слова">

Раньше этот тег был очень важен для поисковиков. Каково положение дел сейчас? Мы бы с удовольствием вам поведали, но это большой секрет Яндекса и Гугла.

Краткое описание страницы задаётся похожим образом, только значение атрибута name меняется на description:

<meta name="description" content="краткое описание">

Краткое описание (или аннотация) страницы часто используется поисковиками при отображении результатов поиска.

<!DOCTYPE html>

<html lang="ru">

<head>

<meta charset="utf-8">

<meta name="keywords" content="вёрстка, HTML, CSS, блог">

<meta name="description" content="Блог о процессе обучения веб-технологиям">

<title>Сайт начинающего верстальщика</title>

<link rel="stylesheet" href="outlines.css">

</head>

<body>

<header>

<h1>Сайт начинающего верстальщика</h1>

</header>

<main>

<nav>

Навигация

</nav>

<section>

<p>Всем привет! Добро пожаловать на мой первый сайт. Ещё недавно я понятия не имел, кто такой верстальщик, а теперь я нашёл тренажёры по HTML и CSS и поставил перед собой цель — стать им. У меня даже появился инструктор — Кекс, который не позволит мне расслабиться и будет следить за моими успехами.</p>

<p>Моё первое задание — вести дневник и честно писать обо всех своих свершениях.</p>

</section>

<section>

Раздел про навыки

</section>

</main>

<footer>

Подвал сайта

</footer>

</body>

</html>

# Конспект «Структура HTML-документа»

Каждый HTML-документ начинается с декларации типа документа или «доктайпа». Тип документа необходим, чтобы браузер мог определить версию HTML и правильно отобразить страницу.

<!DOCTYPE html>

Простейшая HTML-страница состоит как минимум из трёх тегов: <html>, <head> и <body>. Тег <head> обычно содержит заголовок, ключевые слова, описание страницы и другие служебные данные. Также внутри него подключаются внешние ресурсы, например, стили. Содержимое этого тега не отображается на странице напрямую. А в теге <body> хранится содержание страницы, которое отображается в окне браузера.

Для подключения стилей к странице существует тег <link>. Для этого у него есть атрибут href в котором задаётся адрес стилевого файла, а значение stylesheet атрибута rel говорит браузеру, что мы подключаем именно стили, а не что-то другое.

<head>

<link href="адрес\_файла\_стилей.css" rel="stylesheet">

</head>

Ещё один элемент, который располагается в <head> — это тег <title>. В нём задаётся заголовок страницы, который отображается во вкладках браузера. По заголовку должно быть понятно, о чём эта страница, даже когда она не открыта в браузере, а отображается в результатах поиска или в браузерных закладках.

<head>

<title>Тренажёры — HTML Academy</title>

</head>

Ещё один важный тег, располагающийся внутри <head> это тег <meta>. Он одиночный, то есть не требует парный закрывающий тег в конце. С помощью <meta> можно сообщать браузеру, поисковому роботу или другому устройству различную служебную информацию (или метаинформацию) о вашем сайте: кодировку текста, описание контента и так далее. Для этого используются теги <meta> с разными атрибутами и их значениями.

Кодировка текста HTML-страницы указывается с помощью атрибута charset:

<meta charset="название кодировки">

Самая распространённая современная кодировка — utf-8.

Перечень ключевых слов задаётся тегом <meta>, у которого атрибут name имеет значение keywords. Ключевые слова (самые важные слова из содержания страницы) перечисляются в атрибуте content через запятую:

<meta name="keywords" content="важные, ключевые, слова">

Краткое описание (или аннотация) страницы задаётся похожим образом, только значение атрибута name меняется на description:

<meta name="description" content="краткое описание">

Внутри <body> находятся те теги, которые отображаются на странице. Например, тег <main> выделяет основное содержание страницы, которое не повторяется на других страницах. И обычно на странице используется один <main>.

Тег <header> содержит вводную часть страницы, которую чаще называют «шапкой», а тег <footer> описывает заключительную часть страницы, или «подвал». Существует тег <section>, который обозначает крупный смысловой (или «логический») раздел.

Тег <article>, обозначает цельный, законченный и самостоятельный фрагмент информации.

Для создания логического раздела с основной навигацией предназначен тег <nav> (сокращение от английского «navigation»). Обычно в <nav> включают ссылки на другие страницы или навигацию по текущей странице.

Тег <aside> включает в себя дополнительное содержание, не связанное напрямую с основным. Такие блоки ещё часто называют «сайдбарами» или боковыми панелями.

Для создания основной структуры текста используют заголовки. В HTML существует целое семейство заголовочных тегов: от <h1> до <h6>. Тег <h1> обозначает самый важный заголовок (заголовок верхнего уровня), а тег <h6> обозначает подзаголовок самого нижнего уровня.

<h1>Спецификация HTML</h1>

<h2>Раздел 1 Введение</h2>

<h3>Раздел 1.1 Происхождение языка</h3>

Основную структуру текста создают с помощью заголовков, а более мелкую выстраивают с помощью параграфов (или абзацев). Для разметки параграфов предназначен тег <p>. По умолчанию абзацы начинаются с новой строки и отделяются от остального контента отступами сверху и снизу.

Мы дополнили запись и процитировали целое стихотворение. И это не какая-то короткая цитата внутри абзаца, поэтому тег <q> не поможет.

Для выделения длинных цитат, которые могут состоять из нескольких абзацев, предназначен тег <blockquote>. Он выделяет цитату не как фрагмент текста в предложении, а как отдельный блок текста с отступами.

Так же, как и у <q>, у <blockquote> может быть атрибут cite, содержащий ссылку на источник цитаты. И также в паре с <blockquote> можно использовать тег <cite>, который обычно размещается внутри цитаты. Пример:

<blockquote>

<p>Ум ценится дорого, когда дешевеет сила.</p>

<cite>Джейсон Стэтхэм</cite>

</blockquote>

В браузере тегу <blockquote> обычно добавляются горизонтальные отступы.

Мы добавили немного стилей (отступы, рамку и цвет текста), чтобы содержимое <blockquote> смотрелось красивее. Вы можете изучить стили во вкладке style.css.

# Тег br, перенос строки

Стихотворение в цитате всё ещё не похоже на стихотворение, так как не хватает переносов строк внутри строфы. Мы уже знаем много тегов, может какие-то из них подойдут для разбиения текста на строки?

Первый кандидат — тег <p>. Идеально подходит для выделения строфы, а нам нужно добавить переносы внутрь строф. Отметаем вариант. Второй кандидат — тег <pre>. Сохраняет всё форматирование текста. Вроде подходит, но нам нужно сохранить только переносы строк. В общем, ничего не подходит.

Нужен специальный тег, который просто добавляет перенос строки внутри абзаца. Для этого в HTML предусмотрен одиночный тег <br> (сокращение от «line break»).

Этот тег отлично подходит, если переносы нужны в тексте для повышения его читабельности, например, в почтовых адресах, стихах, текстах песен, режиме работы.

Иногда этот тег применяют неправильно, для разбиения текста на «как бы абзацы». Никогда так не делайте. Для разметки абзацев нужно использовать тег <p>.

# Теги sub и sup, нижний и верхний индексы

Наконец-то новая запись. Вам доверили поработать с методическим материалом, в котором описываются формулы. Всё почти завершено, осталось только расставить верхние и нижние индексы. Для них тоже есть специальные теги.

Тег <sup> (сокращение от «superscript») отображает текст в виде верхнего индекса, а тег <sub> (сокращение от «subscript») в виде нижнего индекса.

Эти теги чаще используются для выделения отдельных символов, а не слов. Их используют для указания единиц измерения или написания простых формул. Например:

20м<sup>2</sup>

H<sub>2</sub>O

X<sup>3</sup>+X<sup>2</sup>=1

В браузере это будет выглядеть так:

20 м2  
H2O  
X3+X2=1

Для создания более сложных формул, например, ex2 или уxn+1, теги <sup> и <sub> можно использовать внутри друг друга.

Если вам нужно вставить очень сложную формулу в HTML-документ, лучше воспользоваться специальным языком разметки [MathML](https://ru.wikipedia.org/wiki/MathML).

# Тег time, дата и время

В новой записи вы решили уточнить точное время дня (а точнее ночи), когда именно была сделана запись. Строку со временем можно оставить просто текстом, но есть вариант получше. В HTML есть специальный тег для разметки даты и времени. Это тег <time>.

С помощью <time> можно описывать даты одновременно и для человека, и для машины. Дата для человека описывается внутри тега, а дата для машины — внутри атрибута datetime в формате ISO 8601:

<time datetime="2016-11-18T09:54">09:54 утра</time>

<time datetime="2015-11-18">18 ноября 2015</time>

<time datetime="2018-09-23">в прошлую субботу</time>

<time datetime="2017-04-20">вчера</time>

Браузер отображает только содержимое тега, а содержимое datetime не отображается. Человек увидит только понятное ему обозначение времени, а машина прочитает атрибут и получит дату в нужном ей формате. И все останутся довольны.

Мы добавили немного стилей, чтобы теги <time> смотрелись красивее. Вы можете изучить стили во вкладке style.css.

# Теги em и i, акцентирование внимания

Время идёт, ваш дневник пополняется. Со временем вы замечаете, что хотите выделить некоторые фрагменты текста ваших записей. И не просто выделить, а сделать на них *особый акцент*.

Следующие два тега предназначены для акцентирования внимания на слово или фразу. Это теги <em> (сокращение от «emphasis») и <i> (сокращение от «italic»).

Визуально оба тега одинаковы, они выделяют текст курсивом. Но значение у этих тегов различное.

Тег <em> определяет текст, на который сделан *особый акцент*, меняющий смысл предложения.

Например, если автор текста любит лето и недолюбливает зимнее время, то его речь можно разметить следующим образом:

Я <em>просто обожаю</em> холодные зимние дни!

Тег <i> применяется для обозначения текста, который отличается от окружающего текста, но не является более важным. Например, в <i> можно заключать *названия*, *термины*, *иностранные слова*. Также в этот тег можно обернуть *мысли* героя. В речи такой текст обычно выделяется интонационно. Приведём пример:

Он взглянул в окно и подумал — <i>такого просто не может быть</i>!

# Теги strong и b, важность и выделение

На этом возможности выделения слов и фраз в тексте не заканчиваются. Вы научились выделять фразы курсивом, а теперь давайте разберёмся с выделением текста жирным.

Теги <strong> и <b> (сокращение от «bold») предназначены для **выделения** слова или фразы. Отображаются оба тега одинаково, они выделяют текст жирным.

Тег <strong> указывает на **важность** отмеченного текста. Он может использоваться для выделения предупреждений или части документа, которую пользователь должен увидеть раньше остального. При этом обозначение части текста тегом <strong> не должно изменять смысла предложения.

<strong>Внимание!</strong> Это место опасно. <strong>Вы можете упасть в пропасть</strong>, если подойдёте близко к краю.

Тег <b> предназначен для выделения текста с целью привлечения к нему внимания, но без придания ему особой важности. Использовать его нужно только в случае, когда остальные теги выделения не подходят. Типичный пример — выделение вводного предложения статьи.

Вы входите в небольшую комнату. Ваш <b>меч</b> загорается ярче. <b>Крыса</b> стремительно пробегает вдоль стены.

Лучше всего отличия этих тегов будут заметны людям, которые используют средства доступности, в частности, слепым и слабовидящим. Скринридер при чтении сайта будет выделять слова с тегом <strong> интонационно, в отличие от простого выделения с помощью <b>.

То же самое касается тегов <em> и <i>. Тег <em> «читалка» будет выделять интонацией.

# Теги del и ins, выделение изменений

Списки дел на то и нужны, чтобы вычёркивать выполненные дела и иногда добавлять новые. У вас также назрела необходимость обновить список дел, но так, чтобы было видно, какие дела завершены, а какие добавлены. Как сделать разметку такой истории изменений?

Как раз для описания изменений предназначены теги <del> (сокращение от «delete») и <ins> (сокращение от «insert»).

Тег <del> выделяет текст, который был удалён в новой версии документа. В браузере этот текст перечёркивается.

Тег <ins> выделяет текст, который был добавлен в новой версии документа. В браузере этот текст подчёркивается.

Оба тега имеют атрибут datetime, в котором можно указать дату и время, когда была внесена та или иная правка.

Простейшим примером применения этих тегов может служить список дел. Когда дело выполнено, его помечают тегом <del>, а если появилось новое дело, то его добавляют в список и помечают тегом <ins>.

<ul>

<li>Почистить посудомоечную машину</li>

<li><del datetime="2009-10-11T01:25-07:00">Погулять</del></li>

<li><del datetime="2009-10-10T23:38-07:00">Поспать</del></li>

<li><ins>Купить принтер</ins></li>

</ul>

Атрибут datetime предназначен не для людей, а для компьютеров, поэтому дату и время там пишут в стандартизованном формате. При такой разметке программам легче разбирать документы и анализировать, когда произошли те или иные изменения.

# Теги div и span, контейнеры для стилизации

Вы уже узнали так много новых тегов и у каждого из них есть свой смысл. Но иногда хочется просто красиво, без придания какого-то смысла, выделить короткий фрагмент текста или несколько абзацев. Например, подсветить самые опасные на ваш взгляд болезни верстальщика красноватым фоном.

Но раз такое выделение «бессмысленно», то и делать его «смысловыми» тегами нельзя? Да, это так.

Но есть два специальных тега у которых «смысла» нет. Это теги <div> (сокращение от «division») и <span>. Это «чистые» элементы, которые отлично подходят для визуальной группировки других элементов. Использовать эти теги рекомендуется, если более подходящих семантических тегов не нашлось.

Теги <div> и <span> не имеют никакого оформления по умолчанию и их почти всегда используют вместе с атрибутом class, чтобы легко добавлять им собственные стили.

Тег <div> обычно используется для группировки крупных элементов, например, нескольких абзацев, или в качестве контейнера для создания сеток страниц. А <span> используется для выделения мелких текстовых элементов: частей слов, отдельных слов или фраз, состоящих из нескольких слов:

<article>

<div class="highlight">

<p>Мы два красивых выделенных абзаца.</p>

<p>С жёлтеньким фоном!</p>

</div>

<p>Текст, в котором <span>выделена фраза</span>.</p>

</article>

В этом задании мы используем <div> в качестве обёртки для пунктов списка определений. В таком случае в теге <dl> не должно находиться не обёрнутых в <div> пунктов списка. Мы **либо** оборачиваем все элементы, **либо** оставляем все теги <dt> и <dd> без обёрток. Смешение обёрнутых и не обёрнутых в <div> определений внутри одного списка считается ошибкой.

После выполнения этого шага, можно скачать промежуточное состояние нашего Сайта начинающего верстальщика по этой [ссылке](https://htmlacademy.ru/assets/courses/301/project-state-2.zip).

Мы подготовили стили для выделения текста и блока. Обратите внимание на вкладку style.css.

# Конспект «Разметка текста»

## Списки

### **Неупорядоченный список**

Тег <ul> (сокращение от «unordered list»). Используется, когда порядок элементов не важен. Например, для разметки перечня ссылок в меню, преимуществ товара, ингредиентов в составе продукта.

Непосредственно в теге <ul> могут находиться только теги <li> (сокращение от «list item»), которые обозначают элементы или пункты списка:

<ul>

<li>Я пункт списка, могу быть на любом месте</li>

<li>И я пункт списка, и мне тоже не важен порядок</li>

</ul>

По умолчанию элементы <ul> отмечаются маркерами такого же цвета, как цвет текста.

* Я пункт списка, могу быть на любом месте
* И я пункт списка, и мне тоже не важен порядок

### **Упорядоченный список**

Тег <ol> (сокращение от «ordered list»). В этом списке действительно важно, в каком порядке идут элементы. Упорядоченные списки подходят для разметки алгоритмов, инструкций, рецептов, результатов соревнований и так далее.

Пункты упорядоченного списка тоже размечаются с помощью тега <li>. Пример кода:

<ol>

<li>Я первый и только первый пункт</li>

<li>Я не я, если я не второй пункт</li>

<li>Третий после стольких лет? Всегда!</li>

</ol>

По умолчанию перед элементами <ol> ставится их порядковый номер.

1. Я первый и только первый пункт
2. Я не я, если я не второй пункт
3. Третий после стольких лет? Всегда!

У <ol> может быть несколько атрибутов: start, reversed и type.

Атрибут start меняет стартовое число нумерации пунктов. Может быть отрицательным.

Атрибут reversed меняет направление нумерации на противоположный. Этот атрибут не требует значения.

С помощью атрибута type можно задавать различные типы маркеров: строчные и заглавные латинские буквы или римские цифры.

### **Список описаний**

Тег <dl> (сокращение от «description list»). Список описаний используется для разметки вопросов-ответов, наименований и определений, категорий и тем. Он создаётся с помощью трёх тегов:

* <dl> обозначает сам список описаний;
* <dt> (сокращение от «description term») обозначает термин;
* <dd> (сокращение от «description definition») обозначает описание или определение.

Теги <dt> и <dd> пишутся внутри <dl>. Каждый список <dl> может содержать один или несколько терминов и одно или несколько описаний для каждого термина. Пример кода:

<dl>

<dt>HTML</dt>

<dd>Язык гипертекстовой разметки</dd>

<dt>CSS</dt>

<dd>Каскадные таблицы стилей</dd>

<dd>Язык для оформления HTML-документов</dd>

</dl>

По умолчанию браузер добавляет небольшой отступ слева от определений.

HTML

Язык гипертекстовой разметки

CSS

Каскадные таблицы стилей

Язык для оформления HTML-документов

## Преформатированный текст и код

Тег <pre> (сокращение от «preformatted text»). Используется для отображения примеров кода, также применяется для отображения картинок ASCII Art. Браузер сохраняет и отображает все пробелы и переносы, которые есть внутри тега <pre>.

<pre>Пример

преформатированного

текста с сохранёнными пробелами

и переносами строк</pre>

Пример

преформатированного

текста с сохранёнными пробелами

и переносами строк

Тег <code>. Используется для обозначения фрагментов кода.

С его помощью размечается любой фрагмент текста, который распознается компьютером: код программы, разметки, название файла и так далее. Обычно браузеры отображают текст в теге <code> моноширинным шрифтом.

Тег <code>ul</code> — это неупорядоченный список.

Тег ul — это неупорядоченный список.

Тег <code> можно вкладывать внутрь тега <pre>.

## Цитаты

### **Небольшие цитаты**

Тег <q> (сокращение от «quote»). Предназначен для выделения цитат внутри предложения. Текст внутри тега браузер автоматически обрамляет кавычками, поэтому добавлять кавычки вручную не нужно.

### **Источник цитат**

Тег <cite>. В нём можно указывать помимо адреса источника цитаты ещё и название произведения, откуда цитируется текст, а также имя автора или организации, чей текст цитируется. Содержимое <cite> в браузере выделяется курсивом.

<p>По словам <cite>Чарльза Буковски</cite> — <q>Интеллектуал о простой вещи говорит сложно — художник сложную вещь описывает простыми словами.</q></p>

По словам Чарльза Буковски — Интеллектуал о простой вещи говорит сложно — художник сложную вещь описывает простыми словами.

Тег <cite> может быть самостоятельным и не привязываться к цитате:

<p>Какой доктор ваш любимый (в сериале <cite>Доктор Кто</cite>)?</p>

### **Длинные цитаты**

Тег <blockquote>. Предназначен для выделения длинных цитат, которые могут состоять из нескольких абзацев. Тег выделяет цитату не как фрагмент текста в предложении, а как отдельный блок текста с отступами.

<blockquote>

<p>Ум ценится дорого, когда дешевеет сила.</p>

<cite>Джейсон Стэтхэм</cite>

</blockquote>

В браузере контенту тега <blockquote> обычно добавляется дополнительный отступ слева и справа.

Обычный текст.

Ум ценится дорого, когда дешевеет сила.

Джейсон Стэтхэм

## Разметка фрагментов текста

### **Символы-мнемоники**

Это особые строки, которые начинаются с амперсанда (&) и заканчиваются точкой с запятой (;). Например, знак *меньше* на страницу можно вставить мнемоникой &lt; (less than), а знак *больше* мнемоникой &gt; (greater than):

Некоторые символы в HTML зарезервированы, то есть браузер считает их HTML-кодом. Например, любой текст после знака *меньше* (<) браузер будет пытаться интерпретировать как тег и на странице не отобразит. Чтобы использовать специальные символы в тексте страницы как обычные символы их нужно заменить на символы-мнемоники.

&lt;**ul**&gt;

&lt;/**ul**&gt;

<ul>  
</ul>

### **Перенос строк**

Тег <br> (сокращение от «line break»). Применяется, чтобы вставить в текст перенос строки, не создавая при этом абзац. Например, при разметке стихов или текстов песен.

### **Верхний и нижний индексы**

Теги <sup> и <sub>. Названия образованы от слов «superscript» и «subscript».

Тег <sup> отображает текст в виде верхнего индекса, а <sub> отображает текст в виде нижнего индекса.

Их используют для указания единиц измерения или для написания простых формул:

20м<sup>2</sup>

H<sub>2</sub>O

X<sup>3</sup>+X<sup>2</sup>=1

20м2  
H2O  
X3+X2=1

Для создания более сложных формул, эти теги можно использовать внутри друг друга.

### **Дата и время**

Тег <time>. С помощью него можно описывать даты одновременно и для человека, и для машины. Для указания даты в машиночитаемом формате ISO 8601 существует атрибут datetime и выглядит так:

<time datetime="2016-11-18T09:54">09:54 утра</time>

<time datetime="2015-11-18">18 ноября 2015</time>

<time datetime="2018-09-23">в прошлую субботу</time>

<time datetime="2017-04-20">вчера</time>

Браузер отображает только содержимое тега, а содержимое datetime не отображается.

### **Акцентирование внимания**

Теги <em> и <i>. Названия образованы от слов «emphasis» и «italic». Предназначены для акцентирования внимания на слово или фразу. Визуально оба тега одинаковы, они выделяют текст курсивом.

Тег <em> определяет текст, на который сделан *особый акцент*, меняющий смысл предложения.

Я <em>просто обожаю</em> холодные зимние дни!

Тег <i> применяется для обозначения текста, который отличается от окружающего текста, но не является более важным. Например, в <i> можно заключать *названия*, *термины*, *иностранные слова*. Также в этот тег можно обернуть *мысли* героя. В речи такой текст обычно выделяется интонационно:

Он взглянул в окно и подумал — <i>такого просто не может быть</i>!

### **Выделение и придание важности**

Теги <strong> и <b>. Название <b> образовано от слова «bold». Отображаются оба тега одинаково, они выделяют текст жирным.

Тег <strong> указывает на **важность** отмеченного текста. Он может использоваться для выделения предупреждений или части документа, которую пользователь должен увидеть раньше остального. При этом обозначение части текста тегом <strong> не должно изменять смысла предложения.

<strong>Внимание!</strong> Это место опасно. <strong>Вы можете упасть в пропасть</strong>, если подойдёте близко к краю.

Тег <b> предназначен для выделения текста с целью привлечения к нему внимания, но без придания ему особой важности. Использовать его нужно только в случае, когда остальные теги выделения не подходят. Типичный пример — выделение вводного предложения статьи.

Вы входите в небольшую комнату. Ваш <b>меч</b> загорается ярче. <b>Крыса</b> стремительно пробегает вдоль стены.

### **Описание изменений**

Теги <del> и <ins>. Названия тегов образованы от слов «delete» и «insert». Предназначены для описания изменений в документе.

Тег <del> выделяет текст, который был удалён в новой версии документа. В браузере этот текст перечёркивается.

Тег <ins> выделяет текст, который был добавлен в новой версии документа. В браузере этот текст подчёркивается.

<ul>

<li>Почистить посудомоечную машину</li>

<li><del datetime="2009-10-11T01:25-07:00">Погулять</del></li>

<li><del datetime="2009-10-10T23:38-07:00">Поспать</del></li>

<li><ins>Купить принтер</ins></li>

</ul>

* Почистить посудомоечную машину
* Купить принтер

## Разделение контента

Теги <div> и <span>. Это «чистые» элементы, и обычно они отлично подходят в качестве обёртки для стилизации или группировки других элементов. Использовать эти теги рекомендуется в тех случаях, если более подходящих семантических тегов не нашлось.

Тег <div> используется для группировки структурных элементов или в качестве вспомогательных контейнеров для создания нужной раскладки.

Тег <span> используется для группировки текстовых элементов, выделения отдельных слов или фраз внутри абзацев, пунктов списка и так далее.

<article>

<div class="highlight">

<p>…</p>

<p>…</p>

</div>

<p>Текст, в котором <span>выделена фраза</span></p>

</article>

# Что такое ссылка, тег a

В перерывах между бизнес-встречами Кекс решил почитать «Блог начинающего верстальщика». Открыл главную страницу и не смог перейти с неё на другие страницы блога. Конфуз!

А всё потому, что на сайте совсем нет ссылок! И пока мы это не исправим, босс не будет читать блог: он слишком занят, чтобы открывать каждую страничку по отдельности.

Что же представляет из себя ссылка?

Обычно ссылка выглядит как подчёркнутый участок текста, щёлкая на который, вы переходите на другую страницу, открываете изображение, начинаете скачивать файл или перемещаетесь к какому-то месту на текущей странице. Если представить, что интернет это огромная сеть из множества узлов, то ссылки будут нитками, соединяющими все узлы этой сети.

Ссылки создаются с помощью очень короткого тега <a> (сокращение от «anchor»). Например, вот так:

<a href="https://htmlacademy.ru">HTML Academy</a>

Адрес ссылки задаётся в формате [URL](https://ru.wikipedia.org/wiki/URL) с помощью атрибута href (сокращение от «hyper reference»).

Пробуем создать ссылку в нашем блоге и перейти по ней

# Относительные адреса

Над блогом мы в основном работаем на своём компьютере, то есть *локально*. Ссылка на другую страницу блога должна открывать файл с нашего компьютера, а не откуда-то из интернета. Для таких ссылок нужно использовать особый адрес, например:

<a href="day-2.html">Вторая запись блога</a>

Такой адрес называется *относительным*. В нём, в отличие от «обычных» адресов, нет адреса сайта! Чтобы перейти по относительному адресу, браузер должен его «расшифровать». Для этого он обычно использует положение текущей страницы. Например, в папке c:/blog есть два файла:

c:/blog/

|-**index.html** // в браузере открыта эта страница

|-inner.html

В браузере открыта страница c:/blog/index.html, и в ней есть ссылка с относительным адресом inner.html. Чтобы перейти по этой ссылке, браузер смотрит на расположение открытой страницы и заменяет в нём последнюю часть:

c:/blog/ + inner.html // заменяем последнюю часть

c:/blog/inner.html // открываем этот файл

Относительные адреса работают не только для файлов на компьютере, но и для страниц в сети. Если выложить два файла из примера в интернет (не меняя их взаимное расположение), то ссылка всё равно будет работать. Относительный адрес inner.html на странице https://site.ru/blog/index.html расшифруется так:

https://site.ru/blog/ + inner.html // заменяем последнюю часть

https://site.ru/blog/inner.html // открываем этот адрес

# Абсолютные адреса

Относительные адреса отлично подходят, если вы делаете сайт на своём компьютере или создаёте навигацию по страницам своего же сайта. Но если нужно сделать ссылку на другой сайт в интернете, то необходимо использовать уже «обычный» адрес.

Этот «обычный» или полный адрес называется *абсолютным*. Выглядит он, например, так:

https://site.ru/blog/index.html

Абсолютные адреса содержат минимум три части: протокол, имя сервера и путь.

https: — протокол

//site.ru — имя сервера

/blog/index.html — путь

Если в адресе нет имени сервера или протокола, то это относительный адрес:

https://site.ru/blog/index.html - абсолютный адрес

//site.ru/blog/index.html - относительный адрес

/blog/index.html - относительный адрес

index.html - относительный адрес

В тексте главной страницы не хватает одной полезной ссылки — ссылки на тренажёры по вёрстке. Как раз для неё и пригодится абсолютный адрес.

# Ссылка на файл

В [вызове](https://htmlacademy.ru/courses/301/challenge/2) после [предыдущей части](https://htmlacademy.ru/courses/301) мы размечали рецепт печенья для Кекса. Он оказался настолько хорошим, что мы решили сделать его доступным для всех. Мы сохранили рецепт в формате PDF, чтобы любой желающий мог его скачать и распечатать. Осталось добавить ссылку на этот самый файл.

Когда мы переходим по ссылкам, то попадаем на другие страницы или места на странице. Но при переходе по ссылке на файл браузер предложит его скачать.

Однако, если браузер умеет обрабатывать файлы этого типа, то содержимое файла откроется прямо в браузере. Чаще всего так происходит с изображениями. Но в последнее время браузеры научились открывать PDF-файлы и многие другие.

Для того чтобы предотвратить открытие файлов прямо в браузере, у тега <a> существует атрибут download, который поможет именно скачать файл.

<a href="file.pdf" download>Браузер скачает меня, а не будет читать</a>

При скачивании или загрузке файлов со сторонних сайтов для безопасности можно использовать атрибут rel="noopener". Этот атрибут позволяет игнорировать скрипты сторонней страницы, которые могут влиять на загрузку файла. Особенно актуален этот атрибут в случае, если загрузка происходит в новой вкладке или новом окне.

# Ссылка-якорь

Мы нашли отличную статью, для размещения в блоге. Но статья длинная, и чтобы работать с ней было удобно, хорошо бы добавить к ней навигацию. Эта навигация не должна уводить читателя на другие страницы, а должна работать в пределах страницы со статьёй.

Для создания такой навигации используются ссылки-якоря. Ссылка-якорь — это обычная ссылка, в адресе которой используется символ #, после которого следует идентификатор элемента. Идентификатор создаётся с помощью атрибута id у того тега, к которому надо перейти при щелчке по ссылке. Причём сам тег может быть любым: <h1>, <section>, <p> и так далее.

Вот так выглядит адрес, состоящий из одного якоря:

<a href="#part1">Глава 1</a>

При щелчке по такой ссылке браузер найдёт на странице элемент с соответствующим атрибутом id и прокрутит окно страницы к нему.

<article id="part1">Содержание первой главы</article>

При этом перезагрузки страницы не произойдёт.

Интересно, что якорь также можно использовать и в абсолютных адресах, тогда после перехода на нужную страницу по аналогии произойдёт прокрутка к заданной части этой страницы.

Якоря отлично подойдут для создания оглавления для статьи в этом посте.

# Тег img, изображение

Нетрудно заметить, что на нашем сайте начинающего верстальщика совсем нет картинок. А ведь хорошо подобранные картинки правильного размера, которые отображаются без погрешностей — залог успешного бизнеса. Поэтому Кекс дал нам новое задание — разобраться во всех форматах и назначениях изображений.

Для этого он прислал нам макет нашего блога с картинками, мы их уже вырезали и сложили в нужную папку, осталось только подключить.

Итак, разберёмся с подключением изображений. Для этого существует тег <img>. Он одиночный, то есть, как мы уже знаем, не требует закрывающего тега. Сам по себе тег <img> бесполезен без своего атрибута src, который указывает путь к картинке.

<img src="logo.png">

Давайте подключим аватарку к главной странице.

# Форматы изображений, формат SVG

Кекс недоволен, сайт получился слишком тяжёлый. Что же произошло? Дело в том, что мы случайно подключили не тот формат изображений. Но не будем расстраиваться, давайте разберёмся, какие форматы существуют и исправим формат на подходящий.

На самом деле форматов существует достаточно много, но основных несколько: JPEG, PNG, SVG и GIF. С ними мы и познакомимся.

На этом шаге рассмотрим подробнее формат SVG. SVG (Scalable Vector Graphics) переводится как масштабируемая векторная графика. Качество таких изображений не меняется при изменении размеров, да и вес у них небольшой. Формат SVG отлично подходит для малоцветных схем, логотипов и иконок.

А ещё SVG чем-то похож на HTML: он описывается в человекочитаемом текстовом формате. То есть вы можете «кодить» SVG-изображения своими руками. Познакомиться с SVG вы можете в нашем [тренажёре](https://htmlacademy.ru/courses/svg).

То есть, формат SVG подходит если:

* необходимо масштабировать изображение без потерь;
* изменять цвет элементов изображения;
* нужно анимировать части изображения.

На следующих шагах мы разберём оставшиеся форматы, а сейчас давайте добавим аватарку в правильном формате SVG в наш блог.

**Формат JPEG**

Давайте продолжим разбираться с форматами изображений. Сейчас нам нужно вставить картинки в блог в правильном формате. Первая картинка — это фотография, и для неё прекрасно подходит формат JPEG.

Этот формат был разработан для сжатия и хранения полноцветных фотографий. Он поддерживает более 16 миллионов цветов. Но нужно помнить, что JPEG сжимает изображения с потерей качества. Поэтому если мы хотим уменьшить вес изображения, то придётся ухудшать его внешний вид. Главная задача при работе с JPEG — подобрать такой уровень сжатия, чтобы и вес, и качество картинки были приемлемыми.

Таким образом, формат JPEG лучше подходит для:

* полноцветных изображений, фотографий;
* изображений с плавным переходом яркости и контраста;
* рисунков с большим количеством разноцветных деталей.

Давайте добавим JPEG-картинку в новую запись в блоге.

**Формат PNG**

В отличие от JPEG, PNG является форматом сжатия без потерь и позволяет сохранять изображения, в которых требуется особенная чёткость. Например, скриншоты сайтов, чертежи и печатный текст. Главная особенность формата PNG — поддержка прозрачности, то есть каждому пикселю в отдельности можно задать свою степень прозрачности.

Итак, формат PNG подходит для:

* изображений с прозрачностью и полупрозрачностью;
* полноцветных изображений, когда необходима повышенная точность;
* изображений с резкими переходами цветов.

PNG — это относительно новый формат, который был введён как альтернатива для формата GIF, который мы рассмотрим на следующем шаге. А сейчас добавим PNG-картинку в блог.

Обратите внимание, что часть картинок мы подключаем из папки img, а часть — из папки files, например:

<img src="img/raccoon.jpg">

<img src="files/portrait.png">

В папке img мы решили хранить «интерфейсные» картинки. Обычно это изображения, которые появляются ещё при вёрстке сайта. Они могут повторяться во многих местах *интерфейса* сайта.

В папке files мы решили хранить «контентные» картинки. Это изображения, которые обычно появляются при наполнении сайта. Контент-менеджер может загружать их на сайт с помощью системы управления и потом вставлять в *содержание* отдельных страниц.

Разделять эти ресурсы полезно. Например, мы сможем запретить менеджеру работать с папкой img, и он не сможет по ошибке удалить какую-то важную интерфейсную картинку.

**Формат GIF**

И последний формат изображений, который мы рассмотрим в этой части, — GIF.

Формат был разработан для передачи растровых изображений по интернету. GIF имеет цветовую палитру, состоящую из 256 цветов. Алгоритм GIF выбирает 256 наиболее используемых в исходном изображении цветов, а все остальные оттенки создаются путём подмешивания — подбора соседних пикселей таким образом, чтобы человеческий глаз воспринимал их как нужный цвет. По этой причине GIF не подходит для хранения полноцветных изображений и фотографий, но подходит для простейших анимаций.

Формат поддерживает прозрачность — каждый пиксель изображения может быть в двух состояниях: прозрачный или непрозрачный, полупрозрачность не поддерживается.

В последнее время GIF-изображения становятся всё менее используемыми и заменяются на другие, более оптимальные форматы.

Таким образом, формат GIF подходит если:

* нужна простейшая анимация.

# Размеры изображения

Мы узнали об основных форматах изображений, но Кекс опять прислал нам правки. При попытке прочитать нашу запись, какие-то картинки не поместились на экране его монитора, а какие-то было сложно разглядеть. Действительно, про размеры изображений мы подумать забыли.

В HTML, чтобы управлять шириной или высотой изображения, нужно использовать атрибуты width и height. Размеры в этих атрибутах задаются без единиц измерения px. Например:

<img src="logo.png" width="200" height="100">

В примере выше изображению задана ширина 200px и высота 100px.

Если задать только один из размеров, ширину или высоту, то вторую размерность браузер вычислит самостоятельно исходя из пропорций изображения.

Кстати, при работе с высотой и шириной изображения нужно быть очень аккуратным. Ведь если задать картинке одновременно и высоту, и ширину, то браузер может нарушить пропорции исходного изображения.

# Атрибут alt

Теперь картинки правильного размера, но Кекс спешит на бизнес-встречу в Москву и прямо сейчас едет в Сапсане. С интернетом произошли какие-то неполадки, и картинки не подгрузились — стало непонятно, что же на них изображено.

Специально для таких случаев, когда картинка не может отобразиться, и существует альтернативный текст. Ещё альтернативный текст помогает сайтам оставаться доступными, например, для категории пользователей, которая не имеет возможности видеть картинки. Что определённо является большим плюсом.

Альтернативный текст изображения задаётся с помощью атрибута alt. Например:

<img src="cat.png" alt="Кот, который гуляет сам по себе">

Теперь можно не бояться, что пользователь останется в неведении.

В общем, задавать альтернативный текст — хорошо.

Пробуем?

# Изображение-ссылка

В Москве после бизнеc-встречи Кекс понял, что на его сайте совсем нет никакого раздела «Обо мне». Он уже поставил задачу своим верстальщикам сделать такую страницу, а нам поручил сделать галерею со своими фотографиями.

Мы уже знаем, что существуют ссылки и картинки. А можем ли мы поместить одно в другое? Картинку в ссылку? Да. И сейчас узнаем как.

Ссылки можно делать не только с помощью текста, но и с помощью изображений. Для этого нужно обернуть тег <img> в тег <a>. Например:

<a href="http://keksby.ru">

<img src="cat.png" alt="Кекс">

</a>

Часто ссылки-изображения используются в галереях, когда с уменьшенной версии изображения ставится ссылка на полноразмерную версию картинки или на отдельную страницу с этим изображением и подписью к нему.

Сейчас мы попробуем сделать в нашей галерее селфи ссылки-изображения, которые будут вести на отдельные странички с фотографиями.

# Теги figure и figcaption, демонстрационный материал

В галерее селфи каждая маленькая картинка-превьюшка ссылается на отдельную страницу с «фотокарточкой». Эта фотокарточка содержит полноразмерное изображение и его описание. Она достаточно независима, и позже мы сможем вставить её на любую другую страницу блога. Как правильно размечать такие «карточки»?

Для этого отлично подойдёт тег <figure>. Этот тег хорош для любого иллюстративного или демонстрационного материала, которым можно дополнить содержание документа. Таким материалом могут быть схемы, графики, примеры кода, таблицы и так далее.

Обычно каждый такой материал сопровождает разъясняющий комментарий, или «легенда». Для разметки этого комментария предназначен ещё один тег — <figcaption>, который размещается первым или последним элементом внутри <figure>. Например:

<figure>

*Схема, график, диаграмма или код*

<figcaption>Подпись к содержимому</figcaption>

</figure>

Давайте с помощью <figure> разметим фото в нашей галерее. Приступим.

# Ссылки с пустым href, атрибут title

На страницах с фотокарточками есть ссылки, которые ведут на предыдущую и следующую фотографии. Как быть с этой ссылкой, например, на последней фотокарточке? Ведь нет никакой следующей фотографии. Можно удалить ссылку целиком, а можно поступить иначе.

Тег <a> можно использовать вообще без адреса, то есть без атрибута href. Такой тег обозначает «ссылку-заглушку», которая в других условиях может стать обычной ссылкой (например, когда мы с последней фотки перейдём в середину галереи). Часто ссылки-заглушки используют, чтобы показать, что мы находимся на текущей странице:

<nav>

<ul>

<li><a>1 страница</a></li>

<li><a href="2">2 страница</a></li>

<li><a href="3">3 страница</a></li>

</ul>

</nav>

Когда мы удаляем атрибут href у ссылки, то лучше оставить подсказку о том, почему мы это сделали. Также подсказки помогают разъяснить назначение непонятных ссылок и ссылок-изображений. Подсказку можно добавить с помощью атрибута title. Например:

<a title="Ну какое назад? Вы на первой фотке!">Назад</a>

Подсказка появится, когда курсор задержится над ссылкой некоторое время.

Теперь давайте доработаем навигацию на последней странице галереи.

После выполнения этого шага можно смело скачивать [архив](https://htmlacademy.ru/assets/courses/305/project-state-3.zip?new) со сделанным нами Сайтом начинающего верстальщика.

# Конспект «Ссылки и изображения»

## Ссылки

### **Что такое ссылка**

Типичная ссылка представляет собой участок текста, щёлкая на который, вы переходите на другую страницу, открываете изображение, начинаете скачивать файл или перемещаетесь к какому-то месту на текущей странице.

Ссылки создаются с помощью тега <a>. Например:

<a href="https://htmlacademy.ru">HTML Academy</a>

Тег <a> можно использовать вообще без адреса, то есть без атрибута href. Такой тег обозначает «ссылку-заглушку», которая в других условиях может стать обычной ссылкой. Часто ссылки-заглушки используют, чтобы показать, что мы находимся на текущей странице:

<ul>

<li><a>1 страница</a></li>

<li><a href="2">2 страница</a></li>

<li><a href="3">3 страница</a></li>

</ul>

Когда мы удаляем атрибут href у ссылки, то лучше оставить подсказку о том, почему мы это сделали. Подсказку можно добавить с помощью атрибута title. Подсказка появится, когда курсор задержится над ссылкой некоторое время.

* 1 страница
* [2 страница](https://htmlacademy.ru/courses/305/run/16)
* [3 страница](https://htmlacademy.ru/courses/305/run/16)

### **Абсолютные ссылки**

Если нужно сделать ссылку на другой сайт в интернете, то необходимо использовать «обычный» адрес. Этот «обычный» или полный адрес называется абсолютным. Выглядит он, например, так:

https://site.ru/blog/index.html

Абсолютные адреса содержат минимум три части: протокол, имя сервера и путь.

### **Относительные ссылки**

Когда файл по ссылке должен открываться локально на компьютере, используются относительные адреса. В отличие от «обычных» адресов, в нём нет адреса сайта. Например:

day-2.html

Относительные адреса работают не только для файлов на компьютере, но и для страниц в сети. Если выложить два каких-то файла в интернет (не меняя их взаимное расположение), то их ссылка друг на друга всё равно будет работать.

Если в адресе нет имени сервера или протокола, то это относительный адрес.

### **Ссылки на файл**

По ссылкам можно не только переходить, но и скачивать файлы. Для этого необходимо просто в атрибуте href прописать ссылку на этот файл. А для того чтобы предотвратить открытие файлов прямо в браузере, у тега <a> существует атрибут download.

<a href="file.pdf" download>Браузер скачает меня, а не будет читать</a>

### **Ссылки-якоря**

Ссылка-якорь — это обычная ссылка, в адресе которой используется символ #, после которого следует идентификатор элемента. Идентификатор создаётся с помощью атрибута id у того тега, к которому надо перейти при щелчке по ссылке.

<a href="#part1">Глава 1</a>

Ссылка-якорь используется для прокрутки к заданной части страницы, в том числе используется и в абсолютных адресах.

## Изображения

### **Подключение изображений**

Для подключения изображений существует тег <img>, для него не требуется закрывающего тега, а путь к картинке задаётся в атрибуте src. Например:

<img src="logo.png">

### **Форматы изображений**

Существует несколько основных форматов изображений: JPEG, PNG, SVG и GIF.

Формат SVG переводится как масштабируемая векторная графика. Качество таких изображений не меняется при изменении размеров, да и вес у них небольшой. Отлично подходит для малоцветных схем, логотипов и иконок. Чаще всего используется в случаях, когда необходимо масштабировать изображение без потерь, изменять цвет элементов изображения, анимировать части изображения.

Формат JPEG подходит для фотографий, рисунков с большим количеством разноцветных деталей, изображений с плавным переходом яркости и контраста. При сжатии изображения ухудшается его качество.

Формат PNG позволяет сохранять изображения, в которых требуется особенная чёткость. Главная особенность этого формата — поддержка прозрачности. Подходит для изображений с прозрачностью и полупрозрачностью, когда необходима повышенная точность полноцветных изображений и для изображений с резкими переходами цветов.

Формат GIF используется для простейших анимаций. В последнее время GIF-изображения становятся всё менее используемыми и заменяются на другие, более оптимальные форматы.

### **Размеры изображения**

Для управления шириной или высотой изображения, используются атрибуты width и height. Размеры в этих атрибутах задаются без единиц измерения.

<img src="logo.png" width="200" height="100">

Если задать только один из размеров, ширину или высоту, то вторую размерность браузер вычислит самостоятельно исходя из пропорций изображения. Если задать картинке одновременно и высоту, и ширину, то браузер может нарушить пропорции исходного изображения.

### **Атрибут alt**

В случаях, когда картинка не может отобразиться, для того, чтобы было понятно, что на ней изображено, существует альтернативный текст. Также альтернативный текст помогает сайтам оставаться доступными, например, для категории пользователей, которая не имеет возможности видеть картинки.

Альтернативный текст изображения задаётся с помощью атрибута alt. Например:

<img src="cat.png" alt="Кот, который гуляет сам по себе">

### **Figure и figcaption**

Тег <figure> подходит для любого иллюстративного или демонстрационного материала, которым можно дополнить содержание документа: схемы, графики, примеры кода, таблицы и так далее. При удалении такого материала основное содержание не должно пострадать, иначе это не дополнительный материал и тег <figure> не подходит для его разметки.

Для разъясняющего комментария к такому иллюстративному материалу существует тег <figcaption>, который размещается первым или последним элементом внутри <figure>. Например:

<figure>

<img src="image.jpg" alt="Альтернативный текст">

<figcaption>Подпись к содержимому</figcaption>

</figure>

![Картинка-заглушка](data:image/jpeg;base64,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)Подпись к содержимому

### **Изображение-ссылка**

Ссылки можно делать не только с помощью текста, но и с помощью изображений. Для этого нужно обернуть тег <img> в тег <a>. Например:

<a href="http://keksby.ru">

<img src="cat.png" alt="Кекс">

</a>

# CSS-правила

Наполнение блога завершено, теперь пора его оформить. И для этого нам нужно подробнее узнать CSS.

CSS — это язык для оформления структурированных документов, например, HTML- документов. Синтаксис CSS незамысловат: это плоский список CSS-правил. CSS-правило состоит из селектора и перечня свойств и их значений:

селектор {

свойство: значение;

свойство: значение;

}

Ах да, комментарии в CSS тоже есть, для них используются символы /\* и \*/. Вот пример CSS-правила из первой части:

.feature-kitten {

padding-top: 60px; /\* отступ сверху \*/

background-image: url("img/bottle.svg"); /\* фоновая картинка \*/

}

Начнём оформление блока навигации. Пока просто раскомментируйте CSS-правило и посмотрите, что изменится.

Список CSS-правил мы называем «плоским», потому что в чистом CSS их нельзя вкладывать друг в друга. Возможно, в новых версиях языка эту возможность добавят.

Помимо CSS-правил (rule sets) в языке существуют так называемые «эт-правила» (at-rules), они начинаются с символа @, например, @font-face. «Эт-правила» ещё называют CSS-директивами.

Для решения наших текущих задач CSS-директивы не понадобятся, но мы обязательно познакомимся с ними позже.

# Селекторы

Селектор находится в начале CSS-правила, до фигурных скобок, и определяет к каким HTML-элементам применятся свойства и значения из правила. Вспомните пример:

.feature-kitten {

padding-top: 60px; /\* отступ сверху \*/

background-image: url("img/bottle.svg"); /\* фоновая картинка \*/

}

Строка .feature-kitten — это селектор. Она говорит браузеру применить список свойств (отступ и фон) ко всем элементам, у которых атрибут class имеет значение feature-kitten.

Простейшие (и самые популярные) селекторы — это селекторы по тегам и по классам. Селекторы по тегам содержат имя тега без символов < и > и применяются ко всем подходящим тегам. Селекторы по классам начинаются с точки, за которой идёт имя класса, и применяются ко всем тегам с подходящим атрибутом class. Например:

h1 { color: red; } /\* выберет все заголовки 1 уровня \*/

.info { color: blue; } /\* выберет только элементы с классом info \*/

Если у CSS-правил отличаются только селекторы, а свойства и значения одинаковые, то их можно сгруппировать через запятую. Например:

h1, .danger { color: red; }

/\* То же самое, что и \*/

h1 { color: red; }

.danger { color: red; }

А сейчас попробуйте использовать несколько разных типов селекторов. Подставляйте в CSS-правило селектор и смотрите, что будет меняться.

Селекторы очень разнообразны, мы посвятили им целых три части: [Селекторы. Знакомство](https://htmlacademy.ru/courses/42), [Селекторы. Погружение](https://htmlacademy.ru/courses/57) и [Селекторы. Тонкости](https://htmlacademy.ru/courses/58). Рекомендуем не спешить и пройти их после вводного тренажёра [«Знакомство с HTML и CSS»](https://htmlacademy.ru/courses/basic-html-css)

# Свойства и значения

Список свойств и значений находится внутри фигурных скобок CSS-правила. Пары «свойство-значение» отделяются друг от друга точкой с запятой, а свойство от значения отделяется двоеточием. Свойство определяет, какую характеристику внешнего вида мы хотим изменить, а значение — как именно. Ещё раз вспомните пример:

.feature-kitten {

padding-top: 60px; /\* отступ сверху \*/

background-image: url("img/bottle.svg"); /\* фоновая картинка \*/

}

В примере свойству padding-top задаётся значение 60px, а свойству background-image значение url("img/bottle.svg"). В итоге, это CSS-правило задаёт всем элементам с классом feature-kitten отступ сверху и фоновое изображение.

С помощью CSS можно задавать параметры отображения любого тега: ширину и высоту, отступы, цвет и размер шрифта, фон и так далее. Каждый раз, когда мы добавляем новое свойство или изменяем его значение, мы меняем что-то на странице. Давайте попробуем добавить несколько новых свойств и посмотрим, что изменится на странице блога.

# Наследование

На прошлом шаге мы задали белый цвет текста для nav, а он применился и для заголовка «Записи в блоге». Почему это произошло? Всё дело в наследовании.

Наследование в CSS — это механизм, с помощью которого значения свойств элемента-родителя передаются его элементам-потомкам.

Стили, присвоенные одному элементу, наследуются всеми потомками (вложенными элементами), но только в том случае, если они где-то явно не переопределены. Например, размер шрифта и его цвет достаточно применить к body, чтобы большинство элементов внутри имели те же свойства. Рассмотрим пример наследования:

body {

font-size: 14px;

}

nav {

font-size: 18px;

}

Размер шрифта у всего текста на странице, кроме текста внутри навигации, станет равен 14px. У nav есть своё *объявленное* значение размера шрифта (18px), и оно будет использоваться вместо *наследуемого* от body значения (14px). А ещё 18px станет новым наследуемым значением для потомков nav.

Если на странице из примера будут заголовки, то их размер тоже будет отличаться от 14px. Дело в том, что размер для заголовков тоже кое-где явно задан (и это кое-где мы обсудим в 11 задании). А значит у заголовков есть объявленное значение, которое будет использоваться вместо наследуемого значения.

Давайте убедимся, что наследование действительно работает. Смените название шрифта для всего body.

# Ненаследуемые свойства

В предыдущем задании мы перечислили основные наследуемые свойства. Но не все свойства наследуются. Основные ненаследуемые свойства — это параметры позиционирования, размеров, отступов, фона, рамок:

background, border, padding, margin, width, height, position и другие.

Не наследуются они из соображений здравого смысла. Например, если для какого-либо блока установлен внутренний отступ, автоматически выставлять такой же отступ каждому вложенному элементу нет никакой надобности. Эти параметры чаще всего уникальны для каждого отдельного блока.

Давайте посмотрим что было бы, если бы все подряд свойства наследовались. Вот так, например, выглядел бы nav на главной странице при добавлении ему рамки (свойства border):

## Записи в блоге

* [День первый. Как я забыл покормить кота](https://htmlacademy.ru/courses/307/run/6)
* [День второй. Хочу быть верстальщиком](https://htmlacademy.ru/courses/307/run/6)
* [День третий. Мой кот на меня обиделся](https://htmlacademy.ru/courses/307/run/6)

Теперь возьмём это же свойство border и убедимся, что оно не наследуется.

# Составные свойства

В CSS есть обычные свойства, управляющие одним параметром отображения, и есть составные свойства, управляющие одновременно несколькими параметрами.

Например, свойство font-size — обычное, оно управляет только размером шрифта. А свойство font — составное, оно задаёт сразу шесть параметров: размер и название шрифта, высоту строки и некоторые другие. Браузер всегда «расшифровывает» составные свойства в обычные. Например, такое составное свойство:

font: 16px/26px "Arial", sans-serif;

Браузер «расшифрует» в такой набор обычных свойств и их значений:

font-size: 16px; /\* было задано в font \*/

line-height: 26px; /\* было задано в font \*/

font-family: "Arial", sans-serif; /\* было задано в font \*/

*font-weight: normal;* /\* не было задано в font \*/

*font-style: normal;* /\* не было задано в font \*/

*font-variant: normal;* /\* не было задано в font \*/

Если значение обычного свойства не было задано в составном, то браузер при «расшифровке» использует *исходное значение* этого свойства. В примере значение 16px для font-size взято из font, а для font-weight использовано исходное значение — normal.

Составное свойство всегда задаёт значения всем своим компонентам. Для не заданных явно компонентов используются исходные значения. Поэтому составные свойства нужно использовать с осторожностью. Например, если забыть описать высоту строки:

font: 16px "Arial", sans-serif;

То для line-height браузер возьмёт исходное значение, и внешний вид текста может оказаться плохим.

Пора добавить странице блога красивый фон. Используем для этого составное свойство background.

# Типы значений: абсолютные и относительные

Давайте сделаем аватарку модной, то есть круглой. Можно увеличить значение border-radius до половины размера аватарки, то есть до 40px, и получить круг. Но если потом появится новая аватарка с другими размерами, то снова придётся менять стили. Можно ли сразу сделать универсально? Да! С помощью процентов:

border-radius: 50%;

Если радиус скругления задать в процентах, то он будет рассчитываться относительно размеров элемента и будет изменяться вместе с этими размерами. Если этот радиус задать в пикселях, то он абсолютно всегда будет одинаковым. Вот и единицы измерения в CSS делятся на *абсолютные* и *относительные*.

Абсолютные единицы измерения привязаны к настоящим физическим размерам и связаны между собой жёсткими пропорциями. Примеры абсолютных единиц измерения:

font-size: 1cm; /\* 1 сантиметр \*/

font-size: 10mm; /\* В 1 сантиметре 10 миллиметров \*/

font-size: 38px; /\* В 1 сантиметре 38 пикселей \*/

Пиксели, px, используют чаще всего, остальные абсолютные единицы почти не применяют.

Относительные единицы измерения описывают значения, которые зависят от других значений. Например, ширина элемента в процентах зависит от ширины родительского элемента, а ширина элемента в em зависит от размера шрифта самого элемента.

К относительным единицам относятся em, rem, vh, vw и некоторые другие, ну и, конечно же, проценты. Каждая из таких единиц решает свой круг задач. Например, проценты используют для «резиновой» вёрстки, а em применяют в вёрстке государственных сайтов с особыми дополнительными требованиями к масштабированию текста.

Перечень всех [абсолютных единиц измерения](https://www.w3.org/TR/css3-values/#absolute-lengths) и их соотношений есть в спецификации. Там же, в спецификации, есть перечень всех [относительных единиц измерения](https://www.w3.org/TR/css3-values/#relative-lengths) и описание правил расчёта.

# Селекторы по тегам и по классам

Помните, на втором шаге мы познакомились с селекторами по тегам и по классам? И даже попробовали стилизовать один из тегов — nav. Наш проект растёт, количество стилей увеличивается, поэтому пришло время разобраться, как лучше использовать эти селекторы, чтобы избежать ошибок в будущем.

Представьте, что вам нужно застилизовать список, ul. Казалось бы, можно сделать вот так и дело с концом:

ul {

свойство: значение;

}

Но вот незадача, на странице может быть несколько списков, и стили применятся ко всем спискам, даже к тем, которые вы менять не хотели. Чтобы избежать таких ситуаций, лучше не использовать селекторы по тегам или использовать их как можно реже.

Нашу проблему отлично решает использование селектора по классу. Добавив нужный класс к элементу разметки, мы будем уверены, что стили применятся именно к этому элементу и ни к какому больше.

Давайте проведём небольшое улучшение кода и в CSS-правиле для навигации заменим селектор по тегу на селектор по классу.

# Вложенные селекторы

Если селекторы по тегам нужно использовать пореже, а по классам почаще, то придётся каждому тегу в разметке добавлять класс? Нет, это ненужное усложнение кода.

Зачем мы использовали классы? Чтобы ограничить количество тегов, к которым применится CSS-правило: не ко всем тегам, а к тегам с нужным классом. Но ограничивать область применения стилей можно и по-другому. Вот список внутри навигации:

<nav class="blog-navigation">

<ul>…</ul>

</nav>

Как применить стили только к этому списку? Первый способ: добавить ему класс и использовать селектор по этому классу. Второй способ: использовать специальный селектор, чтобы стили применялись к спискам внутри блока с классом blog-navigation.

Вы можете комбинировать любые типы селекторов через пробел. Такие селекторы называются *вложенными* или *контекстными* и читаются справа налево. Например:

nav a {…} /\* выберет теги a внутри тегов nav \*/

.menu ul {…} /\* теги ul внутри тегов с классом menu \*/

.post .title {…} /\* теги с классом title внутри тегов с классом post \*/

Узнали селектор nav a из [второго задания](https://htmlacademy.ru/courses/307/run/2)? Он помог сделать ссылки белыми только в навигации, в остальном тексте они остались синими.

Комбинировать можно любое количество селекторов, но лучше использовать двойную или максимум тройную вложенность. Вложенные селекторы спасают нас от необходимости придумывать имена классов и загромождать ими разметку.

Давайте изменим пару селекторов в стилях блога, а заодно улучшим оформление заголовков и элементов списка внутри навигации (уже используя правильные селекторы

# Стили по умолчанию

Некоторым элементам можно не задавать никаких стилей, но у них всё равно будет какое-то оформление. Например, списки «без стилей» выглядят так:

* первый пункт списка,
* второй пункт списка,
* третий пункт списка.

У списка есть отступы и маркеры, но откуда они берутся? Потому что список такой «сам по себе»? Нет! Параметры оформления тегов описываются только в CSS, и наши списки — не исключение. Значит где-то есть стили, в которых спискам заданы отступы и маркеры? Да! И эти стили хранятся внутри браузера, это браузерные стили по умолчанию.

Помните, как в [4 задании](https://htmlacademy.ru/courses/307/run/4) мы говорили, что размер шрифта body не будет наследоваться заголовками? Это происходит из-за того, что размер шрифта заголовков явно задан внутри браузерных стилей по умолчанию (и наследуемое от body значение им не нужно).

Ваши навыки существенно подросли! Пора сделать раздел про них более подробным. Как всегда начнём с разметки. Для описания уровня навыков лучше всего подойдёт список определений. Заодно посмотрите, что у тегов dl/dt/dd тоже есть стили по умолчанию.

# Каскадирование

Вот мы и подобрались к одному из самых важных механизмов CSS — каскадности. Именно он скрывается за первой С в аббревиатуре CSS (Cascading Style Sheets).

Когда браузер отрисовывает страницу, он должен определить итоговый вид каждого HTML-элемента. Для этого он собирает все CSS-правила, которые относятся к каждому элементу, ведь на элемент могут влиять сразу несколько CSS-правил. Например:

<p class="beloved-color">Зелёный - мой любимый цвет</p>

На этот элемент могут одновременно влиять CSS-правила по тегу p и по классу beloved-color из наших стилей, да ещё и CSS-правило по тегу p из браузерных стилей.

После того, как все правила для элемента собраны, браузер комбинирует все свойства из этих правил и применяет их к элементу. Если в наших стилях есть такой код:

p { font-size: 14px; }

.beloved-color { color: green; }

То у нашего абзаца про цвет будет такой итоговый набор свойств и значений:

font-size: 14px; /\* из правила для p в наших стилях \*/

color: green; /\* из правила для .beloved-color в наших стилях \*/

margin: 1em 0; /\* из правила для p в браузерных стилях \*/

Этот механизм комбинирования стилей из разных источников в итоговый набор свойств и значений для каждого HTML-элемента и называется каскадностью.

Давайте продолжим оформление списка навыков, а заодно применим каскад.

На один элемент могут действовать несколько CSS-правил. Если в этих правилах есть одинаковые свойства с разными значениями, то возникает конфликт. Например:

ul { list-style: disc; } /\* браузерные стили \*/

.blog-navigation ul { list-style: none; } /\* наши стили \*/

На один и тот же список в нашем блоге действуют стили с разными значениями свойства list-style. Это и есть конфликт, ведь у свойства может быть только одно значение.

Браузеру нужно как-то решать, какими будут итоговые значения конфликтующих свойств. Конфликт разрешается максимум за три шага. Если на текущем шаге определиться не удалось, то выполняется следующий шаг. Вот эти шаги:

1. Сравниваются приоритеты стилевых файлов, в которых находятся конфликтующие свойства. Например, *авторские* (то есть наши) стили приоритетнее браузерных.
2. Сравнивается специфичность селекторов у CSS-правил с конфликтующими свойствами. Например, селектор по классу более специфичен, чем селектор по тегу.
3. Побеждает то свойство, которое находится ниже в коде.

Мы подробно разберём приоритеты, специфичность селекторов и прочие тонкости наследования и каскадирования в [соответствующей части](https://htmlacademy.ru/courses/66). А пока вспомните margin: 0; для .skills dd на прошлом шаге. Свойство из наших стилей (более приоритетных) вступило в конфликт со свойством из браузерных стилей и победило, обнулив отступы.

Другой конфликт возник в правиле .skills dd при появлении там margin-bottom:

margin: 0;

margin-bottom: 10px;

Каскад работает и внутри CSS-правил, поэтому в конфликт вступили «обычный» margin-bottom и аналогичный компонент составного свойства. «Обычное» свойство победило, так как находится ниже в коде:

*margin-left: 0;* /\* из составного свойства \*/

*margin-top: 0;* /\* из составного свойства \*/

*margin-right: 0;* /\* из составного свойства \*/

/\* из составного свойства \*/

margin-bottom: 10px;

А сейчас давайте превратим проценты освоения навыков в шкалы прогресса. Для этого придётся добавить в разметку дополнительные декоративные обёртки, и лучше всего для этого подходит [уже знакомый](https://htmlacademy.ru/courses/301/run/19) тег <div>. Исходные стили для шкал уже подготовлены.

# Конфликт свойств

На один элемент могут действовать несколько CSS-правил. Если в этих правилах есть одинаковые свойства с разными значениями, то возникает конфликт. Например:

ul { list-style: disc; } /\* браузерные стили \*/

.blog-navigation ul { list-style: none; } /\* наши стили \*/

На один и тот же список в нашем блоге действуют стили с разными значениями свойства list-style. Это и есть конфликт, ведь у свойства может быть только одно значение.

Браузеру нужно как-то решать, какими будут итоговые значения конфликтующих свойств. Конфликт разрешается максимум за три шага. Если на текущем шаге определиться не удалось, то выполняется следующий шаг. Вот эти шаги:

1. Сравниваются приоритеты стилевых файлов, в которых находятся конфликтующие свойства. Например, *авторские* (то есть наши) стили приоритетнее браузерных.
2. Сравнивается специфичность селекторов у CSS-правил с конфликтующими свойствами. Например, селектор по классу более специфичен, чем селектор по тегу.
3. Побеждает то свойство, которое находится ниже в коде.

Мы подробно разберём приоритеты, специфичность селекторов и прочие тонкости наследования и каскадирования в [соответствующей части](https://htmlacademy.ru/courses/66). А пока вспомните margin: 0; для .skills dd на прошлом шаге. Свойство из наших стилей (более приоритетных) вступило в конфликт со свойством из браузерных стилей и победило, обнулив отступы.

Другой конфликт возник в правиле .skills dd при появлении там margin-bottom:

margin: 0;

margin-bottom: 10px;

Каскад работает и внутри CSS-правил, поэтому в конфликт вступили «обычный» margin-bottom и аналогичный компонент составного свойства. «Обычное» свойство победило, так как находится ниже в коде:

*margin-left: 0;* /\* из составного свойства \*/

*margin-top: 0;* /\* из составного свойства \*/

*margin-right: 0;* /\* из составного свойства \*/

/\* из составного свойства \*/

margin-bottom: 10px;

А сейчас давайте превратим проценты освоения навыков в шкалы прогресса. Для этого придётся добавить в разметку дополнительные декоративные обёртки, и лучше всего для этого подходит [уже знакомый](https://htmlacademy.ru/courses/301/run/19) тег <div>. Исходные стили для шкал уже подготовлены.

# Множественные классы

Давайте закрепим приём стилизации с помощью множественных классов, который мы уже использовали в [первой части стартового тренажёра](https://htmlacademy.ru/courses/297/run/10). Чтобы вспомнить этот приём, разберём небольшой пример. Допустим, у вас на сайте есть разные типы уведомлений:

<div class="alert">Прост сообщение.</div>

<div class="alert alert-error">Оши-ы-ы-бка! Всё пропа-а-а-ло!</div>

У них все стили кроме фона одинаковые. Фон обычных сообщений серый, фон ошибок красный. Стили для этих уведомлений можно организовать так:

.alert {

*/\* свойства для рамок, отступов и так далее \*/*

background-color: lightgrey;

}

.alert-error { background-color: red; }

Класс alert с общими стилями есть у всех сообщений. Класс alert-error с частными стилями есть только у ошибок. **Помните:** несколько классов в атрибуте class задаются через пробел.

Почему код лучше организовать именно так? Мы уже знаем, как работает каскад в CSS, поэтому ответить будет легко.

Использование нескольких классов в разметке помогает явно указать, какие стили будут смешиваться с помощью каскада. И, конечно, эти стили удобнее всего разместить в коде рядом друг с другом.

Использование однотипных селекторов (например, по классам) позволяет использовать самый простой механизм разрешения конфликтов — по порядку в коде. Размещаем частные CSS-правила после общего, и всё что нужно точно переопределится.

А теперь уже с полным пониманием происходящего давайте улучшим блок навыков: сделаем шкалу с высоким процентом зелёной. Для этого в разметку добавим ещё один класс, а в стили — CSS-правило для этого класса, причём после общего CSS-правила.

# Встроенные стили, атрибут style

Мы уже знаем, что хорошим тоном считается подключать стили через тег <link>:

<link rel="stylesheet" href="style.css">

Но есть ещё один способ подключения стилей — встраивание прямо в документ вместо подключения по ссылке. Стили подключатся либо внутри тега <style>, либо прописываются в значении атрибута style самих HTML-элементов.

Вариант подключения стилей в теге <style> используется чаще всего для оптимизации загрузки страницы, ведь в таком случае браузер не будет отправлять дополнительных запросов на сервер. Тег <style> обычно размещают внутри <head>. Например:

<head>

<style>

CSS-код

</style>

</head>

Второй вариант встраивания стилей — содержимое атрибута style. Свойства и значения, прописанные таким образом, применятся точечно к одному элементу:

<div style="width: 50%;"></div>

Обычно использование этого способа считается плохой практикой. Но иногда в виде исключения бывает удобнее воспользоваться встраиванием стилей в атрибут style, чем писать отдельные CSS-правила. Например, когда нужно управлять стилями именно из разметки, и создавать отдельные классы при этом будет излишне. Так бывает, когда какие-то стилевые параметры устанавливаются с помощью сторонних программ или другими людьми, например, через CMS.

Давайте подробнее разберём пример со style="width: 50%;". Предположим, что нужно иметь возможность управлять в разметке шириной с помощью свойства width в диапазоне от 0% до 100%. Чтобы сделать это через CSS, пришлось бы создать 100 классов, и применять их, например:

.width-0 { width: 0% }

.width-1 { width: 1% }

.width-2 { width: 2% }

/\* и так далее… \*/

Намного удобнее будет сделать точечное встраивание стиля с шириной в атрибут style.

Давайте и воспользуемся этим приёмом для стилизации прогресса навыков.

# Конспект: основы CSS

## CSS-правила

CSS — это язык для оформления структурированных документов, например, HTML- документов. Синтаксис — это плоский список CSS-правил. CSS-правило состоит из селектора и перечня свойств и их значений:

селектор {

свойство: значение;

свойство: значение;

}

Для комментариев в CSS используются символы /\* и \*/.

## Селекторы

Селектор находится в начале CSS-правила, до фигурных скобок, и определяет, к каким HTML-элементам применятся свойства и значения из правила.

.feature-kitten {

padding-top: 60px;

}

Простейшие (и самые популярные) селекторы — это селекторы по тегам и по классам. Селекторы по тегам содержат имя тега без символов < и > и применяются ко всем подходящим тегам. Селекторы по классам начинаются с точки, за которой идёт имя класса, и применяются ко всем тегам с подходящим атрибутом class.

h1 { color: red; }

.info { color: blue; }

На странице может быть несколько списков, и стили применятся ко всем спискам, даже к тем, которые вы менять не хотели. Чтобы избежать таких ситуаций, лучше не использовать селекторы по тегам или использовать их как можно реже.

Если у CSS-правил отличаются только селекторы, а свойства и значения одинаковые, то их можно сгруппировать через запятую.

Также можно комбинировать любые типы селекторов через пробел. Такие селекторы называются вложенными или контекстными и читаются справа налево. Например:

nav a {…}

.menu ul {…}

.post .title {…}

## Свойства и значения

Список свойств и значений находится внутри фигурных скобок CSS-правила. Свойство определяет, какую характеристику внешнего вида мы хотим изменить, а значение — как именно.

.feature-kitten {

padding-top: 60px;

}

Каждый раз, когда мы добавляем новое свойство или изменяем его значение, мы меняем что-то на странице.

## Наследование

Наследование в CSS — это механизм, с помощью которого значения свойств элемента-родителя передаются его элементам-потомкам. Стили, присвоенные одному элементу, наследуются всеми потомками (вложенными элементами), но только в том случае, если они где-то явно не переопределены.

## Составные свойства

В CSS есть обычные свойства, управляющие одним параметром отображения, и есть составные свойства, управляющие одновременно несколькими параметрами. Например, свойство font. Оно задаёт сразу шесть параметров: размер и название шрифта, высоту строки и некоторые другие.

font: 16px/26px "Arial", sans-serif;

Если значение обычного свойства не было задано в составном, то браузер при «расшифровке» использует исходное значение этого свойства.

## Типы значений: абсолютные и относительные

Абсолютные единицы измерения привязаны к настоящим физическим размерам и связаны между собой жёсткими пропорциями. Пиксели, px, используют чаще всего, остальные абсолютные единицы почти не применяют. Примеры абсолютных единиц измерения:

font-size: 1cm;

font-size: 10mm;

font-size: 38px;

Относительные единицы измерения описывают значения, которые зависят от других значений. Например, ширина элемента в процентах зависит от ширины родительского элемента, а ширина элемента в em зависит от размера шрифта самого элемента. К относительным единицам относятся em, rem, vh, vw и некоторые другие, ну и, конечно же, проценты.

## Стили по умолчанию

Некоторым элементам можно не задавать никаких стилей, но у них всё равно будет какое-то оформление. Например, у списка <ul> есть отступы и маркеры. Такие стили называются стилями по умолчанию и задаются внутри браузерных стилей изначально. Их можно переопределить или сбросить, задав другие значения свойств элементу.

## Каскадирование

Когда браузер отрисовывает страницу, он должен определить итоговый вид каждого HTML-элемента. Для этого он собирает все CSS-правила, которые относятся к каждому элементу, ведь на элемент могут влиять сразу несколько CSS-правил. Механизм комбинирования стилей из разных источников в итоговый набор свойств и значений для каждого тега называется каскадностью. Например, есть такой элемент в разметке:

<p class="beloved-color">Зелёный - мой любимый цвет</p>

Заданные стили:

.beloved-color { color: green; }

Браузерные стили:

margin: 1em 0;

Итоговые стили:

color: green;

margin: 1em 0;

## Конфликт свойств

На один элемент могут действовать несколько CSS-правил. Если в этих правилах есть одинаковые свойства с разными значениями, то возникает конфликт. Например:

ul { list-style: disc; }

.blog-navigation ul { list-style: none; }

Браузеру нужно как-то решать, какими будут итоговые значения конфликтующих свойств. Конфликт разрешается максимум за три шага. Если на текущем шаге определиться не удалось, то выполняется следующий шаг. Вот эти шаги:

1. Сравниваются приоритеты стилевых файлов, в которых находятся конфликтующие свойства. Например, авторские (то есть наши) стили приоритетнее браузерных.
2. Сравнивается специфичность селекторов у CSS-правил с конфликтующими свойствами. Например, селектор по классу более специфичен, чем селектор по тегу.
3. Побеждает то свойство, которое находится ниже в коде.

Каскад работает и внутри CSS-правил.

## Встраивание и подключение внешних стилей

Внешние стили подключаются через тег <link>

<link rel="stylesheet" href="style.css">

Встраивание стилей в тег <style>. Его обычно размещают внутри <head>:

<head>

<style>

CSS-код

</style>

</head>

Такой способ используется для оптимизации загрузки страницы, ведь в таком случае браузер не будет отправлять дополнительных запросов на сервер.

Встраивание в атрибут style:

<div style="width: 50%;"></div>

Свойства и значения, прописанные таким образом, применятся точечно к одному элементу.

Обычно использование этого способа считается плохой практикой. Но иногда в виде исключения бывает удобнее воспользоваться встраиванием стилей в атрибут style, чем писать отдельные CSS-правила. Например, когда нужно управлять стилями именно из разметки, и создавать отдельные классы при этом будет излишне. Так бывает, когда какие-то стилевые параметры устанавливаются с помощью сторонних программ или другими людьми, например, через CMS

# Свойство font-size, размер шрифта

В [прошлой части](https://htmlacademy.ru/courses/307) мы познакомились с основными механизмами CSS, но не рассматривали подробности работы отдельных CSS-свойств. Поэтому в этой части вас ожидает полное погружение в CSS. А начнём его с оформления основы любой страницы в интернете — а именно с оформления текста.

Самый главный «текстовый» параметр, которым можно управлять — это шрифт. Какой именно задан шрифт, какого он размера, начертания и насыщенности — разберём эти свойства по порядку.

Размером шрифта управляет свойство font-size. Значение свойства задаёт желаемую высоту символа шрифта. Причём единицы измерения могут быть абсолютными или относительными. Мы уже рассматривали единицы измерения в одном из [заданий прошлой части](https://htmlacademy.ru/courses/307/run/8), при работе с размерами шрифта они также актуальны.

Самая часто используемая единица измерения размера шрифта — пиксели px:

p {

font-size: 20px;

}

На самом деле абсолютную величину размера шрифта можно задавать не только в пикселях, пунктах и других величинах, но и особыми «шрифтовыми» ключевыми словами: xx-small, x-small, small, medium, large, x-large и xx-large. На практике этими единицами измерения пользуются редко. Подробно об этих ключевых словах можно узнать в [спецификации](https://www.w3.org/TR/css-fonts-3/#font-size-prop).

# Относительный размер шрифта

Абсолютные величины применительно к размеру шрифта — это простое, но не совсем гибкое решение и применяется для самых простых случаев.

К примеру, для всего документа задан размер шрифта:

body { font-size: 16px; }

В [задании про наследование](https://htmlacademy.ru/courses/307/run/4) мы разбирали, что все дочерние элементы с *необъявленным* значением размера шрифта унаследуют этот размер, то есть 16px.

Заголовку на странице мы зададим другое фиксированное значение размера шрифта:

h1 { font-size: 32px; }

Пока что всё хорошо. Но представьте, что теперь появляется требование: на больших экранах мониторов увеличить размер шрифта документа с 16px до 20px. Если поменять размер у body, то у «наследников» размер тоже изменится. Но у заголовка размер никак не поменяется, он будет фиксированным — 32px.

Хочется сделать так, чтобы при изменении основного размера шрифта для родителя (в нашем случае это body), его дочерние элементы пропорционально меняли свои размеры шрифта. И для этого случая есть специальная единица измерения — em.

Величина 1em — это *такой же* размер шрифта, что и у родителя. Соответственно, если мы хотим, чтобы шрифт дочернего элемента был всегда в 2 раза больше родительского, то зададим значение 2em:

h1 { font-size: 2em; }

Такой подход к написанию стилей позволяет сделать код более гибким.

Наравне с «абсолютными» ключевыми словами существует пара «относительных» ключевых слов, которые применяются к размеру шрифта: larger и smaller. Они буквально делают размер шрифта элемента *больше* или *меньше* того размера, который задан его родительскому элементу. Подробно об этих ключевых словах можно узнать в [спецификации](https://www.w3.org/TR/css-fonts-3/#relative-size-value).

# Свойство line-height, высота строки

Окей, с помощью свойства font-size мы управляем размером отдельных символов шрифта. Но дело в том, что тексты — это обычно больше, чем набор символов. Тексты состоят из строк, которые располагаются друг под другом. И хотелось бы уметь управлять расположением этих строк относительно друг друга и другого контента.

Для этого в CSS есть свойство line-height. Оно управляет высотой строки или, если точнее, межстрочным интервалом.

Как и в случае с размером шрифта, значения line-height можно задавать разными способами.

По умолчанию это свойство имеет значение normal. Оно указывает браузеру, что межстрочный интервал нужно подобрать автоматически, исходя из размера шрифта. Спецификация рекомендует устанавливать его в пределах 100-120% от размера шрифта. То есть:

p {

font-size: 10px;

line-height: normal; /\* значение будет примерно 12px \*/

}

Значение normal позволяет всем нестилизованным текстам выглядеть удобочитаемо. Однако, если есть необходимость отойти от стилизации по умолчанию, line-height можно задать фиксированное абсолютное значение в px.

p {

font-size: 16px;

line-height: 26px;

}

**Относительная высота строки**

Итак, какие варианты для line-height мы уже рассмотрели:

* относительное значение normal, вычисляется браузером в зависимости от font-size автоматически, *мы не можем им управлять*;
* абсолютное значение в px.

А если нам нужно задать относительное значение, но не такое, как normal? Так тоже можно. Для этого значение line-height задаётся в процентах или в виде множителя. В таком случае браузер вычисляет значение динамически в зависимости от font-size:

p {

font-size: 10px;

line-height: 150%; /\* вычисленное значение: 10px \* 150% = 15px \*/

line-height: 2; /\* вычисленное значение: 10px \* 2 = 20px \*/

}

Как вы понимаете, относительные значения более гибкие, чем абсолютные. Но для простых сайтов, таких как наш, фиксированных font-size и line-height будет вполне достаточно.

**Свойство font-family, семейство шрифта**

Мы уже разобрались с размерами шрифта, но как же задавать сам шрифт?

Для этого есть специальное свойство — font-family. В значении этого свойства указывается список названий шрифтов, перечисленных через запятую. В начале списка располагают самый желаемый шрифт, затем менее желаемый, а в самом конце списка — общий тип шрифта. Браузер проходит по списку слева направо и использует первый найденный в системе или на сайте шрифт. Пример:

body {

font-family: "PT Sans", "Arial", sans-serif;

}

Если название шрифта состоит из нескольких слов, то его нужно заключать в кавычки. Одинарные названия можно оставлять как без кавычек, так и с ними для единообразия. Если браузер не находит на сайте или в операционной системе ни одно из перечисленных названий шрифтов, то он применяет последнее значение — общий системный тип шрифта. Самые распространённые типы шрифта:

* serif — шрифт с засечками;
* sans-serif — шрифт без засечек.

На самом деле, кроме serif и sans-serif есть ещё менее распространённые типы шрифта:

* monospace — моноширинный шрифт;
* cursive — шрифт с неформальным начертанием, например, имитация рукописного текста или леттеринга;
* fantasy — декоративный шрифт, например, всемирно известный Comic Sans.

**Свойство font-weight, насыщенность шрифта**

Ещё один параметр шрифта, которым мы можем управлять — это насыщенность или толщина шрифта. Шрифт может быть жирнее или тоньше обычного начертания. Устанавливается насыщенность с помощью свойства font-weight. В качестве значения можно использовать ключевое слово или число. Самые часто встречающиеся значения:

* 400 или normal — обычный шрифт, значение по умолчанию;
* 700 или bold — жирный шрифт.

Например:

h1 {

font-weight: 400; /\* то же самое что и normal \*/

}

p {

font-weight: bold; /\* то же самое что и 700 \*/

}

На самом деле, font-weight может принимать одно из девяти числовых вариантов насыщенности:

* 100: Thin;
* 200: Extra Light (Ultra Light);
* 300: Light;
* 400: Normal;
* 500: Medium;
* 600: Semi Bold (Demi Bold);
* 700: Bold;
* 800: Extra Bold (Ultra Bold);
* 900: Black (Heavy).

Все эти числовые значения задают степень толщины шрифта от самого тонкого до самого толстого.

Но в большинстве системных шрифтов всё равно есть только два варианта толщины: обычный normal (400) и жирный bold (700). Поэтому и остальные значения свойства используются реже.

Кроме перечисленных выше числовых значений у font-weight может быть ещё два относительных значения: bolder и lighter. Эти значения делают шрифт жирнее и тоньше, чем текущее или унаследованное значение.

На самом деле, font-weight может принимать одно из девяти числовых вариантов насыщенности:

* 100: Thin;
* 200: Extra Light (Ultra Light);
* 300: Light;
* 400: Normal;
* 500: Medium;
* 600: Semi Bold (Demi Bold);
* 700: Bold;
* 800: Extra Bold (Ultra Bold);
* 900: Black (Heavy).

Все эти числовые значения задают степень толщины шрифта от самого тонкого до самого толстого.

Но в большинстве системных шрифтов всё равно есть только два варианта толщины: обычный normal (400) и жирный bold (700). Поэтому и остальные значения свойства используются реже.

Кроме перечисленных выше числовых значений у font-weight может быть ещё два относительных значения: bolder и lighter. Эти значения делают шрифт жирнее и тоньше, чем текущее или унаследованное значение.

# Свойство text-align, горизонтальное выравнивание текста

Следующее свойство text-align описывает, как выравнивается текст внутри блока по горизонтали (на самом деле не только текст, но об этом в [следующем задании](https://htmlacademy.ru/courses/309/run/8)).

Свойство может принимать следующие значения:

1. left — выравнивание по левому краю блока, это значение по умолчанию;
2. right — по правому краю блока;
3. center — по центру блока;
4. justify — по ширине блока, при этом слова в строке будут размещаться так, чтобы занять равномерно всё пространство строки (пробелы между словами в таком случае становятся неравномерными, так как браузер «растягивает» слова в строке).

Важно помнить, что свойство text-align применяется именно к самому блоку-контейнеру, внутри которого находится текстовый контент:

HTML:

<p>

Я текст внутри абзаца

</p>

CSS:

p {

text-align: center;

}

На самом деле существует ещё два значения text-align: это выравнивание к началу блока start и выравнивание к концу блока end. Если вы попробуете применить эти значения, то увидите, что эффект от значения start совпадает со значением left, а end делает то же самое, что и right.

Но это не всегда так. Дело в том, что не во всех языках текст пишется слева направо. Например, в японском текст пишется сверху вниз, и в этом случае значения left и right уже не так логичны, как в «европейских» языках.

Именно чтобы сделать CSS-код универсальным для любых направлений написания текста и появились такие значения text-align. Кстати, для управления направлением текста есть специальное свойство — [writing-mode](https://www.w3.org/TR/css-writing-modes-3/#propdef-writing-mode).

# Выравнивание text-align не только для текста

[На прошлом шаге](https://htmlacademy.ru/courses/309/run/7) мы упоминали, что свойство text-align способно влиять не только на тексты, но и другие элементы. Эти элементы должны быть *инлайновыми*, то есть это изображения, инлайн-блоки, инлайн-таблицы и другие.

Например, сейчас в задании мы разберём такой приём, который больше напоминает трюк, так как мы используем text-align для выравнивания картинки <img> внутри контейнера, то есть по факту для создания простейшей «сетки». Но об этой особенности свойства text-align очень полезно знать, так как это вполне легальный способ выравнивания элементов.

Вперёд к заданию.

Тема инлайнового контекста форматирования — целый отдельный мир CSS. В [спецификации](https://www.w3.org/TR/css-display-3/#inline-level) описаны разные виды блоков, которые участвуют в формировании потока документа. Также есть [замечательная книга](https://css-live.ru/articles/obzor-inlajnovyj-kontekst-formatirovaniya.html) на русском об этой простой на первый взгляд, но на самом деле достаточно комплексной теме.

**Свойство vertical-align, вертикальное выравнивание текста**

Если есть свойство для горизонтального выравнивания, то должно быть и для вертикального? Да, и это свойство vertical-align.

Этим свойством можно выравнивать *инлайновые* элементы относительно содержащей его строки. Самый простой пример, который мы разберём в этом задании — выровнять картинку <img> по вертикали в текстовой строке.

У свойства vertical-align много значений, но самые часто используемые:

1. top — выравнивание по верхнему краю строки;
2. middle — по середине строки;
3. bottom — по нижнему краю строки;
4. baseline — по базовой линии строки (значение по умолчанию).

В отличие от text-align свойство vertical-align задаётся самому элементу, а не содержащему его контейнеру:

HTML:

<p>

<img src="picture.png" alt="Я картинка">

Я текст внутри абзаца

</p>

CSS:

img {

vertical-align: middle;

}

Помимо ключевых слов для vertical-align ещё есть возможность задавать значения в пикселях и процентах.

Процентное значение (например, vertical-align: 100%) вычисляется относительно заданной высоты строки line-height. Значение 0% — это то же самое, что и baseline, а ещё оно может быть как положительным, так и отрицательным.

Значение в пикселях (например, vertical-align: 10px) работает аналогично процентному, только отсчитывается в пикселях в большую или меньшую сторону. Значение 0px эквивалентно baseline.

# Использование фона для оформления текста

Ещё один важный параметр текста — его цвет. Управляется он свойством color. Подробно это свойство и его значения разберём в [следующем задании](https://htmlacademy.ru/courses/309/run/11). А в этом узнаем, как можно использовать фон блока для оформления текста, а также как цвет фона и цвет текста должны сочетаться.

Цвет в CSS чаще всего задаётся в шестнадцатеричном формате с символом решётки в начале:

#000000 — чёрный цвет;

#ffffff — белый цвет;

#ff0000 — красный цвет и так далее.

Фоновое изображение для блока задаётся свойством background-image, а фоновый цвет — свойством background-color:

div {

background-image: url("путь\_к\_файлу\_изображения.png");

background-color: #cccccc;

}

Фоновое изображение и фоновый цвет блока всегда должны достаточно сильно контрастировать с цветом текста. Чем больше контраст, тем удобнее читается текст в разных условиях освещённости и на разных устройствах. Поэтому если вы задаёте блоку фоновое изображение, нужно обязательно дополнительно задавать подходящий фоновый цвет. В этом случае, пока изображение загружается, или в случае, если оно совсем не загрузится, текст всё равно можно будет прочитать:

p {

/\* идеальный контраст: цвет текста белый, цвет фона — чёрный \*/

background-color: #000000;

color: #ffffff;

}

span {

/\* плохой контраст: цвет текста и фона — серые \*/

background-color: #cccccc;

color: #dddddd;

}

Подробно работа с фонами в CSS рассматривается в части «[Фоны. Знакомство](https://htmlacademy.ru/courses/53)» и «[Рамки и фоны. Погружение](https://htmlacademy.ru/courses/88)».

# Свойство color, цвет текста

Мы помним, что цветом текста и фона можно управлять свойствами color и background-color.

Теперь разберёмся подробно со значениями этих свойств.

Цвет может быть задан в виде ключевого слова (полный список ключевых слов приводится в [спецификации](https://www.w3.org/TR/css-color-3/#svg-color)). Например:

color: black; /\* чёрный цвет \*/

color: red; /\* красный цвет \*/

color: white; /\* белый цвет \*/

Ещё один вариант указания цвета — в виде [шестнадцатеричного значения](https://ru.wikipedia.org/wiki/%D0%A8%D0%B5%D1%81%D1%82%D0%BD%D0%B0%D0%B4%D1%86%D0%B0%D1%82%D0%B5%D1%80%D0%B8%D1%87%D0%BD%D0%B0%D1%8F_%D1%81%D0%B8%D1%81%D1%82%D0%B5%D0%BC%D0%B0_%D1%81%D1%87%D0%B8%D1%81%D0%BB%D0%B5%D0%BD%D0%B8%D1%8F). Именно им мы пользовались в [прошлом задании](https://htmlacademy.ru/courses/309/run/10). В этом случае цвет формируется из *красной*, *зелёной* и *синей* составляющих, заданных в виде шестнадцатеричного числа от 00 до ff. Помимо шести, цветовой код может содержать три знака, в этом случае второй символ в цветовых составляющих дублируется первым:

color: #000000; /\* чёрный цвет \*/

color: #f00; /\* красный цвет, то же что #ff0000 \*/

color: #fff; /\* белый цвет, то же что #ffffff \*/

Если не хочется иметь дело с шестнадцатеричными значениями, можно воспользоваться специальной функцией rgb, в которой указывается цвет в более привычном десятичном виде в диапазоне от 0 до 255 также в виде трёх цветовых составляющих, перечисленных через запятую:

color: rgb(0, 0, 0) /\* чёрный, то же что #000000 \*/

color: rgb(255, 0, 0) /\* красный, то же что #ff0000 \*/

color: rgb(255, 255, 255) /\* белый, то же что #ffffff \*/

У функции rgb есть расширенная версия — rgba. В этом случае помимо указания цвета последним значением указывается степень непрозрачности цвета — alpha. Значение может быть от 0 (полностью прозрачный) до 1 (полностью непрозрачный):

color: rgba(0, 0, 0, 0.5) /\* чёрный, непрозрачный на 50% \*/

color: rgba(255, 0, 0, 0.3) /\* красный, непрозрачный на 30% \*/

color: rgba(255, 255, 255, 0.9) /\* белый, непрозрачный на 90% \*/

# Использование отступов для оформления текста

Чтобы текст был более читаемым, необходимо наличие свободного пространства в блоке для этого текста. Вокруг текста должно быть достаточно «воздуха», он не должен «прилипать» к краям, ему не должно быть «тесно».

За отступы в CSS отвечают два свойства: padding задаёт внутренние отступы в блоке, а margin задаёт внешние отступы. Пример, как можно их использовать:

p {

padding: 10px;

margin: 20px 0;

}

В примере выше задан внутренний отступ со всех сторон 10px, а также внешний отступ сверху и снизу 20px и 0px слева и справа. Это [составные](https://htmlacademy.ru/courses/307/run/7) свойства. Подробно padding и margin разбираются в части «[Блочная модель документа](https://htmlacademy.ru/courses/44)».

Посмотрите на блок aside на нашем сайте. Блоку явно не хватает отступов, давайте добавим их!

# Свойство white-space, управление пробелами

Как вы [уже знаете](https://htmlacademy.ru/courses/301/run/7), браузер игнорирует множественные пробелы и переносы строк в HTML-коде. Изменить это поведение можно с помощью тега <pre>.

Однако, с помощью CSS управлять пробелами и переносами можно более гибко. За это отвечает свойство white-space, значения которого:

* nowrap — схлопывает лишние пробелы и отображает весь текст одной строкой без переносов;
* pre — сохраняет пробелы и переносы как в исходном коде аналогично тегу <pre>;
* pre-wrap — работает как значение pre, но добавляет автоматические переносы, если текст не помещается в контейнер;
* normal — режим по умолчанию: лишние пробелы и переносы строк схлопываются, текст переносится, пробелы в конце строк удаляются.

На самом деле у свойства по [спецификации](https://www.w3.org/TR/css-text-3/#propdef-white-space) может быть ещё два значения:

* break-spaces — поведение идентично pre-wrap, но при схлопывании пробелов остаются нетронутыми *зарезервированные* пробелы, такие как пробелы в конце строки;
* pre-line — как normal, лишние пробелы схлопываются, но строки переносятся на символе переноса строки, на <br> и по мере заполнения строки.

# Стилизация преформатированного текста

В этом задании давайте стилизуем блок <pre> с дочерним <code>. В задачах вам нужно будет только раскомментировать блоки с кодом. Но давайте подробно разберёмся, что именно мы раскомментируем.

Итак, первая задача.

В первом раскомментируемом правиле для pre и code задаются цвет текста color и фоновый цвет background-color. Их мы разбирали в [одном из прошлых заданий](https://htmlacademy.ru/courses/309/run/10).

Дальше идут свойства border и border-radius, мы уже немного пробовали работать с этими свойствами, так что вам они знакомы.

Ещё в первом раскомментированном правиле осталось свойство font-family. Помните, в [задании](https://htmlacademy.ru/courses/309/run/5) про font-family упоминался моноширинный шрифт? Так вот тут мы этим типом шрифта и воспользовались. Название *моноширинный* хоть и звучит непонятно, но по сути своей не сложно. В моноширинном шрифте все символы занимают одинаковое пространство. Такой шрифт использовался раньше в печатных машинках, а сейчас популярен в редакторах кода. Даже сейчас в редакторе кода, в котором вы проходите задания, вы набираете текст именно моноширинным шрифтом.

Ок, идём дальше. Следующими идут отдельные правила для pre и code, в которых задаются внутренние отступы. С ними [вы тоже уже знакомы](https://htmlacademy.ru/courses/309/run/12).

Перейдём ко второй задаче.

Как вы увидите после выполнения первой задачи, к блоку <code> внутри <pre> применились «лишние» свойства. Давайте их переопределим [по каскаду](https://htmlacademy.ru/courses/307/run/12).

# Свойство text-decoration, подчёркивание и другие эффекты

Дополнительное оформление текста можно задать с помощью свойства text-decoration. Вот его значения:

1. underline — подчёркивание;
2. line-through — зачёркивание;
3. overline — надчёркивание;
4. none — убирает вышеперечисленные эффекты.

К тексту можно одновременно применить несколько эффектов, если перечислить значения через пробел:

p {

text-decoration: underline; /\* подчёркнутый текст \*/

}

span {

/\* подчёркнутый и зачёркнутый текст \*/

text-decoration: underline line-through;

}

Свойство text-decoration — [составное](https://htmlacademy.ru/courses/307/run/7), а это значит, что его можно разложить на следующие свойства:

* text-decoration-line — вид линии: зачёркивание, подчёркивание или надчёркивание;
* text-decoration-style — стиль линии, может принимать значения:
  + solid — сплошная линия;
  + double — двойная линия;
  + dotted — точечная линия;
  + dashed — пунктирная линия;
  + wavy — волнистая линия.
* text-decoration-color — цвет линии.

**Свойство font-style, курсив**

Начертание текста можно задавать с помощью свойства font-style. Вот его основные значения:

1. normal — обычное начертание;
2. italic — курсивное начертание;
3. oblique — наклонное начертание.

Закономерный вопрос — а чем отличается курсивное и наклонное начертание?

Если задано значение italic, браузер будет пытаться найти в заданном шрифте отдельное курсивное начертание символов. В некоторых шрифтах отдельный курсив предусмотрен.

Если отдельного курсивного начертания в шрифте не предусмотрено, то браузер сделает текст наклонным, то есть сымитирует курсив. Что равноценно заданию тексту значения font-style: oblique.

Закрепим теорию практикой.

**Свойство text-transform, регистр символов**

С помощью CSS можно также управлять регистром символов: делать буквы строчными (маленькими) или заглавными (большими). Делается это с помощью свойства text-transform. Его значения:

1. lowercase — все строчные;
2. uppercase — все заглавные;
3. capitalize — каждое слово начинается с большой буквы;
4. none — отменяет изменение регистра.

Без лишних слов — к практике!

# Шлифуем футер

Вот мы и освоили основные CSS-свойства для оформления текста. Наш сайт почти полностью оформлен.

Давайте ещё сделаем последний штрих и добавим стилизацию к подвалу сайта. Для этого мы используем уже известные вам свойства: color, border и padding.

На этом тренажёр подходит к концу, вы закончили разметку и стилизацию целого сайта! Поздравляем! А по [этой ссылке](https://htmlacademy.ru/assets/courses/309/project-state-final.zip?n) можно скачать финальное состояние вёрстки.

# Конспект «Оформление текста»

## Свойство font-size

Управляет размером шрифта. Значение свойства задаёт желаемую высоту символа шрифта. Причём единицы измерения могут быть [абсолютными или относительными](https://htmlacademy.ru/courses/307/run/8).

Самая часто используемая единица измерения размера шрифта — пиксели px:

p {

font-size: 20px;

}

Но, чтобы при изменении основного размера шрифта родителя его дочерние элементы пропорционально меняли свои размеры шрифта, есть специальная единица измерения — em.

Величина 1em — это *такой же* размер шрифта, что и у родителя. Соответственно, если нужно, чтобы шрифт дочернего элемента был всегда в 2 раза больше родительского, то надо задать значение 2em:

h1 {

font-size: 2em;

}

## Свойство line-height

Свойство управляет высотой строки или межстрочным интервалом.

По умолчанию это свойство имеет значение normal. Оно указывает браузеру, что межстрочный интервал нужно подобрать автоматически, исходя из размера шрифта. Спецификация рекомендует устанавливать его в пределах 100-120% от размера шрифта. То есть:

p {

font-size: 10px;

line-height: normal; /\* значение будет примерно 12px \*/

}

Значение normal позволяет всем нестилизованным текстам выглядеть удобочитаемо. Однако, если есть необходимость отойти от стилизации по умолчанию, line-height можно задать фиксированное абсолютное значение в px.

p {

font-size: 16px;

line-height: 26px;

}

Если нужно задать line-height относительное значение, но не такое, как normal, то значение задаётся в процентах или в виде множителя. В таком случае браузер вычисляет значение динамически в зависимости от font-size:

p {

font-size: 10px;

line-height: 150%; /\* вычисленное значение: 10px \* 150% = 15px \*/

line-height: 2; /\* вычисленное значение: 10px \* 2 = 20px \*/

}

Относительные значения более гибкие, чем абсолютные. Но для простых сайтов фиксированных font-size и line-height будет вполне достаточно.

## Свойство font-family

В значении этого свойства указывается список названий шрифтов, перечисленных через запятую. В начале списка располагают самый желаемый шрифт, затем менее желаемый, а в самом конце списка — общий тип шрифта. Браузер проходит по списку слева направо и использует первый найденный в системе или на сайте шрифт. Если название шрифта состоит из нескольких слов, то его нужно заключать в кавычки.

body {

font-family: "PT Sans", "Arial", sans-serif;

}

## Свойство font-weight

Свойство задаёт насыщенность или толщину шрифта. Шрифт может быть жирнее или тоньше обычного начертания. В качестве значения можно использовать ключевое слово или число. Самые часто встречающиеся значения:

* 400 или normal — обычный шрифт, значение по умолчанию;
* 700 или bold — жирный шрифт.

Например:

h1 {

font-weight: 400; /\* то же самое что и normal \*/

}

p {

font-weight: bold; /\* то же самое что и 700 \*/

}

## Свойство text-align

Описывает, как выравнивается текст и другие инлайновые элементы (изображения, инлайн-блоки, инлайн-таблицы и другие) внутри блока по горизонтали.

Свойство может принимать следующие значения:

1. left — выравнивание по левому краю блока, это значение по умолчанию;
2. right — по правому краю блока;
3. center — по центру блока;
4. justify — по ширине блока, при этом слова в строке будут размещаться так, чтобы занять равномерно всё пространство строки (пробелы между словами в таком случае становятся неравномерными, так как браузер «растягивает» слова в строке).

Важно помнить, что свойство text-align применяется именно к самому блоку-контейнеру, внутри которого находится текстовый контент:

HTML:

<p>

Я текст внутри абзаца

</p>

CSS:

p {

text-align: center;

}

## Свойство vertical-align

Свойством можно выравнивать *инлайновые* элементы относительно содержащей его строки. Самый простой пример — выровнять картинку <img> по вертикали в текстовой строке.

У свойства vertical-align много значений, но самые часто используемые:

1. top — выравнивание по верхнему краю строки;
2. middle — по середине строки;
3. bottom — по нижнему краю строки;
4. baseline — по базовой линии строки (значение по умолчанию).

В отличие от text-align свойство vertical-align задаётся самому элементу, а не содержащему его контейнеру:

HTML:

<p>

<img src="picture.png" alt="Я картинка">

Я текст внутри абзаца

</p>

CSS:

img {

vertical-align: middle;

}

## Свойство color

Цветом текста можно управлять свойством color.

Цвет может быть задан в виде ключевого слова (полный список ключевых слов приводится в [спецификации](https://www.w3.org/TR/css-color-3/#svg-color)). Например:

color: black; /\* чёрный цвет \*/

color: red; /\* красный цвет \*/

color: white; /\* белый цвет \*/

Ещё один вариант указания цвета — в виде [шестнадцатеричного значения](https://ru.wikipedia.org/wiki/%D0%A8%D0%B5%D1%81%D1%82%D0%BD%D0%B0%D0%B4%D1%86%D0%B0%D1%82%D0%B5%D1%80%D0%B8%D1%87%D0%BD%D0%B0%D1%8F_%D1%81%D0%B8%D1%81%D1%82%D0%B5%D0%BC%D0%B0_%D1%81%D1%87%D0%B8%D1%81%D0%BB%D0%B5%D0%BD%D0%B8%D1%8F). В этом случае цвет формируется из *красной*, *зелёной* и *синей* составляющих, заданных в виде шестнадцатеричного числа от 00 до ff. Помимо шести, цветовой код может содержать три знака, в этом случае второй символ в цветовых составляющих дублируется первым:

color: #000000; /\* чёрный цвет \*/

color: #f00; /\* красный цвет, то же что #ff0000 \*/

color: #fff; /\* белый цвет, то же что #ffffff \*/

Если не хочется иметь дело с шестнадцатеричными значениями, можно воспользоваться специальной функцией rgb, в которой указывается цвет в более привычном десятичном виде в диапазоне от 0 до 255 также в виде трёх цветовых составляющих, перечисленных через запятую:

color: rgb(0, 0, 0) /\* чёрный, то же что #000000 \*/

color: rgb(255, 0, 0) /\* красный, то же что #ff0000 \*/

color: rgb(255, 255, 255) /\* белый, то же что #ffffff \*/

У функции rgb есть расширенная версия — rgba. В этом случае помимо указания цвета последним значением указывается степень непрозрачности цвета — alpha. Значение может быть от 0 (полностью прозрачный) до 1 (полностью непрозрачный):

color: rgba(0, 0, 0, 0.5) /\* чёрный, непрозрачный на 50% \*/

color: rgba(255, 0, 0, 0.3) /\* красный, непрозрачный на 30% \*/

color: rgba(255, 255, 255, 0.9) /\* белый, непрозрачный на 90% \*/

## Контраст цвета текста и фона

Фоновое изображение и фоновый цвет блока всегда должен достаточно сильно контрастировать с цветом текста в этом блоке. Чем больше контраст, тем удобнее этот текст читать в разных условиях освещённости и на разных устройствах. Поэтому если вы задаёте блоку фоновое изображение, нужно обязательно дополнительно задавать подходящий фоновый цвет. В этом случае, пока изображение загружается, или в случае, если оно совсем не загрузится, текст всё равно можно будет прочитать:

p {

/\* идеальный контраст: цвет текста белый, цвет фона — чёрный \*/

background-color: #000000;

color: #ffffff;

}

span {

/\* плохой контраст: цвет текста и фона — серые \*/

background-color: #cccccc;

color: #dddddd;

}

## Свойство white-space, управление пробелами

Браузер игнорирует множественные пробелы и переносы строк в HTML-коде. С помощью свойства white-space можно управлять пробелами и переносами строк. Свойство принимает значения:

* nowrap — схлопывает лишние пробелы и отображает весь текст одной строкой без переносов;
* pre — сохраняет пробелы и переносы как в исходном коде аналогично тегу <pre>;
* pre-wrap — работает как значение pre, но добавляет автоматические переносы, если текст не помещается в контейнер;
* normal — режим по умолчанию: лишние пробелы и переносы строк схлопываются, текст переносится, пробелы в конце строк удаляются.

## Свойство text-decoration

Задаёт дополнительное оформление текста. Значения свойства:

1. underline — подчёркивание;
2. line-through — зачёркивание;
3. overline — надчёркивание;
4. none — убирает вышеперечисленные эффекты.

К тексту можно одновременно применить несколько эффектов, если перечислить значения через пробел:

p {

text-decoration: underline; /\* подчёркнутый текст \*/

}

span {

/\* подчёркнутый и зачёркнутый текст \*/

text-decoration: underline line-through;

}

Свойство text-decoration — [составное](https://htmlacademy.ru/courses/307/run/7). Оно раскладывается на отдельные свойства:

* text-decoration-line — вид линии: зачёркивание, подчёркивание или надчёркивание;
* text-decoration-style — стиль линии, может принимать значения:
  + solid — сплошная линия;
  + double — двойная линия;
  + dotted — точечная линия;
  + dashed — пунктирная линия;
  + wavy — волнистая линия.
* text-decoration-color — цвет линии.

## Свойство font-style

Свойством можно задать начертание текста. Его основные значения:

1. normal — обычное начертание;
2. italic — курсивное начертание;
3. oblique — наклонное начертание.

Если задано значение italic, браузер будет пытаться найти в заданном шрифте отдельное курсивное начертание символов. В некоторых шрифтах отдельный курсив предусмотрен.

Если отдельного курсивного начертания в шрифте не предусмотрено, то браузер сделает текст наклонным, то есть сымитирует курсив. Что равноценно заданию тексту значения font-style: oblique.

## Свойство text-transform

С его помощью можно управлять регистром символов: делать буквы строчными (маленькими) или заглавными (большими). Значения свойства:

1. lowercase — все строчные;
2. uppercase — все заглавные;
3. capitalize — каждое слово начинается с большой буквы;
4. none — отменяет изменение регистра.

## Отступы

Важный фактор того, что текст в блоке будет удобочитаемым, это наличие свободного пространства в блоке для этого текста. Вокруг текста должно быть достаточно «воздуха», он не должен «прилипать» к краям, ему не должно быть «тесно».

За отступы в CSS отвечают два свойства: padding задаёт внутренние отступы в блоке, а margin задаёт внешние отступы.

!!!

# Конспект «Основы HTML и CSS»

## HTML

HTML расшифровывается как «Hypertext Markup Language», то есть «язык гипертекстовой разметки».

Язык HTML отвечает за структуру и содержание страницы. HTML состоит из тегов, а тег состоит из имени, заключённого между знаками «меньше» и «больше». Примеры тегов: <h1>, <p>, <ul>.

### **Парные теги**

Теги бывают парными и одиночными. Парные теги могут содержать текст и другие теги. У парных тегов, в отличие от одиночных, есть вторая половинка — закрывающий тег:

<h1>Текст заголовка</h1>

В закрывающей части парных тегов перед именем ставится символ / («слэш»).

В парные теги можно вкладывать другие теги. Например, как в списках:

<ul>

<li>Элемент списка</li>

</ul>

У вложенных тегов всегда нужно следить за правильным порядком закрытия. Вложенный тег не может закрываться позже родительского:

<ul><li>Элемент списка</ul></li> <!-- Плохо -->

<ul><li>Элемент списка</li></ul> <!-- Хорошо -->

Не все теги можно вкладывать в другие теги, например, тег <h1> нельзя вкладывать в <p>.

### **Одиночные теги**

Существуют не только парные, но и одиночные теги. Например, тег <img> позволяет добавить картинку в разметку.

Сам по себе <img> не имеет смысла. Чтобы этот тег был действительно полезен, необходимо написать внутри него адрес, ведущий к картинке. Делается это с помощью атрибута src:

<img src="keks.png">

У тега может быть несколько атрибутов. В этом случае они пишутся через пробел:

<тег атрибут1="значение1" атрибут2="значение2">

Например, картинке при желании можно задать размеры:

<img src="keks.png" width="200" height="100">

### **Комментарии**

Код, заключённый между символами <!-- и -->, работать не будет. Если эти символы удалить, то код заработает, это называется «раскомментировать». С помощью комментариев обычно временно отключают какой-то код или оставляют подсказки и разъяснения.

<!-- Это комментарий в HTML -->

## CSS

CSS расшифровывается как «Cascading Style Sheets», то есть «каскадные таблицы стилей».

Язык CSS отвечает за внешний вид страницы.

С помощью CSS можно задавать параметры для любого тега: ширину и высоту, отступы, цвет и размер шрифта, фон и так далее. Все эти параметры задаются с помощью свойств в следующем формате:

свойство: значение;

Например:

color: red;

padding: 10px;

Стили к тегам добавляются чаще всего при помощи атрибута class.

Например, если мы хотим, чтобы определённые стили, описанные, допустим, в классе feature-kitten, применились к тегу <p>, то в разметке напишем так:

<p class="feature-kitten">...</p>

### **CSS-правила**

Можно сказать, что CSS-правило — это группа свойств и их значений, которая целиком применяется к тем тегам, на которые указывает селектор.

И выглядит это так:

селектор {

свойство1: значение;

свойство2: значение;

}

Задавать стили можно не только с помощью атрибута class, но и по тегам. Селектор указывает, к каким тегам применятся свойства из CSS-правила. Селекторы по тегам работают проще всего: они выбирают все теги с подходящим именем.

p { color: red; }

В примере селектором является p, и он выбирает все теги с именем p (то есть теги <p>), а теги с другим именем, например h1, не выбирает.

Когда же стилизация задаётся по классам, то стили применяются только к тегам с такими классами.

.название\_класса {

свойство: значение;

}

### **Миксование классов**

У HTML-элемента может быть сколько угодно классов, в этом случае они перечисляются в атрибуте class через пробел, например:

<li class="product">Товар</li>

<li class="product hit">Товар, а ещё хит продаж</li>

<li class="product hit sale">Товар, хит продаж и со ски-и-идкой!</li>

Обычно миксование используют так: в один класс выносят общее оформление, а в дополнительных классах описывают его модификации.

### **Комментарии**

В CSS тоже существуют комментарии, их отличие от HTML-комментариев в том, что код или подсказки пишутся между символами /\* и \*/.