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# Проверка сбалансированности

1.0 из 1.0 балла (оценивается)

|  |  |
| --- | --- |
| Имя входного файла: | input.txt |
| Имя выходного файла: | output.txt |
| Ограничение по времени: | 2 секунды |
| Ограничение по памяти: | 256 мегабайт |

АВЛ-дерево является сбалансированным в следующем смысле: для любой вершины высота ее левого поддерева отличается от высоты ее правого поддерева не больше, чем на единицу.

Введем понятие баланса вершины: для вершины дерева V ее баланс B(V) равен разности высоты правого поддерева и высоты левого поддерева. Таким образом, свойство АВЛ-дерева, приведенное выше, можно сформулировать следующим образом: для любой ее вершины V выполняется следующее неравенство:

−1≤B(V)≤1

Обратите внимание, что, по историческим причинам, определение баланса в этой и последующих задачах этой недели "зеркально отражено" по сравнению с определением баланса в лекциях! Надеемся, что этот факт не доставит Вам неудобств. В литературе по алгоритмам — как российской, так и мировой — ситуация, как правило, примерно та же.

Дано двоичное дерево поиска. Для каждой его вершины требуется определить ее баланс.

### Формат входного файла

Входной файл содержит описание двоичного дерева. В первой строке файла находится число N(1≤N≤2⋅105) — число вершин в дереве. В последующих N строках файла находятся описания вершин дерева. В (i+1)-ой строке файла (1≤i≤N) находится описание i-ой вершины, состоящее из трех чисел Ki, Li, Ri, разделенных пробелами — ключа в i-ой вершине (|Ki|≤109), номера левого ребенка i-ой вершины (i<Li≤N или Li=0, если левого ребенка нет) и номера правого ребенка i-ой вершины (i<Ri≤N или Ri=0, если правого ребенка нет).

Все ключи различны. Гарантируется, что данное дерево является деревом поиска.

### Формат выходного файла

Для i-ой вершины в i-ой строке выведите одно число — баланс данной вершины.

### Пример

|  |  |
| --- | --- |
| input.txt | output.txt |
| 6 -2 0 2 8 4 3 9 0 0 3 6 5 6 0 0 0 0 0 | 3 -1 0 0 0 0 |

## Исходный код к задаче 1

#include <fstream>

#include <stack>

using namespace std;

int maximum(int a, int b) {

if (a > b)

return a;

else

return b;

}

class binary\_tree {

public:

struct Node {

int value;

int left\_child;

int right\_child;

int balance = -1;

int height = 0;

int number;

};

binary\_tree(ifstream &input, int new\_size) : size(new\_size) {

tree = new Node[size + 1];

int K, L, R;

for (int i = 1; i <= size; i++) {

input >> K >> L >> R;

tree[i] = {K, L, R, 0};

}

tree[0] = {0, 0, 0, 0, 0, 0};

height(&tree[1]);

balance(&tree[1]);

}

void print\_balance(ofstream &output) {

for (int i = 1; i <= size; i++) {

output << tree[i].balance << '\n';

}

}

void print\_tree(ofstream &output) {

int number = 1;

numerate(&tree[1], &number);

output << size << '\n';

print(output, &tree[1]);

}

void rotateRight(Node \*node) {

if (tree[node->left\_child].balance == 1) {

int B = node->left\_child;

int C = tree[B].right\_child;

int X = tree[C].right\_child;

int Y = tree[C].left\_child;

node->left\_child = X;

tree[B].left\_child = Y;

auto temp = \*node;

\*node = tree[C];

tree[C] = temp;

node->right\_child = C;

node->left\_child = B;

} else {

int B = node->left\_child;

int Y = tree[node->left\_child].right\_child;

tree[B].right\_child = B;

Node temp = tree[B];

node->left\_child = Y;

tree[B] = \*node;

\*node = temp;

}

}

void rotateLeft(Node \*node) {

if (tree[node->right\_child].balance == -1) {

int B = node->right\_child;

int C = tree[B].left\_child;

int X = tree[C].left\_child;

int Y = tree[C].right\_child;

node->right\_child = X;

tree[B].left\_child = Y;

auto temp = \*node;

\*node = tree[C];

tree[C] = temp;

node->left\_child = C;

node->right\_child = B;

} else {

int B = node->right\_child;

int Y = tree[node->right\_child].left\_child;

tree[B].left\_child = B;

Node temp = tree[B];

node->right\_child = Y;

tree[B] = \*node;

\*node = temp;

}

}

private:

Node \*tree;

int size;

int height(Node \*current\_node) {

if (current\_node->right\_child == 0 && current\_node->left\_child == 0) {

current\_node->height = 1;

return 1;

}

int left\_h = 0, right\_h = 0;

if (current\_node->left\_child != 0)

left\_h = height(&tree[current\_node->left\_child]);

if (current\_node->right\_child != 0)

right\_h = height(&tree[current\_node->right\_child]);

current\_node->height = maximum(left\_h, right\_h) + 1;

return current\_node->height;

}

Node \*find(Node \*node, int x) {

if (node->value == x || (node->right\_child == 0 && node->left\_child == 0))

return node;

if (node->value < x) {

if (node->right\_child == 0)

return node;

else

return find(&tree[node->right\_child], x);

} else {

if (node->left\_child == 0)

return node;

else

return find(&tree[node->left\_child], x);

}

}

void balance(Node \*node) {

int left\_h, right\_h;

left\_h = tree[node->left\_child].height;

right\_h = tree[node->right\_child].height;

node->balance = right\_h - left\_h;

if (left\_h == 0 && right\_h == 0)

return;

if (left\_h != 0)

balance(&tree[node->left\_child]);

if (right\_h != 0)

balance(&tree[node->right\_child]);

}

void numerate(Node \*current\_node, int \*current\_number) {

current\_node->number = (\*current\_number)++;

if (current\_node->left\_child != 0)

numerate(&tree[current\_node->left\_child], current\_number);

if (current\_node->right\_child != 0)

numerate(&tree[current\_node->right\_child], current\_number);

}

void print(ofstream &output, Node \*node) {

output << node->value << ' ';

if (node->left\_child != 0)

output << tree[node->left\_child].number << ' ';

else

output << 0 << ' ';

if (node->right\_child != 0)

output << tree[node->right\_child].number << '\n';

else

output << 0 << '\n';

if (node->left\_child != 0)

print(output, &tree[node->left\_child]);

if (node->right\_child != 0)

print(output, &tree[node->right\_child]);

}

};

int main() {

ifstream input ("input.txt");

ofstream output("output.txt");

int n;

input >> n;

binary\_tree tree(input, n);

tree.print\_balance(output);

}

## Бенчмарк к задаче 1

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| № теста | Результат | Время, с | Память | Размер входного файла | Размер выходного файла |
| Max |  | 0.671 | 16777216 | 3986010 | 1688889 |
| 1 | OK | 0.015 | 2363392 | 46 | 19 |
| 2 | OK | 0.000 | 2363392 | 10 | 3 |
| 3 | OK | 0.015 | 2363392 | 17 | 6 |
| 4 | OK | 0.000 | 2367488 | 17 | 7 |
| 5 | OK | 0.000 | 2371584 | 24 | 9 |
| 6 | OK | 0.000 | 2383872 | 24 | 10 |
| 7 | OK | 0.000 | 2379776 | 24 | 9 |
| 8 | OK | 0.000 | 2367488 | 24 | 10 |
| 9 | OK | 0.000 | 2363392 | 24 | 11 |
| 10 | OK | 0.000 | 2367488 | 31 | 12 |
| 11 | OK | 0.000 | 2367488 | 31 | 13 |
| 12 | OK | 0.000 | 2383872 | 31 | 12 |
| 13 | OK | 0.015 | 2383872 | 31 | 13 |
| 14 | OK | 0.015 | 2363392 | 31 | 14 |
| 15 | OK | 0.000 | 2367488 | 31 | 12 |
| 16 | OK | 0.000 | 2367488 | 31 | 13 |
| 17 | OK | 0.015 | 2363392 | 31 | 13 |
| 18 | OK | 0.000 | 2367488 | 31 | 14 |
| 19 | OK | 0.000 | 2367488 | 31 | 13 |
| 20 | OK | 0.000 | 2371584 | 31 | 14 |
| 21 | OK | 0.015 | 2379776 | 31 | 13 |
| 22 | OK | 0.015 | 2367488 | 31 | 14 |
| 23 | OK | 0.015 | 2367488 | 31 | 15 |
| 24 | OK | 0.000 | 2367488 | 38 | 15 |
| 25 | OK | 0.000 | 2367488 | 38 | 16 |
| 26 | OK | 0.000 | 2367488 | 38 | 15 |
| 27 | OK | 0.000 | 2367488 | 38 | 16 |
| 28 | OK | 0.000 | 2367488 | 38 | 17 |
| 29 | OK | 0.000 | 2371584 | 38 | 15 |
| 30 | OK | 0.000 | 2383872 | 38 | 16 |
| 31 | OK | 0.000 | 2367488 | 38 | 16 |
| 32 | OK | 0.000 | 2367488 | 38 | 17 |
| 33 | OK | 0.000 | 2367488 | 38 | 16 |
| 34 | OK | 0.000 | 2367488 | 38 | 17 |
| 35 | OK | 0.015 | 2367488 | 38 | 16 |
| 36 | OK | 0.000 | 2379776 | 38 | 17 |
| 37 | OK | 0.015 | 2363392 | 38 | 18 |
| 38 | OK | 0.015 | 2367488 | 38 | 15 |
| 39 | OK | 0.000 | 2371584 | 38 | 16 |
| 40 | OK | 0.000 | 2363392 | 38 | 15 |
| 41 | OK | 0.000 | 2383872 | 38 | 16 |
| 42 | OK | 0.000 | 2367488 | 38 | 17 |
| 43 | OK | 0.015 | 2363392 | 38 | 15 |
| 44 | OK | 0.000 | 2363392 | 38 | 16 |
| 45 | OK | 0.000 | 2383872 | 38 | 16 |
| 46 | OK | 0.000 | 2367488 | 38 | 17 |
| 47 | OK | 0.000 | 2367488 | 38 | 16 |
| 48 | OK | 0.000 | 2367488 | 38 | 17 |
| 49 | OK | 0.015 | 2367488 | 38 | 16 |
| 50 | OK | 0.000 | 2379776 | 38 | 17 |
| 51 | OK | 0.000 | 2367488 | 38 | 18 |
| 52 | OK | 0.015 | 2367488 | 38 | 16 |
| 53 | OK | 0.015 | 2379776 | 38 | 17 |
| 54 | OK | 0.000 | 2367488 | 38 | 16 |
| 55 | OK | 0.000 | 2367488 | 38 | 17 |
| 56 | OK | 0.015 | 2371584 | 38 | 18 |
| 57 | OK | 0.015 | 2363392 | 38 | 16 |
| 58 | OK | 0.015 | 2367488 | 38 | 17 |
| 59 | OK | 0.000 | 2363392 | 38 | 17 |
| 60 | OK | 0.000 | 2375680 | 38 | 18 |
| 61 | OK | 0.015 | 2367488 | 38 | 17 |
| 62 | OK | 0.000 | 2363392 | 38 | 18 |
| 63 | OK | 0.015 | 2371584 | 38 | 17 |
| 64 | OK | 0.000 | 2367488 | 38 | 18 |
| 65 | OK | 0.015 | 2367488 | 38 | 19 |
| 66 | OK | 0.000 | 2367488 | 45 | 18 |
| 67 | OK | 0.000 | 2367488 | 45 | 19 |
| 68 | OK | 0.000 | 2383872 | 45 | 18 |
| 69 | OK | 0.000 | 2379776 | 45 | 19 |
| 70 | OK | 0.031 | 2367488 | 45 | 20 |
| 71 | OK | 0.000 | 2367488 | 45 | 18 |
| 72 | OK | 0.000 | 2367488 | 45 | 19 |
| 73 | OK | 0.000 | 2367488 | 45 | 19 |
| 74 | OK | 0.000 | 2367488 | 45 | 20 |
| 75 | OK | 0.015 | 2367488 | 45 | 19 |
| 76 | OK | 0.000 | 2383872 | 45 | 20 |
| 77 | OK | 0.015 | 2363392 | 45 | 19 |
| 78 | OK | 0.000 | 2375680 | 45 | 20 |
| 79 | OK | 0.015 | 2367488 | 45 | 21 |
| 80 | OK | 0.015 | 2367488 | 45 | 18 |
| 81 | OK | 0.015 | 2371584 | 45 | 19 |
| 82 | OK | 0.000 | 2367488 | 45 | 18 |
| 83 | OK | 0.015 | 2367488 | 45 | 19 |
| 84 | OK | 0.000 | 2367488 | 45 | 20 |
| 85 | OK | 0.000 | 2367488 | 45 | 18 |
| 86 | OK | 0.000 | 2367488 | 45 | 19 |
| 87 | OK | 0.031 | 2371584 | 45 | 19 |
| 88 | OK | 0.000 | 2367488 | 45 | 20 |
| 89 | OK | 0.000 | 2371584 | 45 | 19 |
| 90 | OK | 0.031 | 2363392 | 45 | 20 |
| 91 | OK | 0.000 | 2379776 | 45 | 19 |
| 92 | OK | 0.015 | 2367488 | 45 | 20 |
| 93 | OK | 0.015 | 2371584 | 45 | 21 |
| 94 | OK | 0.015 | 2371584 | 45 | 19 |
| 95 | OK | 0.000 | 2367488 | 45 | 20 |
| 96 | OK | 0.000 | 2367488 | 45 | 19 |
| 97 | OK | 0.000 | 2367488 | 45 | 20 |
| 98 | OK | 0.000 | 2383872 | 45 | 21 |
| 99 | OK | 0.000 | 2367488 | 45 | 19 |
| 100 | OK | 0.015 | 2367488 | 45 | 20 |
| 101 | OK | 0.015 | 2367488 | 45 | 20 |
| 102 | OK | 0.000 | 2367488 | 45 | 21 |
| 103 | OK | 0.000 | 2371584 | 45 | 20 |
| 104 | OK | 0.000 | 2371584 | 45 | 21 |
| 105 | OK | 0.000 | 2367488 | 45 | 20 |
| 106 | OK | 0.000 | 2371584 | 45 | 21 |
| 107 | OK | 0.000 | 2367488 | 45 | 22 |
| 108 | OK | 0.000 | 2379776 | 45 | 18 |
| 109 | OK | 0.000 | 2367488 | 45 | 19 |
| 110 | OK | 0.015 | 2367488 | 45 | 18 |
| 111 | OK | 0.000 | 2367488 | 45 | 19 |
| 112 | OK | 0.031 | 2367488 | 45 | 20 |
| 113 | OK | 0.015 | 2367488 | 45 | 18 |
| 114 | OK | 0.000 | 2371584 | 45 | 19 |
| 115 | OK | 0.015 | 2371584 | 45 | 19 |
| 116 | OK | 0.015 | 2367488 | 45 | 20 |
| 117 | OK | 0.015 | 2387968 | 45 | 19 |
| 118 | OK | 0.000 | 2367488 | 45 | 20 |
| 119 | OK | 0.000 | 2363392 | 45 | 19 |
| 120 | OK | 0.015 | 2363392 | 45 | 20 |
| 121 | OK | 0.000 | 2367488 | 45 | 21 |
| 122 | OK | 0.015 | 2367488 | 45 | 18 |
| 123 | OK | 0.000 | 2363392 | 45 | 19 |
| 124 | OK | 0.000 | 2367488 | 45 | 18 |
| 125 | OK | 0.000 | 2367488 | 45 | 19 |
| 126 | OK | 0.031 | 2371584 | 45 | 20 |
| 127 | OK | 0.000 | 2383872 | 45 | 19 |
| 128 | OK | 0.000 | 2379776 | 45 | 20 |
| 129 | OK | 0.000 | 2367488 | 45 | 19 |
| 130 | OK | 0.000 | 2367488 | 45 | 20 |
| 131 | OK | 0.000 | 2363392 | 45 | 21 |
| 132 | OK | 0.015 | 2367488 | 45 | 19 |
| 133 | OK | 0.000 | 2379776 | 45 | 20 |
| 134 | OK | 0.015 | 2367488 | 45 | 20 |
| 135 | OK | 0.000 | 2363392 | 45 | 21 |
| 136 | OK | 0.000 | 2367488 | 45 | 18 |
| 137 | OK | 0.000 | 2367488 | 45 | 19 |
| 138 | OK | 0.000 | 2371584 | 45 | 20 |
| 139 | OK | 0.000 | 2371584 | 45 | 21 |
| 140 | OK | 0.000 | 2379776 | 45 | 21 |
| 141 | OK | 0.000 | 2371584 | 45 | 22 |
| 142 | OK | 0.015 | 2367488 | 45 | 19 |
| 143 | OK | 0.015 | 2363392 | 45 | 20 |
| 144 | OK | 0.000 | 2367488 | 45 | 19 |
| 145 | OK | 0.015 | 2363392 | 45 | 20 |
| 146 | OK | 0.015 | 2367488 | 45 | 21 |
| 147 | OK | 0.015 | 2367488 | 45 | 19 |
| 148 | OK | 0.000 | 2367488 | 45 | 20 |
| 149 | OK | 0.000 | 2367488 | 45 | 20 |
| 150 | OK | 0.000 | 2371584 | 45 | 21 |
| 151 | OK | 0.000 | 2383872 | 45 | 20 |
| 152 | OK | 0.000 | 2367488 | 45 | 21 |
| 153 | OK | 0.000 | 2371584 | 45 | 20 |
| 154 | OK | 0.000 | 2367488 | 45 | 21 |
| 155 | OK | 0.015 | 2367488 | 45 | 22 |
| 156 | OK | 0.000 | 2367488 | 45 | 19 |
| 157 | OK | 0.000 | 2363392 | 45 | 20 |
| 158 | OK | 0.031 | 2363392 | 45 | 19 |
| 159 | OK | 0.000 | 2367488 | 45 | 20 |
| 160 | OK | 0.000 | 2367488 | 45 | 21 |
| 161 | OK | 0.000 | 2371584 | 45 | 19 |
| 162 | OK | 0.000 | 2367488 | 45 | 20 |
| 163 | OK | 0.015 | 2371584 | 45 | 20 |
| 164 | OK | 0.000 | 2367488 | 45 | 21 |
| 165 | OK | 0.000 | 2363392 | 45 | 20 |
| 166 | OK | 0.000 | 2367488 | 45 | 21 |
| 167 | OK | 0.000 | 2367488 | 45 | 20 |
| 168 | OK | 0.000 | 2367488 | 45 | 21 |
| 169 | OK | 0.015 | 2367488 | 45 | 22 |
| 170 | OK | 0.000 | 2367488 | 45 | 19 |
| 171 | OK | 0.000 | 2367488 | 45 | 20 |
| 172 | OK | 0.000 | 2367488 | 45 | 19 |
| 173 | OK | 0.000 | 2371584 | 45 | 20 |
| 174 | OK | 0.015 | 2367488 | 45 | 21 |
| 175 | OK | 0.000 | 2371584 | 45 | 19 |
| 176 | OK | 0.000 | 2383872 | 45 | 20 |
| 177 | OK | 0.000 | 2379776 | 45 | 20 |
| 178 | OK | 0.015 | 2363392 | 45 | 21 |
| 179 | OK | 0.015 | 2363392 | 45 | 20 |
| 180 | OK | 0.000 | 2367488 | 45 | 21 |
| 181 | OK | 0.000 | 2367488 | 45 | 20 |
| 182 | OK | 0.015 | 2379776 | 45 | 21 |
| 183 | OK | 0.000 | 2379776 | 45 | 22 |
| 184 | OK | 0.015 | 2371584 | 45 | 20 |
| 185 | OK | 0.015 | 2367488 | 45 | 21 |
| 186 | OK | 0.000 | 2367488 | 45 | 20 |
| 187 | OK | 0.000 | 2383872 | 45 | 21 |
| 188 | OK | 0.000 | 2371584 | 45 | 22 |
| 189 | OK | 0.000 | 2367488 | 45 | 20 |
| 190 | OK | 0.000 | 2367488 | 45 | 21 |
| 191 | OK | 0.015 | 2367488 | 45 | 21 |
| 192 | OK | 0.000 | 2383872 | 45 | 22 |
| 193 | OK | 0.000 | 2367488 | 45 | 21 |
| 194 | OK | 0.000 | 2363392 | 45 | 22 |
| 195 | OK | 0.015 | 2367488 | 45 | 21 |
| 196 | OK | 0.000 | 2379776 | 45 | 22 |
| 197 | OK | 0.015 | 2367488 | 45 | 23 |
| 198 | OK | 0.015 | 2363392 | 221 | 55 |
| 199 | OK | 0.015 | 2371584 | 220 | 59 |
| 200 | OK | 0.015 | 2371584 | 220 | 46 |
| 201 | OK | 0.000 | 2363392 | 223 | 48 |
| 202 | OK | 0.000 | 2367488 | 226 | 45 |
| 203 | OK | 0.000 | 2363392 | 1786 | 502 |
| 204 | OK | 0.015 | 2363392 | 1785 | 555 |
| 205 | OK | 0.000 | 2375680 | 1785 | 445 |
| 206 | OK | 0.000 | 2359296 | 1845 | 365 |
| 207 | OK | 0.000 | 2367488 | 1847 | 363 |
| 208 | OK | 0.000 | 2396160 | 9555 | 3006 |
| 209 | OK | 0.015 | 2396160 | 9554 | 3297 |
| 210 | OK | 0.015 | 2387968 | 9554 | 2730 |
| 211 | OK | 0.000 | 2379776 | 9303 | 1888 |
| 212 | OK | 0.000 | 2375680 | 9984 | 1877 |
| 213 | OK | 0.000 | 2519040 | 37691 | 12907 |
| 214 | OK | 0.000 | 2519040 | 37690 | 13974 |
| 215 | OK | 0.000 | 2506752 | 37690 | 11820 |
| 216 | OK | 0.015 | 2424832 | 39602 | 7150 |
| 217 | OK | 0.015 | 2416640 | 38744 | 7125 |
| 218 | OK | 0.031 | 3088384 | 178903 | 63876 |
| 219 | OK | 0.031 | 3072000 | 178902 | 68889 |
| 220 | OK | 0.031 | 3072000 | 178902 | 58890 |
| 221 | OK | 0.046 | 2600960 | 185712 | 33049 |
| 222 | OK | 0.046 | 2617344 | 180580 | 33013 |
| 223 | OK | 0.343 | 9437184 | 1853240 | 724890 |
| 224 | OK | 0.343 | 9437184 | 1853239 | 773873 |
| 225 | OK | 0.328 | 9441280 | 1853239 | 675751 |
| 226 | OK | 0.328 | 4722688 | 1855624 | 324156 |
| 227 | OK | 0.312 | 4734976 | 1856715 | 324455 |
| 228 | OK | 0.593 | 15278080 | 3473125 | 1412256 |
| 229 | OK | 0.593 | 15278080 | 3473124 | 1501788 |
| 230 | OK | 0.593 | 15282176 | 3473124 | 1322578 |
| 231 | OK | 0.578 | 6688768 | 3603994 | 592172 |
| 232 | OK | 0.593 | 6684672 | 3646224 | 592525 |
| 233 | OK | 0.656 | 16769024 | 3888905 | 1589032 |
| 234 | OK | 0.656 | 16777216 | 3888904 | 1688889 |
| 235 | OK | 0.671 | 16777216 | 3888904 | 1488890 |
| 236 | OK | 0.640 | 7180288 | 3890628 | 661024 |
| 237 | OK | 0.640 | 7180288 | 3986010 | 661067 |

# Делаю я левый поворот...

1.0 из 1.0 балла (оценивается)

|  |  |
| --- | --- |
| Имя входного файла: | input.txt |
| Имя выходного файла: | output.txt |
| Ограничение по времени: | 2 секунды |
| Ограничение по памяти: | 256 мегабайт |

Для балансировки АВЛ-дерева при операциях вставки и удаления производятся левые и правыеповороты. Левый поворот в вершине производится, когда баланс этой вершины больше 1, аналогично, правый поворот производится при балансе, меньшем −1.

Существует два разных левых (как, разумеется, и правых) поворота: большой и малый левый поворот.

Малый левый поворот осуществляется следующим образом:

![Иллюстрация к малому левому повороту](data:image/png;base64,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)

Заметим, что если до выполнения малого левого поворота был нарушен баланс только корня дерева, то после его выполнения все вершины становятся сбалансированными, за исключением случая, когда у правого ребенка корня баланс до поворота равен −1. В этом случае вместо малого левого поворота выполняется большой левый поворот, который осуществляется так:

![Иллюстрация к большому левому повороту](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAX8AAABxCAYAAAA9OaOjAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAABDrAAAQ6wFQlOh8AAAAHXRFWHRTb2Z0d2FyZQBHUEwgR2hvc3RzY3JpcHQgOS4xNeq0bM4AAA1BSURBVHic7Z1t9tuqEYeHniwjyRb6NTf7kPfRc9eRdh/2Ptqu46b7oB8MNsaAkCzx+jzn+CR/yS+SgB/DMAxKay0AADAXf6t9AQAAUB7EHwBgQr7UvoAQSqmr8+fi/P9m/9Va3wQAhkUptciz/S/ybP+itb5UuaiBaMryV0otrvBrrS9aa2Vf8iz8xesgAGAQlFJXpZSWp/DfjAZcxGiAfY/pIGAHqpUJXyvmuT26KfSriFwYBQD0j2vpb9CBTboBT6pb/sba13Lv3bMLUGt9M6MBRgEAneMI/1YduIjIjVHAdqpb/kopbUT8k++4CvMAAN3yqQ7YzoMRQD5VLX8j2h8XlilwrH+ADjlCB6zhhxcgn2rib4doa9a6Pwmc4ELBA/SF47OP6oDVAOe12OPu+6zVj/snj2pun9xhnqkcy4b34v4B6IQ1HQhN6DrifvU/i/snn+oTvrls6M3p9QE6wLTplMUfjORJGXfmHBqQQRXxXyv0wPuyCpTeHqArom3aGfEH27QR+ZiGMPLPoJbln23FO708lj/AeKSEereIM/+3Tk23T3bBbpzIodcH6IMl4cL5ZKSPBmTQrM8/4BrK9eVh+QP0wVkijQZkUDOx25rfPxTORaECDIRS6spcXR2qWP65hW0Suz1eImlfXu5EMgA0T05ASFQL6FDWqen2Sc70RwpvrUIwMgDohBWBvsk9b9eeNo0OZFB1wndHweb4/bH8ATrHTARfJNLeY6N8Rv/51I72eSlYJ5XDW0oHN92rXebtnV9dJg4AzXGLuW9sLL/J2Hk1+rCstHXmEDKpmtXzqFzcLOkG6BOjAT9E5L9r7XctfYs5/1VE/ocWrFM11NOZxP314Vf9QxjqAXSDt4/Hd3ss9RkT+BETfpso8qf5+7pzvmAaWonz/2PPijynAgFAJ7jJGh0xtxO8e3TgJRWEs90jGz0laCGf/21Pb+1VoJ+yPzIAAAqQ2rXP7Mz3COfOactHf99s1Ezp/Oa/cyZ1HzP2kfj+4HZvpHQGaJMt83shHZD3AJHsLR/37A08A1XEP0ek3QJz+XRSCADKYdrxVUSi/vqM73hx3ewVcOd70AepIP4lxJkOAKA+R0XzHQmjgCdFxb+kKNMBANThCGv/bBgFFBT/GmJMBwBQlhat/RizjwKKiH9NEaYDADifHqz9GLOOAk4X/xbEt4VrABiVnqz9GDOOAk4V/5ZEt6VrARiBnq39GDONAk4T/xbFdss1ueFls1gCMDah1a6fhk2O2DaOGgW03pGcssK3ReEXeRRkcCWwzRZoMwh65x7HWSkIPRGo0y8Lo2J1PvF90VW1o7B3dXBCQ5YWNeRwy79V4Xfxr3Hj6sNhLR4Yh60umRwrdca6nzsKyH02Lc0tVE3pXBNTWL9F5Jts7KxG9HXCOOwVaUeYQmlXpq7vsc5x77NpwSU0s/gvIvJLRP78cNl506McmIsjrHO3Xs9o7cfwrfZP9xGxHYfWWh14mfm/P7H4fyzcnxY+wJEcWR+dVOnTWvsxHKt9+VS4a2rIi/jHEigFJoPe/OX+8ZYJWTOxRHIG/KDQPFsSJub6pqnXYZRS/xaRfzk6uEs/zGfreBC01i8vEdFyH4r4x6/m3OIdX0LHW32Z6327P+8+r4Fj0Xs057u4f15jvkL1NvE+veE7qdfvzyWqIXv0w7wnq0yOfIVCPZO9jw73Tj0NDTeHWennzkCpcLgmwrdgXvQGKz0z3NDPoQ933H0GVsnUj+hG9mexJc4/VgmWjoTfsud63eHdC1saHfSJGea3TNbOV3Kvx1mibto14h9gh+ZF9aMWMfF/uUDrk/Lf5FSmntjbWdlZ/thnmylUOIU/zCKdv1pqwA45ddqt+y3eQy/seXZJ/ahhQOZa/lHB69Dq34wzHEsV0PDPAUTkvi7ErtZsYjSw1V2gn4EcWa6fRju7mmxq65n6IVK4Q/6y9gal1FU/Y1rfjp93aaeRVXCl/W9HsRJ1AMfyd6VUFwZQYJRuXTrNX3tLbEj10Lx+JMXfrTCmA3AXBfRaabIKz+/Y7IIMpVRscrsJwTXX1mvZNItT93+bf3cvDjyBHN/8IvImXrltoZX7rI6+L3zLmS/Zqh8ihdvtmuX/Fuc7QPzvrgdsCl0kbi3RQMbnP1rrn7Uvwkc7K3FX3ue3ZZ0xgm/CqGmMPRGDSf2o4Vp78/m7/sBIpeh+qHj0kKyHIR58htZatSj8OSQEPqcdd93WT+KMZ1Jf/B2iF9P5MHBvHh/7PHq+dxiXPROzSXcRRk2crc8mRz9Ke1OCuX2UUloHclbEjvdGaDm1M1GaGtm8LcEewA0GAxCqh36dTp0TCbuFRmjvZxBIC79LP9zPtiL+wQiGXiIbcjiqYpPZE1rhyDxT1Os0RyfRq9HJBt0+iYUII1WEy6fDWqexjfRcoFM2xu9HsZ+nXsdxLP6P1nqYz1fxGpyyjWNH/NjbAZjP/RDmAKAtfss9pHBXB2Dq9S+hXufydY+GKLPlo4h8PeGasphS/J0h23e5T5TpDYs33D1Mv0tkT2CA0ph6+M24EJYtouSIkVCv1/Ge1VYNucpzHqbas55uM5eYr84tEJG3XP/BfQ688/hHoRqJCd9HXq6Qfzq1Hwf1OkxsbiWxH4q76v5t8t35bNFnPZX450zShArK/L/NDRlgetbqtSdKroW5Wrep16/kTKr3oiHTiH+JcCoaCpSGel2OI6OpVn6jyLOewudfKo7WfD++UigC9bocJYTf+f4iz3p48S+9gIKGAiWgXpejlPBbSj3rocW/1sq5mRsKnA/1uhylhd9S4lkPK/610y7M2FDgfKjX5agl/Jazn/WQ4l+7gVhmaihwPtTrctQWfsuZz7oL8d9y4600EMsMDQXOh3pdjlaE33LWs24u1DMRI/uSEjWyYKWpBuJCuBzshXpdjtaE3+XoZ92U+LuLURILVtzO4S2laouFZhmtocD5UK/L0bLwW4581k2IvyPo2TfldwLSeAOxjNJQAFx6r9c9CL/lqGddXfz3CL/3+auI/DAJkrpAre+bCgAF6a1NHnG9LYj/xxsZ9NRrAwC0QFXxXxu+eK4dse9VgR3Feh92WtbS8NLB9UMiy6Nfxu7cVTTLZm8E2m8s0+VRu49Ff895zzDPN8Qm/dBaV3nJvZCuifNX/7w898jUW7+vl5eIaHPvS+h47evjta88A8ev5pxfzkvoeK8v535CbTlY1w/6Pb3lekZ5bdGPapZ/ymeVcuPYHOU6vMF8V347n9joBbdWv6zkfl/8emxjuf060DOhez3zPmPP1p4btR1t1Y+ai7yCCxacggsWkLmxtZzY3YLwT0Nswc6bS3MA3HDsEh1cyIX2EMeTfrMJtuhHTfFPFcLeAuq9YBH+MXkR+pgIGVHsvQ6/4RhsS4mRTchAtM92wI7VZZN+fClxRT4r1vlqA0iNCnpebu5WzNTQFbrnJmHLv4u1Kh9ghb/UPb6kRBhc+DfrRxe5fTbSrfhbnKiFkYVgSozPOWT1D+uLNhQVXudZ2hXSQwu/S65+jCj+XReyndAWkYvXk3ffqc2O69YJCH3X9TaFu5BTKhhng3eqL2zRjyriv1IYq40g5jbqXSATBRe0FqE7QutTlpHL18tNFJyIhWPYqh/NRfuINzF00Hc2T6zgoG+0s6gpYvQMOcnr8LjvtUi9I3Emlqew+vfoR3PRPubCLxIPBU02lh4L2ym4aIwudE/UMBmxs3dGNCH3Vol9ALo1BLeyVz+qRPsYbrFJLhO1I0opLffK4ub0D4Zrde7yeVy7V1jWeiHip3MSEWrdGSspHP/+Ivc2/nB1+Xt1JEZDR/y+mN8fIu3LCrv0o+ncPlveN0khQ4eEclGljgOUgKyeAAAT0kKo5z+VUn/tdds4+fwRfgCATKqKvxH8byLyp9x9gNmTm3ZCyfz5JxOjAAD51Mzq+bY3qSvgiYyf3e7hCwDQClXEPyXUfkSAvEb6iMRXSNIBAABkUlz8zxZoOgAAgHWK+vxLCLNdRcgcAABAnGLiX9IipwMAAEhTRPxruGLoAAAA4pwu/jV98HQAAABhThX/FiZf6QAAAN45TfxbEH4LHQAAwCuniH9Lwm+hAwAAeHK4+Lco/BY6AACAO4eKf8vCb6EDAAA4wfJvWfgtdAAAMDvV8/kDAEB5WsjnDwAAhYnu4etl1xSRp0vHP9eDqydF6l6d97guIraLBICuiYq/3URdnrvC+wJv0y13L4LevcY2PL7J81l0f88AMDerPn9j8S6uINotF0cTwdC9uud6H+EAAFhyfP7uTlnDCr/B3utLFJD5e8T7BYBJyYr2ccTQ7qI1rBDae/XmN4a+ZwCYj6jPP4AVwRlcH4sVfRGEHwDGIzfUcxrxczo3u1p5mnsHgHlYFX8nDPImXjjk6EwyygGACUmKv5erJzgZCgAA/bFm+T+StNl8OOdfUl2cCV6sfgAYlqD4K6WWSFz7TbzJ0AEZ+d4AAETEE38r+mJWuroi76VAWEZz/zj3LmIyfg7eyQHAxJDVEwBgQv4PGfXWyTtRMigAAAAASUVORK5CYII=)

Дано дерево, в котором баланс корня равен 2. Сделайте левый поворот.

### Формат входного файла

Входной файл содержит описание двоичного дерева. В первой строке файла находится число N (3≤N≤2⋅105) — число вершин в дереве. В последующих N строках файла находятся описания вершин дерева. В (i+1)-ой строке файла (1≤i≤N) находится описание i-ой вершины, состоящее из трех чисел Ki, Li, Ri, разделенных пробелами — ключа в i-ой вершине (|Ki|≤109), номера левого ребенка i-ой вершины (i<Li≤N или Li=0, если левого ребенка нет) и номера правого ребенка i-ой вершины (i<Ri≤N или Ri=0, если правого ребенка нет).

Все ключи различны. Гарантируется, что данное дерево является деревом поиска. Баланс корня дерева (вершины с номером 1) равен 2, баланс всех остальных вершин находится в пределах от −1 до 1.

### Формат выходного файла

Выведите в том же формате дерево после осуществления левого поворота. Нумерация вершин может быть произвольной при условии соблюдения формата. Так, номер вершины должен быть меньше номера ее детей.

### Пример

|  |  |
| --- | --- |
| input.txt | output.txt |
| 7 -2 7 2 8 4 3 9 0 0 3 6 5 6 0 0 0 0 0 -7 0 0 | 7 3 2 3 -2 4 5 8 6 7 -7 0 0 0 0 0 6 0 0 9 0 0 |

## Исходный код к задаче 2

#include <fstream>

#include <stack>

using namespace std;

int maximum(int a, int b) {

if (a > b)

return a;

else

return b;

}

class binary\_tree {

public:

struct Node {

int value;

int left\_child;

int right\_child;

int balance = -1;

int height = 0;

int number;

};

binary\_tree(ifstream &input, int new\_size) : size(new\_size) {

tree = new Node[size + 1];

int K, L, R;

for (int i = 1; i <= size; i++) {

input >> K >> L >> R;

tree[i] = {K, L, R, 0};

}

tree[0] = {0, 0, 0, 0, 0, 0};

height(&tree[1]);

balance(&tree[1]);

rotateLeft(&tree[1]);

int num = 1;

numerate(&tree[1], &num);

}

void print\_balance(ofstream &output) {

for (int i = 1; i <= size; i++) {

output << tree[i].balance << '\n';

}

}

void print\_tree(ofstream &output) {

int number = 1;

numerate(&tree[1], &number);

output << size << '\n';

print(output, &tree[1]);

}

void rotateRight(Node \*node) {

if (tree[node->left\_child].balance == 1) {

int B = node->left\_child;

int C = tree[B].right\_child;

int X = tree[C].right\_child;

int Y = tree[C].left\_child;

node->left\_child = X;

tree[B].left\_child = Y;

auto temp = \*node;

\*node = tree[C];

tree[C] = temp;

node->right\_child = C;

node->left\_child = B;

} else {

int B = node->left\_child;

int Y = tree[node->left\_child].right\_child;

tree[B].right\_child = B;

Node temp = tree[B];

node->left\_child = Y;

tree[B] = \*node;

\*node = temp;

}

}

void rotateLeft(Node \*node) {

if (tree[node->right\_child].balance == -1) {

int B = node->right\_child;

int C = tree[B].left\_child;

int X = tree[C].left\_child;

int Y = tree[C].right\_child;

node->right\_child = X;

tree[B].left\_child = Y;

auto temp = \*node;

\*node = tree[C];

tree[C] = temp;

node->left\_child = C;

node->right\_child = B;

} else {

int B = node->right\_child;

int Y = tree[node->right\_child].left\_child;

tree[B].left\_child = B;

Node temp = tree[B];

node->right\_child = Y;

tree[B] = \*node;

\*node = temp;

}

}

private:

Node \*tree;

int size;

int height(Node \*current\_node) {

if (current\_node->right\_child == 0 && current\_node->left\_child == 0) {

current\_node->height = 1;

return 1;

}

int left\_h = 0, right\_h = 0;

if (current\_node->left\_child != 0)

left\_h = height(&tree[current\_node->left\_child]);

if (current\_node->right\_child != 0)

right\_h = height(&tree[current\_node->right\_child]);

current\_node->height = maximum(left\_h, right\_h) + 1;

return current\_node->height;

}

Node \*find(Node \*node, int x) {

if (node->value == x || (node->right\_child == 0 && node->left\_child == 0))

return node;

if (node->value < x) {

if (node->right\_child == 0)

return node;

else

return find(&tree[node->right\_child], x);

} else {

if (node->left\_child == 0)

return node;

else

return find(&tree[node->left\_child], x);

}

}

void balance(Node \*node) {

int left\_h, right\_h;

left\_h = tree[node->left\_child].height;

right\_h = tree[node->right\_child].height;

node->balance = right\_h - left\_h;

if (left\_h == 0 && right\_h == 0)

return;

if (left\_h != 0)

balance(&tree[node->left\_child]);

if (right\_h != 0)

balance(&tree[node->right\_child]);

}

void numerate(Node \*current\_node, int \*current\_number) {

current\_node->number = (\*current\_number)++;

if (current\_node->left\_child != 0)

numerate(&tree[current\_node->left\_child], current\_number);

if (current\_node->right\_child != 0)

numerate(&tree[current\_node->right\_child], current\_number);

}

void print(ofstream &output, Node \*node) {

output << node->value << ' ';

if (node->left\_child != 0)

output << tree[node->left\_child].number << ' ';

else

output << 0 << ' ';

if (node->right\_child != 0)

output << tree[node->right\_child].number << '\n';

else

output << 0 << '\n';

if (node->left\_child != 0)

print(output, &tree[node->left\_child]);

if (node->right\_child != 0)

print(output, &tree[node->right\_child]);

}

};

int main() {

ifstream input("input.txt");

ofstream output("output.txt");

int n;

input >> n;

binary\_tree tree(input, n);

tree.print\_tree(output);

}

## Бенчмарк к задаче 2

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| № теста | Результат | Время, с | Память | Размер входного файла | Размер выходного файла |
| Max |  | 1.578 | 11980800 | 12083657 | 5694235 |
| 1 | OK | 0.015 | 2375680 | 37 | 12 |
| 2 | OK | 0.015 | 2363392 | 6 | 3 |
| 3 | OK | 0.015 | 2371584 | 11 | 3 |
| 4 | OK | 0.000 | 2383872 | 22 | 4 |
| 5 | OK | 0.000 | 2371584 | 19 | 6 |
| 6 | OK | 0.015 | 2371584 | 19 | 6 |
| 7 | OK | 0.015 | 2387968 | 19 | 6 |
| 8 | OK | 0.000 | 2371584 | 48 | 19 |
| 9 | OK | 0.000 | 2387968 | 58 | 29 |
| 10 | OK | 0.000 | 2387968 | 57 | 28 |
| 11 | OK | 0.015 | 2371584 | 48 | 19 |
| 12 | OK | 0.000 | 2371584 | 58 | 29 |
| 13 | OK | 0.000 | 2387968 | 57 | 28 |
| 14 | OK | 0.015 | 2371584 | 828 | 573 |
| 15 | OK | 0.000 | 2371584 | 1037 | 369 |
| 16 | OK | 0.015 | 2387968 | 828 | 573 |
| 17 | OK | 0.015 | 2371584 | 988 | 404 |
| 18 | OK | 0.000 | 2371584 | 1082 | 300 |
| 19 | OK | 0.000 | 2371584 | 1139 | 240 |
| 20 | OK | 0.000 | 2387968 | 930 | 377 |
| 21 | OK | 0.000 | 2371584 | 1190 | 280 |
| 22 | OK | 0.015 | 2375680 | 8184 | 5678 |
| 23 | OK | 0.015 | 2371584 | 10768 | 3637 |
| 24 | OK | 0.000 | 2367488 | 8206 | 5700 |
| 25 | OK | 0.000 | 2375680 | 9903 | 3928 |
| 26 | OK | 0.000 | 2387968 | 10814 | 3000 |
| 27 | OK | 0.015 | 2392064 | 11338 | 2400 |
| 28 | OK | 0.000 | 2375680 | 11138 | 3582 |
| 29 | OK | 0.000 | 2371584 | 10904 | 3851 |
| 30 | OK | 0.015 | 2424832 | 81951 | 56944 |
| 31 | OK | 0.031 | 2420736 | 110901 | 36274 |
| 32 | OK | 0.031 | 2428928 | 81971 | 56964 |
| 33 | OK | 0.015 | 2445312 | 99351 | 39719 |
| 34 | OK | 0.015 | 2457600 | 107882 | 30000 |
| 35 | OK | 0.015 | 2465792 | 113181 | 24000 |
| 36 | OK | 0.031 | 2408448 | 112799 | 37474 |
| 37 | OK | 0.015 | 2408448 | 114106 | 37576 |
| 38 | OK | 0.125 | 2977792 | 819273 | 569265 |
| 39 | OK | 0.156 | 2916352 | 1143615 | 361526 |
| 40 | OK | 0.125 | 2981888 | 819455 | 569447 |
| 41 | OK | 0.125 | 3182592 | 992441 | 396009 |
| 42 | OK | 0.125 | 3276800 | 1079125 | 300000 |
| 43 | OK | 0.140 | 3342336 | 1131016 | 240000 |
| 44 | OK | 0.156 | 2785280 | 1175194 | 377350 |
| 45 | OK | 0.156 | 2789376 | 1174192 | 378071 |
| 46 | OK | 1.312 | 8380416 | 8194244 | 5694235 |
| 47 | OK | 1.578 | 7716864 | 11753433 | 3632457 |
| 48 | OK | 1.250 | 8380416 | 8193883 | 5693874 |
| 49 | OK | 1.281 | 10379264 | 9926125 | 3963652 |
| 50 | OK | 1.296 | 11378688 | 10792079 | 3000000 |
| 51 | OK | 1.312 | 11980800 | 11312176 | 2400000 |
| 52 | OK | 1.500 | 6385664 | 12078250 | 3794039 |
| 53 | OK | 1.531 | 6389760 | 12083657 | 3795822 |

# Вставка в АВЛ-дерево

1.0 из 1.0 балла (оценивается)

|  |  |
| --- | --- |
| Имя входного файла: | input.txt |
| Имя выходного файла: | output.txt |
| Ограничение по времени: | 2 секунды |
| Ограничение по памяти: | 256 мегабайт |

Вставка в АВЛ-дерево вершины V с ключом X при условии, что такой вершины в этом дереве нет, осуществляется следующим образом:

находится вершина W, ребенком которой должна стать вершина V;

вершина V делается ребенком вершины W;

производится подъем от вершины W к корню, при этом, если какая-то из вершин несбалансирована, производится, в зависимости от значения баланса, левый или правый поворот.

Первый этап нуждается в пояснении. Спуск до будущего родителя вершины V осуществляется, начиная от корня, следующим образом:

Пусть ключ текущей вершины равен Y.

Если X<Y и у текущей вершины есть левый ребенок, переходим к левому ребенку.

Если X<Y и у текущей вершины нет левого ребенка, то останавливаемся, текущая вершина будет родителем новой вершины.

Если X>Y и у текущей вершины есть правый ребенок, переходим к правому ребенку.

Если X>Y и у текущей вершины нет правого ребенка, то останавливаемся, текущая вершина будет родителем новой вершины.

Отдельно рассматривается следующий крайний случай — если до вставки дерево было пустым, то вставка новой вершины осуществляется проще: новая вершина становится корнем дерева.

### Формат входного файла

Входной файл содержит описание двоичного дерева, а также ключа вершины, которую требуется вставить в дерево.

В первой строке файла находится число N (0≤N≤2⋅105) — число вершин в дереве. В последующих N строках файла находятся описания вершин дерева. В (i+1)-ой строке файла (1≤i≤N) находится описание i-ой вершины, состоящее из трех чисел Ki, Li, Ri, разделенных пробелами — ключа в i-ой вершине (|Ki|≤109), номера левого ребенка i-ой вершины (i<Li≤Nили Li=0, если левого ребенка нет) и номера правого ребенка i-ой вершины (i<Ri≤N или Ri=0, если правого ребенка нет).

Все ключи различны. Гарантируется, что данное дерево является корректным АВЛ-деревом.

В последней строке содержится число X (|X|≤109) — ключ вершины, которую требуется вставить в дерево. Гарантируется, что такой вершины в дереве нет.

### Формат выходного файла

Выведите в том же формате дерево после осуществления операции вставки. Нумерация вершин может быть произвольной при условии соблюдения формата.

### Пример

|  |  |
| --- | --- |
| input.txt | output.txt |
| 2 3 0 2 4 0 0 5 | 3 4 2 3 3 0 0 5 0 0 |

## Исходный код к задаче 3

#include <fstream>

#include <vector>

using namespace std;

int maximum(int a, int b) {

if (a > b)

return a;

else

return b;

}

class AVL\_tree {

public:

struct Node {

int value;

Node \*left\_child;

Node \*right\_child;

int height;

int number;

};

AVL\_tree(ifstream &input, int n) {

int K, L, R;

vector<Node \*> parents(n + 1);

for (int i = 1; i <= n; i++) {

input >> K >> L >> R;

Node \*new\_node = new Node{K, nullptr, nullptr, 0, 0};

parents[L] = new\_node;

parents[R] = new\_node;

if (i == 1) {

tree = new\_node;

} else {

if (K < parents[i]->value) {

parents[i]->left\_child = new\_node;

} else {

parents[i]->right\_child = new\_node;

}

}

}

height(tree);

}

AVL\_tree() {

tree = nullptr;

}

void rotate\_right(Node \*node) {

if (count\_balance(node->left\_child) == 1) {

Node \*A = node;

Node \*B = node->left\_child;

Node \*C = B->right\_child;

Node \*X = C->left\_child;

Node \*Y = C->right\_child;

B->right\_child = X;

A->left\_child = Y;

swap(\*A, \*C);

A->left\_child = B;

A->right\_child = C;

fix\_height(C);

fix\_height(B);

fix\_height(A);

} else {

Node \*B = node->left\_child;

Node \*Y = B->right\_child;

Node \*A = node;

A->left\_child = Y;

swap(\*A, \*B);

A->right\_child = B;

fix\_height(B);

fix\_height(A);

}

}

void rotate\_left(Node \*node) {

if (count\_balance(node->right\_child) == -1) {

Node \*A = node;

Node \*B = node->right\_child;

Node \*C = B->left\_child;

Node \*X = C->left\_child;

Node \*Y = C->right\_child;

A->right\_child = X;

B->left\_child = Y;

Node temp = \*C;

\*C = \*A;

\*A = temp;

A->left\_child = C;

A->right\_child = B;

fix\_height(C);

fix\_height(B);

fix\_height(A);

} else {

Node \*B = node->right\_child;

Node \*Y = B->left\_child;

Node \*A = node;

A->right\_child = Y;

Node temp = \*B;

\*B = \*A;

\*A = temp;

A->left\_child = B;

fix\_height(B);

fix\_height(A);

}

}

void print\_tree(ofstream &output) {

int counter = 1;

numerate(tree, &counter);

output << counter - 1 << '\n';

print(output, tree);

}

void insert(int value) {

tree = append(tree, value);

}

void remove(int value) {

tree = remove(tree, value);

}

int root\_balance() {

if (tree != nullptr) {

return count\_balance(tree);

} else {

return 0;

}

}

bool contains(int x) {

Node\* temp = find(tree, x);

if (temp != nullptr) {

return temp->value == x;

} else {

return false;

}

}

private:

Node \*find(Node \*node, int x) {

if (node == nullptr)

return node;

if (node->value == x) {

return node;

}

if (node->value < x) {

if (node->right\_child == nullptr) {

return node;

} else {

return find(node->right\_child, x);

}

} else {

if (node->left\_child == nullptr) {

return node;

} else {

return find(node->left\_child, x);

}

}

}

Node\* max\_right(Node\* node) {

while (node->right\_child != nullptr) {

node = node->right\_child;

}

return node;

}

Node\* remove(Node\* node, int value) {

if (node == nullptr || node->value == value) {

if (node == nullptr)

return node;

if (node->right\_child == nullptr && node->left\_child == nullptr) {

return nullptr;

}

if (node->left\_child == nullptr) {

return node->right\_child;

}

Node\* m\_right = max\_right(node->left\_child);

node->value = m\_right->value;

node->left\_child = remove(node->left\_child, m\_right->value);

}

if (node->value < value) {

node->right\_child = remove(node->right\_child, value);

} else {

node->left\_child = remove(node->left\_child, value);

}

return balance(node);

}

Node\* append(Node\* node, int value) {

if (node == nullptr || node->value == value) {

if (node != nullptr) {

return node;

} else {

return new Node{value, nullptr, nullptr, 1, 0};

}

}

if (node->value < value) {

node->right\_child = append(node->right\_child, value);

} else {

node->left\_child = append(node->left\_child, value);

}

return balance(node);

}

Node \*balance(Node \*node) {

fix\_height(node);

if (count\_balance(node) == 2) {

rotate\_left(node);

return node;

}

if (count\_balance(node) == -2) {

rotate\_right(node);

return node;

}

return node;

}

int count\_balance(Node \*node) {

if (node == nullptr)

return 0;

int left\_h = 0, right\_h = 0;

if (node->right\_child != nullptr) {

right\_h = node->right\_child->height;

}

if (node->left\_child != nullptr) {

left\_h = node->left\_child->height;

}

return right\_h - left\_h;

}

void fix\_height(Node \*node) {

int h = 0;

if (node->left\_child != nullptr) {

h = node->left\_child->height;

}

if (node->right\_child != nullptr) {

h = maximum(h, node->right\_child->height);

}

node->height = ++h;

}

int height(Node \*node) {

if (node == nullptr)

return 0;

int h = 0;

if (node->left\_child != nullptr) {

h = maximum(h, height(node->left\_child));

}

if (node->right\_child != nullptr) {

h = maximum(h, height(node->right\_child));

}

node->height = ++h;

return h;

}

void numerate(Node \*node, int \*current\_number) {

if (node == nullptr)

return;

node->number = (\*current\_number)++;

if (node->left\_child != nullptr) {

numerate(node->left\_child, current\_number);

}

if (node->right\_child != nullptr) {

numerate(node->right\_child, current\_number);

}

}

void print(ofstream &output, Node \*node) {

if (node == nullptr)

return;

output << node->value << ' ';

if (node->left\_child != nullptr) {

output << node->left\_child->number << ' ';

} else {

output << 0 << ' ';

}

if (node->right\_child != nullptr) {

output << node->right\_child->number << '\n';

} else {

output << 0 << '\n';

}

if (node->left\_child != nullptr) {

print(output, node->left\_child);

}

if (node->right\_child != nullptr) {

print(output, node->right\_child);

}

}

Node \*tree = nullptr;

};

int main() {

ifstream input("input.txt");

ofstream output("output.txt");

int n, x;

char command;

input >> n;

AVL\_tree tree(input, n);

input >> x;

tree.insert(x);

tree.print\_tree(output);

}

## Бенчмарк к задаче 3

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| № теста | Результат | Время, с | Память | Размер входного файла | Размер выходного файла |
| Max |  | 1.015 | 13242368 | 4011957 | 4011966 |
| 1 | OK | 0.015 | 2367488 | 20 | 24 |
| 2 | OK | 0.000 | 2371584 | 6 | 10 |
| 3 | OK | 0.000 | 2367488 | 14 | 18 |
| 4 | OK | 0.000 | 2367488 | 13 | 17 |
| 5 | OK | 0.000 | 2383872 | 21 | 25 |
| 6 | OK | 0.015 | 2367488 | 20 | 24 |
| 7 | OK | 0.000 | 2367488 | 20 | 24 |
| 8 | OK | 0.000 | 2371584 | 21 | 25 |
| 9 | OK | 0.000 | 2375680 | 20 | 24 |
| 10 | OK | 0.000 | 2367488 | 20 | 24 |
| 11 | OK | 0.000 | 2367488 | 28 | 32 |
| 12 | OK | 0.000 | 2367488 | 27 | 31 |
| 13 | OK | 0.000 | 2367488 | 27 | 31 |
| 14 | OK | 0.015 | 2371584 | 27 | 31 |
| 15 | OK | 0.000 | 2367488 | 35 | 39 |
| 16 | OK | 0.015 | 2367488 | 34 | 38 |
| 17 | OK | 0.015 | 2375680 | 34 | 38 |
| 18 | OK | 0.000 | 2367488 | 34 | 38 |
| 19 | OK | 0.015 | 2383872 | 34 | 38 |
| 20 | OK | 0.015 | 2367488 | 35 | 39 |
| 21 | OK | 0.000 | 2375680 | 34 | 38 |
| 22 | OK | 0.000 | 2367488 | 34 | 38 |
| 23 | OK | 0.000 | 2367488 | 34 | 38 |
| 24 | OK | 0.031 | 2363392 | 34 | 38 |
| 25 | OK | 0.015 | 2367488 | 35 | 39 |
| 26 | OK | 0.015 | 2371584 | 34 | 38 |
| 27 | OK | 0.000 | 2367488 | 34 | 38 |
| 28 | OK | 0.000 | 2371584 | 34 | 38 |
| 29 | OK | 0.000 | 2363392 | 34 | 38 |
| 30 | OK | 0.000 | 2371584 | 35 | 39 |
| 31 | OK | 0.015 | 2367488 | 34 | 38 |
| 32 | OK | 0.015 | 2363392 | 34 | 38 |
| 33 | OK | 0.000 | 2375680 | 34 | 38 |
| 34 | OK | 0.000 | 2379776 | 34 | 38 |
| 35 | OK | 0.000 | 2367488 | 42 | 46 |
| 36 | OK | 0.015 | 2367488 | 41 | 45 |
| 37 | OK | 0.000 | 2367488 | 41 | 45 |
| 38 | OK | 0.000 | 2371584 | 41 | 45 |
| 39 | OK | 0.015 | 2363392 | 41 | 45 |
| 40 | OK | 0.015 | 2363392 | 41 | 45 |
| 41 | OK | 0.000 | 2363392 | 42 | 46 |
| 42 | OK | 0.000 | 2371584 | 41 | 45 |
| 43 | OK | 0.015 | 2367488 | 41 | 45 |
| 44 | OK | 0.000 | 2367488 | 41 | 45 |
| 45 | OK | 0.015 | 2375680 | 41 | 45 |
| 46 | OK | 0.000 | 2379776 | 41 | 45 |
| 47 | OK | 0.015 | 2367488 | 42 | 46 |
| 48 | OK | 0.015 | 2363392 | 41 | 45 |
| 49 | OK | 0.015 | 2363392 | 41 | 45 |
| 50 | OK | 0.015 | 2367488 | 41 | 45 |
| 51 | OK | 0.000 | 2383872 | 41 | 45 |
| 52 | OK | 0.000 | 2367488 | 41 | 45 |
| 53 | OK | 0.000 | 2371584 | 42 | 46 |
| 54 | OK | 0.000 | 2371584 | 41 | 45 |
| 55 | OK | 0.000 | 2379776 | 41 | 45 |
| 56 | OK | 0.000 | 2363392 | 41 | 45 |
| 57 | OK | 0.031 | 2371584 | 41 | 45 |
| 58 | OK | 0.000 | 2363392 | 41 | 45 |
| 59 | OK | 0.015 | 2367488 | 42 | 46 |
| 60 | OK | 0.000 | 2367488 | 41 | 45 |
| 61 | OK | 0.000 | 2367488 | 41 | 45 |
| 62 | OK | 0.000 | 2367488 | 41 | 45 |
| 63 | OK | 0.000 | 2371584 | 41 | 45 |
| 64 | OK | 0.000 | 2367488 | 41 | 45 |
| 65 | OK | 0.000 | 2371584 | 42 | 46 |
| 66 | OK | 0.000 | 2363392 | 41 | 45 |
| 67 | OK | 0.015 | 2383872 | 41 | 45 |
| 68 | OK | 0.000 | 2363392 | 41 | 45 |
| 69 | OK | 0.015 | 2375680 | 41 | 45 |
| 70 | OK | 0.015 | 2367488 | 41 | 45 |
| 71 | OK | 0.015 | 2367488 | 50 | 54 |
| 72 | OK | 0.015 | 2379776 | 49 | 53 |
| 73 | OK | 0.000 | 2367488 | 49 | 53 |
| 74 | OK | 0.015 | 2367488 | 49 | 53 |
| 75 | OK | 0.015 | 2371584 | 49 | 53 |
| 76 | OK | 0.000 | 2379776 | 49 | 53 |
| 77 | OK | 0.000 | 2371584 | 50 | 54 |
| 78 | OK | 0.000 | 2367488 | 50 | 54 |
| 79 | OK | 0.000 | 2383872 | 49 | 53 |
| 80 | OK | 0.000 | 2367488 | 49 | 53 |
| 81 | OK | 0.000 | 2367488 | 49 | 53 |
| 82 | OK | 0.000 | 2375680 | 49 | 53 |
| 83 | OK | 0.015 | 2367488 | 49 | 53 |
| 84 | OK | 0.000 | 2379776 | 50 | 54 |
| 85 | OK | 0.000 | 2367488 | 50 | 54 |
| 86 | OK | 0.000 | 2367488 | 49 | 53 |
| 87 | OK | 0.000 | 2371584 | 49 | 53 |
| 88 | OK | 0.000 | 2367488 | 49 | 53 |
| 89 | OK | 0.000 | 2371584 | 49 | 53 |
| 90 | OK | 0.000 | 2367488 | 49 | 53 |
| 91 | OK | 0.000 | 2371584 | 50 | 54 |
| 92 | OK | 0.015 | 2367488 | 50 | 54 |
| 93 | OK | 0.000 | 2367488 | 49 | 53 |
| 94 | OK | 0.000 | 2375680 | 49 | 53 |
| 95 | OK | 0.015 | 2367488 | 49 | 53 |
| 96 | OK | 0.000 | 2367488 | 49 | 53 |
| 97 | OK | 0.000 | 2367488 | 49 | 53 |
| 98 | OK | 0.000 | 2367488 | 50 | 54 |
| 99 | OK | 0.000 | 2371584 | 58 | 62 |
| 100 | OK | 0.015 | 2379776 | 57 | 61 |
| 101 | OK | 0.000 | 2367488 | 57 | 61 |
| 102 | OK | 0.000 | 2367488 | 57 | 61 |
| 103 | OK | 0.000 | 2371584 | 57 | 61 |
| 104 | OK | 0.000 | 2359296 | 57 | 61 |
| 105 | OK | 0.000 | 2367488 | 58 | 62 |
| 106 | OK | 0.000 | 2375680 | 58 | 62 |
| 107 | OK | 0.000 | 2367488 | 58 | 62 |
| 108 | OK | 0.000 | 2367488 | 57 | 61 |
| 109 | OK | 0.000 | 2367488 | 57 | 61 |
| 110 | OK | 0.000 | 2367488 | 57 | 61 |
| 111 | OK | 0.000 | 2371584 | 57 | 61 |
| 112 | OK | 0.000 | 2363392 | 57 | 61 |
| 113 | OK | 0.015 | 2379776 | 58 | 62 |
| 114 | OK | 0.000 | 2371584 | 58 | 62 |
| 115 | OK | 0.000 | 2371584 | 58 | 62 |
| 116 | OK | 0.015 | 2363392 | 57 | 61 |
| 117 | OK | 0.000 | 2367488 | 57 | 61 |
| 118 | OK | 0.015 | 2375680 | 57 | 61 |
| 119 | OK | 0.000 | 2363392 | 57 | 61 |
| 120 | OK | 0.015 | 2367488 | 57 | 61 |
| 121 | OK | 0.000 | 2367488 | 58 | 62 |
| 122 | OK | 0.015 | 2367488 | 58 | 62 |
| 123 | OK | 0.015 | 2383872 | 58 | 62 |
| 124 | OK | 0.015 | 2379776 | 57 | 61 |
| 125 | OK | 0.000 | 2367488 | 57 | 61 |
| 126 | OK | 0.000 | 2383872 | 57 | 61 |
| 127 | OK | 0.015 | 2371584 | 57 | 61 |
| 128 | OK | 0.015 | 2383872 | 57 | 61 |
| 129 | OK | 0.015 | 2367488 | 58 | 62 |
| 130 | OK | 0.000 | 2375680 | 58 | 62 |
| 131 | OK | 0.015 | 2367488 | 58 | 62 |
| 132 | OK | 0.000 | 2367488 | 57 | 61 |
| 133 | OK | 0.000 | 2367488 | 57 | 61 |
| 134 | OK | 0.000 | 2379776 | 57 | 61 |
| 135 | OK | 0.015 | 2367488 | 57 | 61 |
| 136 | OK | 0.000 | 2379776 | 57 | 61 |
| 137 | OK | 0.000 | 2367488 | 58 | 62 |
| 138 | OK | 0.000 | 2383872 | 58 | 62 |
| 139 | OK | 0.000 | 2371584 | 58 | 62 |
| 140 | OK | 0.000 | 2383872 | 57 | 61 |
| 141 | OK | 0.015 | 2363392 | 57 | 61 |
| 142 | OK | 0.000 | 2371584 | 57 | 61 |
| 143 | OK | 0.015 | 2383872 | 57 | 61 |
| 144 | OK | 0.000 | 2367488 | 57 | 61 |
| 145 | OK | 0.031 | 2379776 | 58 | 62 |
| 146 | OK | 0.015 | 2387968 | 58 | 62 |
| 147 | OK | 0.015 | 2371584 | 58 | 62 |
| 148 | OK | 0.015 | 2367488 | 57 | 61 |
| 149 | OK | 0.000 | 2367488 | 57 | 61 |
| 150 | OK | 0.000 | 2383872 | 57 | 61 |
| 151 | OK | 0.015 | 2371584 | 57 | 61 |
| 152 | OK | 0.000 | 2367488 | 57 | 61 |
| 153 | OK | 0.015 | 2367488 | 58 | 62 |
| 154 | OK | 0.015 | 2375680 | 58 | 62 |
| 155 | OK | 0.000 | 2379776 | 58 | 62 |
| 156 | OK | 0.000 | 2363392 | 57 | 61 |
| 157 | OK | 0.000 | 2367488 | 57 | 61 |
| 158 | OK | 0.000 | 2363392 | 57 | 61 |
| 159 | OK | 0.000 | 2367488 | 57 | 61 |
| 160 | OK | 0.000 | 2363392 | 57 | 61 |
| 161 | OK | 0.000 | 2379776 | 58 | 62 |
| 162 | OK | 0.000 | 2371584 | 58 | 62 |
| 163 | OK | 0.000 | 2371584 | 58 | 62 |
| 164 | OK | 0.015 | 2367488 | 57 | 61 |
| 165 | OK | 0.000 | 2367488 | 57 | 61 |
| 166 | OK | 0.000 | 2375680 | 57 | 61 |
| 167 | OK | 0.015 | 2367488 | 57 | 61 |
| 168 | OK | 0.000 | 2367488 | 57 | 61 |
| 169 | OK | 0.015 | 2367488 | 58 | 62 |
| 170 | OK | 0.000 | 2379776 | 58 | 62 |
| 171 | OK | 0.015 | 2371584 | 58 | 62 |
| 172 | OK | 0.015 | 2367488 | 57 | 61 |
| 173 | OK | 0.000 | 2367488 | 57 | 61 |
| 174 | OK | 0.015 | 2371584 | 57 | 61 |
| 175 | OK | 0.000 | 2371584 | 57 | 61 |
| 176 | OK | 0.000 | 2367488 | 57 | 61 |
| 177 | OK | 0.000 | 2363392 | 58 | 62 |
| 178 | OK | 0.000 | 2371584 | 58 | 62 |
| 179 | OK | 0.000 | 2363392 | 58 | 62 |
| 180 | OK | 0.000 | 2367488 | 57 | 61 |
| 181 | OK | 0.000 | 2367488 | 57 | 61 |
| 182 | OK | 0.000 | 2363392 | 57 | 61 |
| 183 | OK | 0.000 | 2383872 | 57 | 61 |
| 184 | OK | 0.015 | 2379776 | 57 | 61 |
| 185 | OK | 0.000 | 2367488 | 58 | 62 |
| 186 | OK | 0.015 | 2371584 | 58 | 62 |
| 187 | OK | 0.000 | 2383872 | 58 | 62 |
| 188 | OK | 0.015 | 2367488 | 57 | 61 |
| 189 | OK | 0.000 | 2367488 | 57 | 61 |
| 190 | OK | 0.000 | 2371584 | 57 | 61 |
| 191 | OK | 0.000 | 2367488 | 57 | 61 |
| 192 | OK | 0.000 | 2363392 | 57 | 61 |
| 193 | OK | 0.015 | 2367488 | 58 | 62 |
| 194 | OK | 0.000 | 2367488 | 58 | 62 |
| 195 | OK | 0.000 | 2371584 | 58 | 62 |
| 196 | OK | 0.000 | 2379776 | 57 | 61 |
| 197 | OK | 0.000 | 2367488 | 57 | 61 |
| 198 | OK | 0.000 | 2371584 | 57 | 61 |
| 199 | OK | 0.015 | 2379776 | 57 | 61 |
| 200 | OK | 0.000 | 2367488 | 57 | 61 |
| 201 | OK | 0.000 | 2363392 | 58 | 62 |
| 202 | OK | 0.000 | 2375680 | 58 | 62 |
| 203 | OK | 0.000 | 2367488 | 58 | 62 |
| 204 | OK | 0.000 | 2379776 | 57 | 61 |
| 205 | OK | 0.000 | 2367488 | 57 | 61 |
| 206 | OK | 0.000 | 2367488 | 57 | 61 |
| 207 | OK | 0.000 | 2371584 | 57 | 61 |
| 208 | OK | 0.000 | 2379776 | 57 | 61 |
| 209 | OK | 0.000 | 2367488 | 58 | 62 |
| 210 | OK | 0.000 | 2371584 | 58 | 62 |
| 211 | OK | 0.000 | 2371584 | 58 | 62 |
| 212 | OK | 0.000 | 2363392 | 57 | 61 |
| 213 | OK | 0.000 | 2367488 | 57 | 61 |
| 214 | OK | 0.000 | 2371584 | 57 | 61 |
| 215 | OK | 0.000 | 2379776 | 57 | 61 |
| 216 | OK | 0.000 | 2379776 | 57 | 61 |
| 217 | OK | 0.015 | 2367488 | 58 | 62 |
| 218 | OK | 0.000 | 2379776 | 58 | 62 |
| 219 | OK | 0.015 | 2371584 | 58 | 62 |
| 220 | OK | 0.015 | 2367488 | 57 | 61 |
| 221 | OK | 0.000 | 2367488 | 57 | 61 |
| 222 | OK | 0.000 | 2383872 | 57 | 61 |
| 223 | OK | 0.015 | 2367488 | 57 | 61 |
| 224 | OK | 0.015 | 2363392 | 57 | 61 |
| 225 | OK | 0.031 | 2367488 | 58 | 62 |
| 226 | OK | 0.015 | 2371584 | 58 | 62 |
| 227 | OK | 0.000 | 2367488 | 58 | 62 |
| 228 | OK | 0.000 | 2383872 | 57 | 61 |
| 229 | OK | 0.000 | 2363392 | 57 | 61 |
| 230 | OK | 0.000 | 2367488 | 57 | 61 |
| 231 | OK | 0.015 | 2371584 | 57 | 61 |
| 232 | OK | 0.000 | 2367488 | 57 | 61 |
| 233 | OK | 0.000 | 2367488 | 58 | 62 |
| 234 | OK | 0.015 | 2371584 | 58 | 62 |
| 235 | OK | 0.000 | 2371584 | 240 | 245 |
| 236 | OK | 0.000 | 2367488 | 243 | 248 |
| 237 | OK | 0.000 | 2375680 | 1835 | 1841 |
| 238 | OK | 0.000 | 2379776 | 1815 | 1821 |
| 239 | OK | 0.000 | 2371584 | 1834 | 1840 |
| 240 | OK | 0.015 | 2400256 | 9951 | 9957 |
| 241 | OK | 0.000 | 2400256 | 9831 | 9837 |
| 242 | OK | 0.015 | 2412544 | 9854 | 9860 |
| 243 | OK | 0.015 | 2502656 | 38301 | 38308 |
| 244 | OK | 0.015 | 2498560 | 37664 | 37671 |
| 245 | OK | 0.015 | 2502656 | 39108 | 39115 |
| 246 | OK | 0.015 | 2506752 | 39190 | 39197 |
| 247 | OK | 0.062 | 3018752 | 183695 | 183703 |
| 248 | OK | 0.062 | 3014656 | 184258 | 184266 |
| 249 | OK | 0.062 | 3018752 | 185065 | 185073 |
| 250 | OK | 0.046 | 3002368 | 185428 | 185436 |
| 251 | OK | 0.062 | 2998272 | 185741 | 185749 |
| 252 | OK | 0.515 | 7540736 | 1900094 | 1900102 |
| 253 | OK | 0.484 | 7540736 | 1860225 | 1860233 |
| 254 | OK | 0.500 | 7540736 | 1899455 | 1899463 |
| 255 | OK | 0.500 | 7544832 | 1861088 | 1861096 |
| 256 | OK | 0.500 | 7540736 | 1942127 | 1942135 |
| 257 | OK | 0.500 | 7540736 | 1930200 | 1930208 |
| 258 | OK | 0.484 | 7540736 | 1861244 | 1861252 |
| 259 | OK | 0.890 | 12099584 | 3510448 | 3510457 |
| 260 | OK | 0.906 | 12095488 | 3650901 | 3650910 |
| 261 | OK | 0.906 | 12099584 | 3552374 | 3552383 |
| 262 | OK | 0.875 | 12103680 | 3435983 | 3435992 |
| 263 | OK | 0.906 | 12099584 | 3562689 | 3562698 |
| 264 | OK | 0.906 | 12099584 | 3521159 | 3521168 |
| 265 | OK | 0.890 | 12099584 | 3539149 | 3539158 |
| 266 | OK | 1.015 | 13238272 | 3985264 | 3985273 |
| 267 | OK | 1.000 | 13242368 | 3866892 | 3866901 |
| 268 | OK | 1.015 | 13238272 | 3942753 | 3942762 |
| 269 | OK | 0.984 | 13238272 | 3824263 | 3824272 |
| 270 | OK | 1.015 | 13242368 | 4011957 | 4011966 |
| 271 | OK | 1.000 | 13238272 | 3955420 | 3955429 |
| 272 | OK | 1.015 | 13238272 | 3946583 | 3946592 |
| 273 | OK | 1.000 | 13238272 | 3891536 | 3891545 |

# Удаление из АВЛ-дерева

1.0 из 1.0 балла (оценивается)

|  |  |
| --- | --- |
| Имя входного файла: | input.txt |
| Имя выходного файла: | output.txt |
| Ограничение по времени: | 2 секунды |
| Ограничение по памяти: | 256 мегабайт |

Удаление из АВЛ-дерева вершины с ключом X, при условии ее наличия, осуществляется следующим образом:

путем спуска от корня и проверки ключей находится V — удаляемая вершина;

если вершина V — лист (то есть, у нее нет детей):

удаляем вершину;

поднимаемся к корню, начиная с бывшего родителя вершины V, при этом если встречается несбалансированная вершина, то производим поворот.

если у вершины V не существует левого ребенка:

следовательно, баланс вершины равен единице и ее правый ребенок — лист;

заменяем вершину V ее правым ребенком;

поднимаемся к корню, производя, где необходимо, балансировку.

иначе:

находим R — самую правую вершину в левом поддереве;

переносим ключ вершины R в вершину V;

удаляем вершину R (у нее нет правого ребенка, поэтому она либо лист, либо имеет левого ребенка, являющегося листом);

поднимаемся к корню, начиная с бывшего родителя вершины R, производя балансировку.

Исключением является случай, когда производится удаление из дерева, состоящего из одной вершины — корня. Результатом удаления в этом случае будет пустое дерево.

Указанный алгоритм не является единственно возможным, но мы просим Вас реализовать именно его, так как тестирующая система проверяет точное равенство получающихся деревьев.

### Формат входного файла

Входной файл содержит описание двоичного дерева, а также ключа вершины, которую требуется удалить из дерева.

В первой строке файла находится число N (1≤N≤2⋅105) — число вершин в дереве. В последующих N строках файла находятся описания вершин дерева. В (i+1)-ой строке файла (1≤i≤N) находится описание i-ой вершины, состоящее из трех чисел Ki, Li, Ri, разделенных пробелами — ключа в i-ой вершине (|Ki|≤109), номера левого ребенка i-ой вершины (i<Li≤Nили Li=0, если левого ребенка нет) и номера правого ребенка i-ой вершины (i<Ri≤N или Ri=0, если правого ребенка нет).

Все ключи различны. Гарантируется, что данное дерево является деревом поиска.

В последней строке содержится число X (|X|≤109) — ключ вершины, которую требуется удалить из дерева. Гарантируется, что такая вершина в дереве существует.

### Формат выходного файла

Выведите в том же формате дерево после осуществления операции удаления. Нумерация вершин может быть произвольной при условии соблюдения формата.

### Пример

|  |  |
| --- | --- |
| input.txt | output.txt |
| 3 4 2 3 3 0 0 5 0 0 4 | 2 3 0 2 5 0 0 |

## Исходный код к задаче 4

#include <fstream>

#include <vector>

using namespace std;

int maximum(int a, int b) {

if (a > b)

return a;

else

return b;

}

class AVL\_tree {

public:

struct Node {

int value;

Node \*left\_child;

Node \*right\_child;

int height;

int number;

};

AVL\_tree(ifstream &input, int n) {

int K, L, R;

vector<Node \*> parents(n + 1);

for (int i = 1; i <= n; i++) {

input >> K >> L >> R;

Node \*new\_node = new Node{K, nullptr, nullptr, 0, 0};

parents[L] = new\_node;

parents[R] = new\_node;

if (i == 1) {

tree = new\_node;

} else {

if (K < parents[i]->value) {

parents[i]->left\_child = new\_node;

} else {

parents[i]->right\_child = new\_node;

}

}

}

height(tree);

}

AVL\_tree() {

tree = nullptr;

}

void rotate\_right(Node \*node) {

if (count\_balance(node->left\_child) == 1) {

Node \*A = node;

Node \*B = node->left\_child;

Node \*C = B->right\_child;

Node \*X = C->left\_child;

Node \*Y = C->right\_child;

B->right\_child = X;

A->left\_child = Y;

swap(\*A, \*C);

A->left\_child = B;

A->right\_child = C;

fix\_height(C);

fix\_height(B);

fix\_height(A);

} else {

Node \*B = node->left\_child;

Node \*Y = B->right\_child;

Node \*A = node;

A->left\_child = Y;

swap(\*A, \*B);

A->right\_child = B;

fix\_height(B);

fix\_height(A);

}

}

void rotate\_left(Node \*node) {

if (count\_balance(node->right\_child) == -1) {

Node \*A = node;

Node \*B = node->right\_child;

Node \*C = B->left\_child;

Node \*X = C->left\_child;

Node \*Y = C->right\_child;

A->right\_child = X;

B->left\_child = Y;

Node temp = \*C;

\*C = \*A;

\*A = temp;

A->left\_child = C;

A->right\_child = B;

fix\_height(C);

fix\_height(B);

fix\_height(A);

} else {

Node \*B = node->right\_child;

Node \*Y = B->left\_child;

Node \*A = node;

A->right\_child = Y;

Node temp = \*B;

\*B = \*A;

\*A = temp;

A->left\_child = B;

fix\_height(B);

fix\_height(A);

}

}

void print\_tree(ofstream &output) {

int counter = 1;

numerate(tree, &counter);

output << counter - 1 << '\n';

print(output, tree);

}

void insert(int value) {

tree = append(tree, value);

}

void remove(int value) {

tree = remove(tree, value);

}

int root\_balance() {

if (tree != nullptr) {

return count\_balance(tree);

} else {

return 0;

}

}

bool contains(int x) {

Node\* temp = find(tree, x);

if (temp != nullptr) {

return temp->value == x;

} else {

return false;

}

}

private:

Node \*find(Node \*node, int x) {

if (node == nullptr)

return node;

if (node->value == x) {

return node;

}

if (node->value < x) {

if (node->right\_child == nullptr) {

return node;

} else {

return find(node->right\_child, x);

}

} else {

if (node->left\_child == nullptr) {

return node;

} else {

return find(node->left\_child, x);

}

}

}

Node\* max\_right(Node\* node) {

while (node->right\_child != nullptr) {

node = node->right\_child;

}

return node;

}

Node\* remove(Node\* node, int value) {

if (node == nullptr || node->value == value) {

if (node == nullptr)

return node;

if (node->right\_child == nullptr && node->left\_child == nullptr) {

return nullptr;

}

if (node->left\_child == nullptr) {

return node->right\_child;

}

Node\* m\_right = max\_right(node->left\_child);

node->value = m\_right->value;

node->left\_child = remove(node->left\_child, m\_right->value);

}

if (node->value < value) {

node->right\_child = remove(node->right\_child, value);

} else {

node->left\_child = remove(node->left\_child, value);

}

return balance(node);

}

Node\* append(Node\* node, int value) {

if (node == nullptr || node->value == value) {

if (node != nullptr) {

return node;

} else {

return new Node{value, nullptr, nullptr, 1, 0};

}

}

if (node->value < value) {

node->right\_child = append(node->right\_child, value);

} else {

node->left\_child = append(node->left\_child, value);

}

return balance(node);

}

Node \*balance(Node \*node) {

fix\_height(node);

if (count\_balance(node) == 2) {

rotate\_left(node);

return node;

}

if (count\_balance(node) == -2) {

rotate\_right(node);

return node;

}

return node;

}

int count\_balance(Node \*node) {

if (node == nullptr)

return 0;

int left\_h = 0, right\_h = 0;

if (node->right\_child != nullptr) {

right\_h = node->right\_child->height;

}

if (node->left\_child != nullptr) {

left\_h = node->left\_child->height;

}

return right\_h - left\_h;

}

void fix\_height(Node \*node) {

int h = 0;

if (node->left\_child != nullptr) {

h = node->left\_child->height;

}

if (node->right\_child != nullptr) {

h = maximum(h, node->right\_child->height);

}

node->height = ++h;

}

int height(Node \*node) {

if (node == nullptr)

return 0;

int h = 0;

if (node->left\_child != nullptr) {

h = maximum(h, height(node->left\_child));

}

if (node->right\_child != nullptr) {

h = maximum(h, height(node->right\_child));

}

node->height = ++h;

return h;

}

void numerate(Node \*node, int \*current\_number) {

if (node == nullptr)

return;

node->number = (\*current\_number)++;

if (node->left\_child != nullptr) {

numerate(node->left\_child, current\_number);

}

if (node->right\_child != nullptr) {

numerate(node->right\_child, current\_number);

}

}

void print(ofstream &output, Node \*node) {

if (node == nullptr)

return;

output << node->value << ' ';

if (node->left\_child != nullptr) {

output << node->left\_child->number << ' ';

} else {

output << 0 << ' ';

}

if (node->right\_child != nullptr) {

output << node->right\_child->number << '\n';

} else {

output << 0 << '\n';

}

if (node->left\_child != nullptr) {

print(output, node->left\_child);

}

if (node->right\_child != nullptr) {

print(output, node->right\_child);

}

}

Node \*tree = nullptr;

};

int main() {

ifstream input("input.txt");

ofstream output("output.txt");

int n, x;

char command;

input >> n;

AVL\_tree tree(input, n);

input >> x;

tree.remove(x);

tree.print\_tree(output);

## Бенчмарк к задаче 4

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| № теста | Результат | Время, с | Память | Размер входного файла | Размер выходного файла |
| Max |  | 1.015 | 13246464 | 4077288 | 4077255 |
| 1 | OK | 0.000 | 2371584 | 27 | 17 |
| 2 | OK | 0.000 | 2367488 | 13 | 3 |
| 3 | OK | 0.031 | 2383872 | 20 | 10 |
| 4 | OK | 0.000 | 2375680 | 20 | 10 |
| 5 | OK | 0.000 | 2387968 | 20 | 10 |
| 6 | OK | 0.015 | 2371584 | 20 | 10 |
| 7 | OK | 0.000 | 2367488 | 27 | 17 |
| 8 | OK | 0.000 | 2387968 | 27 | 17 |
| 9 | OK | 0.000 | 2383872 | 27 | 17 |
| 10 | OK | 0.000 | 2379776 | 34 | 24 |
| 11 | OK | 0.000 | 2371584 | 34 | 24 |
| 12 | OK | 0.015 | 2371584 | 34 | 24 |
| 13 | OK | 0.015 | 2371584 | 34 | 24 |
| 14 | OK | 0.000 | 2371584 | 34 | 24 |
| 15 | OK | 0.000 | 2387968 | 34 | 24 |
| 16 | OK | 0.000 | 2383872 | 34 | 24 |
| 17 | OK | 0.000 | 2387968 | 34 | 24 |
| 18 | OK | 0.000 | 2371584 | 34 | 24 |
| 19 | OK | 0.000 | 2371584 | 34 | 24 |
| 20 | OK | 0.000 | 2367488 | 34 | 24 |
| 21 | OK | 0.000 | 2383872 | 34 | 24 |
| 22 | OK | 0.015 | 2387968 | 34 | 24 |
| 23 | OK | 0.000 | 2371584 | 34 | 24 |
| 24 | OK | 0.000 | 2371584 | 34 | 24 |
| 25 | OK | 0.015 | 2367488 | 34 | 24 |
| 26 | OK | 0.000 | 2375680 | 41 | 31 |
| 27 | OK | 0.000 | 2371584 | 41 | 31 |
| 28 | OK | 0.000 | 2383872 | 41 | 31 |
| 29 | OK | 0.000 | 2371584 | 41 | 31 |
| 30 | OK | 0.015 | 2371584 | 41 | 31 |
| 31 | OK | 0.000 | 2371584 | 41 | 31 |
| 32 | OK | 0.015 | 2375680 | 41 | 31 |
| 33 | OK | 0.000 | 2367488 | 41 | 31 |
| 34 | OK | 0.000 | 2379776 | 41 | 31 |
| 35 | OK | 0.000 | 2371584 | 41 | 31 |
| 36 | OK | 0.015 | 2383872 | 41 | 31 |
| 37 | OK | 0.000 | 2383872 | 41 | 31 |
| 38 | OK | 0.015 | 2387968 | 41 | 31 |
| 39 | OK | 0.031 | 2379776 | 41 | 31 |
| 40 | OK | 0.015 | 2371584 | 41 | 31 |
| 41 | OK | 0.000 | 2371584 | 41 | 31 |
| 42 | OK | 0.000 | 2371584 | 41 | 31 |
| 43 | OK | 0.000 | 2371584 | 41 | 31 |
| 44 | OK | 0.000 | 2375680 | 41 | 31 |
| 45 | OK | 0.015 | 2383872 | 41 | 31 |
| 46 | OK | 0.000 | 2375680 | 41 | 31 |
| 47 | OK | 0.000 | 2371584 | 41 | 31 |
| 48 | OK | 0.000 | 2383872 | 41 | 31 |
| 49 | OK | 0.000 | 2371584 | 41 | 31 |
| 50 | OK | 0.015 | 2371584 | 41 | 31 |
| 51 | OK | 0.015 | 2371584 | 41 | 31 |
| 52 | OK | 0.000 | 2371584 | 41 | 31 |
| 53 | OK | 0.000 | 2367488 | 41 | 31 |
| 54 | OK | 0.000 | 2375680 | 41 | 31 |
| 55 | OK | 0.000 | 2371584 | 41 | 31 |
| 56 | OK | 0.000 | 2371584 | 48 | 38 |
| 57 | OK | 0.015 | 2379776 | 48 | 38 |
| 58 | OK | 0.031 | 2371584 | 48 | 38 |
| 59 | OK | 0.015 | 2371584 | 48 | 38 |
| 60 | OK | 0.000 | 2371584 | 48 | 38 |
| 61 | OK | 0.000 | 2387968 | 48 | 38 |
| 62 | OK | 0.015 | 2371584 | 48 | 38 |
| 63 | OK | 0.000 | 2371584 | 48 | 38 |
| 64 | OK | 0.000 | 2375680 | 48 | 38 |
| 65 | OK | 0.000 | 2371584 | 48 | 38 |
| 66 | OK | 0.000 | 2375680 | 48 | 38 |
| 67 | OK | 0.015 | 2392064 | 48 | 38 |
| 68 | OK | 0.000 | 2371584 | 48 | 38 |
| 69 | OK | 0.015 | 2371584 | 48 | 38 |
| 70 | OK | 0.015 | 2371584 | 48 | 38 |
| 71 | OK | 0.000 | 2383872 | 48 | 38 |
| 72 | OK | 0.000 | 2371584 | 48 | 38 |
| 73 | OK | 0.015 | 2371584 | 48 | 38 |
| 74 | OK | 0.015 | 2375680 | 48 | 38 |
| 75 | OK | 0.000 | 2371584 | 48 | 38 |
| 76 | OK | 0.000 | 2375680 | 48 | 38 |
| 77 | OK | 0.015 | 2375680 | 48 | 38 |
| 78 | OK | 0.000 | 2379776 | 48 | 38 |
| 79 | OK | 0.000 | 2371584 | 48 | 38 |
| 80 | OK | 0.000 | 2371584 | 55 | 45 |
| 81 | OK | 0.000 | 2371584 | 55 | 45 |
| 82 | OK | 0.015 | 2387968 | 55 | 45 |
| 83 | OK | 0.000 | 2371584 | 55 | 45 |
| 84 | OK | 0.000 | 2383872 | 55 | 45 |
| 85 | OK | 0.015 | 2375680 | 55 | 45 |
| 86 | OK | 0.000 | 2375680 | 55 | 45 |
| 87 | OK | 0.000 | 2371584 | 55 | 45 |
| 88 | OK | 0.015 | 2379776 | 55 | 45 |
| 89 | OK | 0.015 | 2383872 | 55 | 45 |
| 90 | OK | 0.015 | 2371584 | 55 | 45 |
| 91 | OK | 0.015 | 2383872 | 55 | 45 |
| 92 | OK | 0.000 | 2383872 | 55 | 45 |
| 93 | OK | 0.000 | 2367488 | 55 | 45 |
| 94 | OK | 0.000 | 2375680 | 55 | 45 |
| 95 | OK | 0.031 | 2383872 | 55 | 45 |
| 96 | OK | 0.015 | 2375680 | 55 | 45 |
| 97 | OK | 0.015 | 2371584 | 55 | 45 |
| 98 | OK | 0.000 | 2371584 | 55 | 45 |
| 99 | OK | 0.000 | 2375680 | 55 | 45 |
| 100 | OK | 0.000 | 2371584 | 55 | 45 |
| 101 | OK | 0.000 | 2371584 | 55 | 45 |
| 102 | OK | 0.015 | 2371584 | 55 | 45 |
| 103 | OK | 0.000 | 2379776 | 55 | 45 |
| 104 | OK | 0.015 | 2383872 | 55 | 45 |
| 105 | OK | 0.000 | 2371584 | 55 | 45 |
| 106 | OK | 0.000 | 2387968 | 55 | 45 |
| 107 | OK | 0.000 | 2371584 | 55 | 45 |
| 108 | OK | 0.015 | 2371584 | 55 | 45 |
| 109 | OK | 0.015 | 2375680 | 55 | 45 |
| 110 | OK | 0.015 | 2371584 | 55 | 45 |
| 111 | OK | 0.015 | 2387968 | 55 | 45 |
| 112 | OK | 0.000 | 2363392 | 55 | 45 |
| 113 | OK | 0.000 | 2371584 | 55 | 45 |
| 114 | OK | 0.015 | 2375680 | 55 | 45 |
| 115 | OK | 0.015 | 2371584 | 55 | 45 |
| 116 | OK | 0.000 | 2375680 | 55 | 45 |
| 117 | OK | 0.000 | 2367488 | 55 | 45 |
| 118 | OK | 0.000 | 2383872 | 55 | 45 |
| 119 | OK | 0.015 | 2371584 | 55 | 45 |
| 120 | OK | 0.000 | 2375680 | 55 | 45 |
| 121 | OK | 0.000 | 2371584 | 55 | 45 |
| 122 | OK | 0.031 | 2367488 | 55 | 45 |
| 123 | OK | 0.015 | 2375680 | 55 | 45 |
| 124 | OK | 0.000 | 2383872 | 55 | 45 |
| 125 | OK | 0.000 | 2371584 | 55 | 45 |
| 126 | OK | 0.015 | 2375680 | 55 | 45 |
| 127 | OK | 0.000 | 2363392 | 55 | 45 |
| 128 | OK | 0.000 | 2387968 | 55 | 45 |
| 129 | OK | 0.000 | 2383872 | 55 | 45 |
| 130 | OK | 0.000 | 2371584 | 55 | 45 |
| 131 | OK | 0.015 | 2371584 | 55 | 45 |
| 132 | OK | 0.015 | 2379776 | 55 | 45 |
| 133 | OK | 0.000 | 2367488 | 55 | 45 |
| 134 | OK | 0.000 | 2371584 | 55 | 45 |
| 135 | OK | 0.000 | 2375680 | 55 | 45 |
| 136 | OK | 0.000 | 2371584 | 55 | 45 |
| 137 | OK | 0.000 | 2371584 | 55 | 45 |
| 138 | OK | 0.000 | 2371584 | 55 | 45 |
| 139 | OK | 0.015 | 2375680 | 55 | 45 |
| 140 | OK | 0.015 | 2375680 | 55 | 45 |
| 141 | OK | 0.015 | 2371584 | 55 | 45 |
| 142 | OK | 0.015 | 2383872 | 55 | 45 |
| 143 | OK | 0.000 | 2367488 | 55 | 45 |
| 144 | OK | 0.015 | 2371584 | 55 | 45 |
| 145 | OK | 0.000 | 2383872 | 55 | 45 |
| 146 | OK | 0.000 | 2375680 | 55 | 45 |
| 147 | OK | 0.015 | 2375680 | 55 | 45 |
| 148 | OK | 0.015 | 2383872 | 55 | 45 |
| 149 | OK | 0.015 | 2371584 | 55 | 45 |
| 150 | OK | 0.000 | 2383872 | 55 | 45 |
| 151 | OK | 0.000 | 2367488 | 55 | 45 |
| 152 | OK | 0.015 | 2375680 | 55 | 45 |
| 153 | OK | 0.031 | 2371584 | 55 | 45 |
| 154 | OK | 0.000 | 2379776 | 55 | 45 |
| 155 | OK | 0.031 | 2371584 | 55 | 45 |
| 156 | OK | 0.015 | 2371584 | 55 | 45 |
| 157 | OK | 0.000 | 2367488 | 55 | 45 |
| 158 | OK | 0.015 | 2379776 | 55 | 45 |
| 159 | OK | 0.031 | 2375680 | 55 | 45 |
| 160 | OK | 0.000 | 2383872 | 55 | 45 |
| 161 | OK | 0.000 | 2367488 | 55 | 45 |
| 162 | OK | 0.000 | 2371584 | 55 | 45 |
| 163 | OK | 0.000 | 2387968 | 55 | 45 |
| 164 | OK | 0.000 | 2387968 | 55 | 45 |
| 165 | OK | 0.000 | 2371584 | 55 | 45 |
| 166 | OK | 0.000 | 2383872 | 55 | 45 |
| 167 | OK | 0.015 | 2367488 | 55 | 45 |
| 168 | OK | 0.000 | 2371584 | 55 | 45 |
| 169 | OK | 0.015 | 2375680 | 55 | 45 |
| 170 | OK | 0.000 | 2371584 | 55 | 45 |
| 171 | OK | 0.000 | 2375680 | 55 | 45 |
| 172 | OK | 0.015 | 2367488 | 55 | 45 |
| 173 | OK | 0.015 | 2371584 | 55 | 45 |
| 174 | OK | 0.031 | 2379776 | 55 | 45 |
| 175 | OK | 0.000 | 2375680 | 55 | 45 |
| 176 | OK | 0.015 | 2375680 | 55 | 45 |
| 177 | OK | 0.015 | 2371584 | 55 | 45 |
| 178 | OK | 0.000 | 2367488 | 55 | 45 |
| 179 | OK | 0.015 | 2371584 | 55 | 45 |
| 180 | OK | 0.000 | 2371584 | 55 | 45 |
| 181 | OK | 0.000 | 2379776 | 55 | 45 |
| 182 | OK | 0.015 | 2383872 | 55 | 45 |
| 183 | OK | 0.000 | 2387968 | 55 | 45 |
| 184 | OK | 0.000 | 2387968 | 55 | 45 |
| 185 | OK | 0.000 | 2383872 | 55 | 45 |
| 186 | OK | 0.015 | 2371584 | 55 | 45 |
| 187 | OK | 0.000 | 2375680 | 55 | 45 |
| 188 | OK | 0.015 | 2375680 | 55 | 45 |
| 189 | OK | 0.000 | 2383872 | 55 | 45 |
| 190 | OK | 0.015 | 2367488 | 55 | 45 |
| 191 | OK | 0.031 | 2367488 | 55 | 45 |
| 192 | OK | 0.015 | 2379776 | 55 | 45 |
| 193 | OK | 0.000 | 2379776 | 55 | 45 |
| 194 | OK | 0.015 | 2383872 | 55 | 45 |
| 195 | OK | 0.000 | 2371584 | 55 | 45 |
| 196 | OK | 0.000 | 2375680 | 55 | 45 |
| 197 | OK | 0.000 | 2371584 | 55 | 45 |
| 198 | OK | 0.000 | 2371584 | 55 | 45 |
| 199 | OK | 0.000 | 2371584 | 239 | 210 |
| 200 | OK | 0.000 | 2387968 | 235 | 208 |
| 201 | OK | 0.015 | 2392064 | 1797 | 1769 |
| 202 | OK | 0.015 | 2379776 | 1809 | 1781 |
| 203 | OK | 0.000 | 2371584 | 1831 | 1803 |
| 204 | OK | 0.000 | 2404352 | 9625 | 9597 |
| 205 | OK | 0.015 | 2420736 | 10026 | 9996 |
| 206 | OK | 0.000 | 2400256 | 9672 | 9642 |
| 207 | OK | 0.031 | 2506752 | 39459 | 39428 |
| 208 | OK | 0.015 | 2510848 | 39672 | 39641 |
| 209 | OK | 0.015 | 2523136 | 38780 | 38749 |
| 210 | OK | 0.015 | 2502656 | 38392 | 38361 |
| 211 | OK | 0.062 | 3022848 | 179425 | 179394 |
| 212 | OK | 0.046 | 3022848 | 182878 | 182845 |
| 213 | OK | 0.046 | 3014656 | 185986 | 185953 |
| 214 | OK | 0.046 | 3018752 | 186275 | 186244 |
| 215 | OK | 0.062 | 3018752 | 179082 | 179051 |
| 216 | OK | 0.484 | 7544832 | 1912349 | 1912319 |
| 217 | OK | 0.484 | 7544832 | 1864033 | 1864003 |
| 218 | OK | 0.484 | 7544832 | 1913940 | 1913908 |
| 219 | OK | 0.484 | 7540736 | 1879988 | 1879958 |
| 220 | OK | 0.484 | 7544832 | 1887512 | 1887482 |
| 221 | OK | 0.500 | 7544832 | 1932558 | 1932526 |
| 222 | OK | 0.500 | 7544832 | 1875036 | 1875006 |
| 223 | OK | 0.890 | 12107776 | 3597394 | 3597361 |
| 224 | OK | 0.890 | 12107776 | 3569973 | 3569940 |
| 225 | OK | 0.921 | 12103680 | 3512224 | 3512193 |
| 226 | OK | 0.906 | 12103680 | 3624329 | 3624296 |
| 227 | OK | 0.890 | 12103680 | 3523352 | 3523321 |
| 228 | OK | 0.921 | 12103680 | 3638077 | 3638044 |
| 229 | OK | 0.890 | 12107776 | 3512844 | 3512813 |
| 230 | OK | 1.015 | 13242368 | 4001320 | 4001287 |
| 231 | OK | 1.000 | 13242368 | 3954282 | 3954249 |
| 232 | OK | 1.000 | 13242368 | 3907814 | 3907783 |
| 233 | OK | 1.015 | 13242368 | 3983014 | 3982983 |
| 234 | OK | 1.000 | 13238272 | 4029895 | 4029862 |
| 235 | OK | 1.015 | 13246464 | 4046188 | 4046157 |
| 236 | OK | 1.000 | 13246464 | 4077288 | 4077255 |
| 237 | OK | 0.984 | 13242368 | 3902092 | 3902061 |

# Упорядоченное множество на АВЛ-дереве

1.0 возможный балл (оценивается)

|  |  |
| --- | --- |
| Имя входного файла: | input.txt |
| Имя выходного файла: | output.txt |
| Ограничение по времени: | 2 секунды |
| Ограничение по памяти: | 256 мегабайт |

Если Вы сдали все предыдущие задачи, Вы уже можете написать эффективную реализацию упорядоченного множества на АВЛ-дереве. Сделайте это.

Для проверки того, что множество реализовано именно на АВЛ-дереве, мы просим Вас выводить баланс корня после каждой операции вставки и удаления.

Операции вставки и удаления требуется реализовать точно так же, как это было сделано в предыдущих двух задачах, потому что в ином случае баланс корня может отличаться от требуемого.

### Формат входного файла

В первой строке файла находится число N (1≤N≤2⋅105) — число операций над множеством. Изначально множество пусто. В каждой из последующих N строк файла находится описание операции.

Операции бывают следующих видов:

A x — вставить число x в множество. Если число x там уже содержится, множество изменять не следует.

D x — удалить число x из множества. Если числа x нет в множестве, множество изменять не следует.

C x — проверить, есть ли число x в множестве.

### Формат выходного файла

Для каждой операции вида C x выведите Y, если число x содержится в множестве, и N, если не содержится.

Для каждой операции вида A x или D x выведите баланс корня дерева после выполнения операции. Если дерево пустое (в нем нет вершин), выведите 0.

Вывод для каждой операции должен содержаться на отдельной строке.

### Пример

|  |  |
| --- | --- |
| input.txt | output.txt |
| 6 A 3 A 4 A 5 C 4 C 6 D 5 | 0 1 0 Y N -1 |

## Исходный код к задаче 5

#include <fstream>

#include <vector>

using namespace std;

int maximum(int a, int b) {

if (a > b)

return a;

else

return b;

}

class AVL\_tree {

public:

struct Node {

int value;

Node \*left\_child;

Node \*right\_child;

int height;

int number;

};

AVL\_tree(ifstream &input, int n) {

int K, L, R;

vector<Node \*> parents(n + 1);

for (int i = 1; i <= n; i++) {

input >> K >> L >> R;

Node \*new\_node = new Node{K, nullptr, nullptr, 0, 0};

parents[L] = new\_node;

parents[R] = new\_node;

if (i == 1) {

tree = new\_node;

} else {

if (K < parents[i]->value) {

parents[i]->left\_child = new\_node;

} else {

parents[i]->right\_child = new\_node;

}

}

}

height(tree);

}

AVL\_tree() {

tree = nullptr;

}

void rotate\_right(Node \*node) {

if (count\_balance(node->left\_child) == 1) {

Node \*A = node;

Node \*B = node->left\_child;

Node \*C = B->right\_child;

Node \*X = C->left\_child;

Node \*Y = C->right\_child;

B->right\_child = X;

A->left\_child = Y;

swap(\*A, \*C);

A->left\_child = B;

A->right\_child = C;

fix\_height(C);

fix\_height(B);

fix\_height(A);

} else {

Node \*B = node->left\_child;

Node \*Y = B->right\_child;

Node \*A = node;

A->left\_child = Y;

swap(\*A, \*B);

A->right\_child = B;

fix\_height(B);

fix\_height(A);

}

}

void rotate\_left(Node \*node) {

if (count\_balance(node->right\_child) == -1) {

Node \*A = node;

Node \*B = node->right\_child;

Node \*C = B->left\_child;

Node \*X = C->left\_child;

Node \*Y = C->right\_child;

A->right\_child = X;

B->left\_child = Y;

Node temp = \*C;

\*C = \*A;

\*A = temp;

A->left\_child = C;

A->right\_child = B;

fix\_height(C);

fix\_height(B);

fix\_height(A);

} else {

Node \*B = node->right\_child;

Node \*Y = B->left\_child;

Node \*A = node;

A->right\_child = Y;

Node temp = \*B;

\*B = \*A;

\*A = temp;

A->left\_child = B;

fix\_height(B);

fix\_height(A);

}

}

void print\_tree(ofstream &output) {

int counter = 1;

numerate(tree, &counter);

output << counter - 1 << '\n';

print(output, tree);

}

void insert(int value) {

tree = append(tree, value);

}

void remove(int value) {

tree = remove(tree, value);

}

int root\_balance() {

if (tree != nullptr) {

return count\_balance(tree);

} else {

return 0;

}

}

bool contains(int x) {

Node\* temp = find(tree, x);

if (temp != nullptr) {

return temp->value == x;

} else {

return false;

}

}

private:

Node \*find(Node \*node, int x) {

if (node == nullptr)

return node;

if (node->value == x) {

return node;

}

if (node->value < x) {

if (node->right\_child == nullptr) {

return node;

} else {

return find(node->right\_child, x);

}

} else {

if (node->left\_child == nullptr) {

return node;

} else {

return find(node->left\_child, x);

}

}

}

Node\* max\_right(Node\* node) {

while (node->right\_child != nullptr) {

node = node->right\_child;

}

return node;

}

Node\* remove(Node\* node, int value) {

if (node == nullptr || node->value == value) {

if (node == nullptr)

return node;

if (node->right\_child == nullptr && node->left\_child == nullptr) {

return nullptr;

}

if (node->left\_child == nullptr) {

return node->right\_child;

}

Node\* m\_right = max\_right(node->left\_child);

node->value = m\_right->value;

node->left\_child = remove(node->left\_child, m\_right->value);

}

if (node->value < value) {

node->right\_child = remove(node->right\_child, value);

} else {

node->left\_child = remove(node->left\_child, value);

}

return balance(node);

}

Node\* append(Node\* node, int value) {

if (node == nullptr || node->value == value) {

if (node != nullptr) {

return node;

} else {

return new Node{value, nullptr, nullptr, 1, 0};

}

}

if (node->value < value) {

node->right\_child = append(node->right\_child, value);

} else {

node->left\_child = append(node->left\_child, value);

}

return balance(node);

}

Node \*balance(Node \*node) {

fix\_height(node);

if (count\_balance(node) == 2) {

rotate\_left(node);

return node;

}

if (count\_balance(node) == -2) {

rotate\_right(node);

return node;

}

return node;

}

int count\_balance(Node \*node) {

if (node == nullptr)

return 0;

int left\_h = 0, right\_h = 0;

if (node->right\_child != nullptr) {

right\_h = node->right\_child->height;

}

if (node->left\_child != nullptr) {

left\_h = node->left\_child->height;

}

return right\_h - left\_h;

}

void fix\_height(Node \*node) {

int h = 0;

if (node->left\_child != nullptr) {

h = node->left\_child->height;

}

if (node->right\_child != nullptr) {

h = maximum(h, node->right\_child->height);

}

node->height = ++h;

}

int height(Node \*node) {

if (node == nullptr)

return 0;

int h = 0;

if (node->left\_child != nullptr) {

h = maximum(h, height(node->left\_child));

}

if (node->right\_child != nullptr) {

h = maximum(h, height(node->right\_child));

}

node->height = ++h;

return h;

}

void numerate(Node \*node, int \*current\_number) {

if (node == nullptr)

return;

node->number = (\*current\_number)++;

if (node->left\_child != nullptr) {

numerate(node->left\_child, current\_number);

}

if (node->right\_child != nullptr) {

numerate(node->right\_child, current\_number);

}

}

void print(ofstream &output, Node \*node) {

if (node == nullptr)

return;

output << node->value << ' ';

if (node->left\_child != nullptr) {

output << node->left\_child->number << ' ';

} else {

output << 0 << ' ';

}

if (node->right\_child != nullptr) {

output << node->right\_child->number << '\n';

} else {

output << 0 << '\n';

}

if (node->left\_child != nullptr) {

print(output, node->left\_child);

}

if (node->right\_child != nullptr) {

print(output, node->right\_child);

}

}

Node \*tree = nullptr;

};

int main() {

ifstream input("input.txt");

ofstream output("output.txt");

int n, x;

char command;

input >> n;

AVL\_tree tree;

for (int i = 0; i < n; i++) {

input >> command >> x;

if (command == 'A') {

tree.insert(x);

output << tree.root\_balance() << '\n';

} else if (command == 'D') {

tree.remove(x);

output << tree.root\_balance() << '\n';

} else {

if (tree.contains(x)) {

output << 'Y' << '\n';

} else {

output << 'N' << '\n';

}

}

}

}

## Бенчмарк к задаче 5

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| № теста | Результат | Время, с | Память | Размер входного файла | Размер выходного файла |
| Max |  | 0.500 | 12079104 | 2678110 | 731071 |
| 1 | OK | 0.000 | 2359296 | 33 | 19 |
| 2 | OK | 0.000 | 2359296 | 114 | 66 |
| 3 | OK | 0.000 | 2568192 | 154 | 90 |
| 4 | OK | 0.000 | 2580480 | 154 | 91 |
| 5 | OK | 0.015 | 2580480 | 154 | 90 |
| 6 | OK | 0.015 | 2588672 | 154 | 95 |
| 7 | OK | 0.015 | 2572288 | 154 | 91 |
| 8 | OK | 0.015 | 2568192 | 154 | 94 |
| 9 | OK | 0.015 | 2584576 | 154 | 95 |
| 10 | OK | 0.000 | 2359296 | 154 | 90 |
| 11 | OK | 0.000 | 2572288 | 154 | 90 |
| 12 | OK | 0.000 | 2592768 | 154 | 90 |
| 13 | OK | 0.015 | 2359296 | 154 | 95 |
| 14 | OK | 0.015 | 2355200 | 154 | 97 |
| 15 | OK | 0.000 | 2359296 | 154 | 94 |
| 16 | OK | 0.000 | 2363392 | 154 | 93 |
| 17 | OK | 0.000 | 2359296 | 154 | 90 |
| 18 | OK | 0.031 | 2371584 | 154 | 90 |
| 19 | OK | 0.000 | 2359296 | 154 | 98 |
| 20 | OK | 0.000 | 2359296 | 154 | 93 |
| 21 | OK | 0.000 | 2359296 | 154 | 92 |
| 22 | OK | 0.000 | 2359296 | 154 | 98 |
| 23 | OK | 0.265 | 4042752 | 1000008 | 616458 |
| 24 | OK | 0.265 | 4042752 | 1000008 | 622272 |
| 25 | OK | 0.265 | 4046848 | 1000008 | 625335 |
| 26 | OK | 0.281 | 4042752 | 1000008 | 628546 |
| 27 | OK | 0.265 | 4046848 | 1000008 | 631472 |
| 28 | OK | 0.281 | 4046848 | 1000008 | 632217 |
| 29 | OK | 0.281 | 4042752 | 1000008 | 631772 |
| 30 | OK | 0.281 | 4038656 | 1000008 | 631071 |
| 31 | OK | 0.265 | 4042752 | 1000008 | 630132 |
| 32 | OK | 0.281 | 4042752 | 1017957 | 630451 |
| 33 | OK | 0.265 | 4034560 | 1000008 | 616595 |
| 34 | OK | 0.265 | 4038656 | 1000008 | 622199 |
| 35 | OK | 0.265 | 4042752 | 1000008 | 625057 |
| 36 | OK | 0.281 | 4042752 | 1000008 | 628040 |
| 37 | OK | 0.281 | 4046848 | 1000008 | 631495 |
| 38 | OK | 0.265 | 4038656 | 1000008 | 632086 |
| 39 | OK | 0.265 | 4046848 | 1000008 | 631753 |
| 40 | OK | 0.281 | 4042752 | 1000008 | 630849 |
| 41 | OK | 0.281 | 4042752 | 1000008 | 630110 |
| 42 | OK | 0.281 | 4046848 | 1018151 | 630800 |
| 43 | OK | 0.015 | 2363392 | 756 | 369 |
| 44 | OK | 0.000 | 2363392 | 758 | 432 |
| 45 | OK | 0.000 | 2367488 | 1659 | 408 |
| 46 | OK | 0.000 | 2359296 | 723 | 383 |
| 47 | OK | 0.015 | 2359296 | 723 | 385 |
| 48 | OK | 0.000 | 2359296 | 723 | 415 |
| 49 | OK | 0.000 | 2371584 | 723 | 415 |
| 50 | OK | 0.000 | 2355200 | 1668 | 377 |
| 51 | OK | 0.000 | 2363392 | 1660 | 396 |
| 52 | OK | 0.000 | 2404352 | 5348 | 2337 |
| 53 | OK | 0.000 | 2404352 | 5350 | 2848 |
| 54 | OK | 0.015 | 2408448 | 10439 | 2648 |
| 55 | OK | 0.000 | 2375680 | 5238 | 2343 |
| 56 | OK | 0.000 | 2379776 | 5238 | 2465 |
| 57 | OK | 0.000 | 2379776 | 5238 | 2719 |
| 58 | OK | 0.015 | 2379776 | 5238 | 2719 |
| 59 | OK | 0.000 | 2392064 | 10450 | 2421 |
| 60 | OK | 0.015 | 2367488 | 10439 | 2405 |
| 61 | OK | 0.015 | 2613248 | 32784 | 12708 |
| 62 | OK | 0.015 | 2605056 | 32787 | 14896 |
| 63 | OK | 0.015 | 2605056 | 56716 | 12715 |
| 64 | OK | 0.000 | 2482176 | 31674 | 12778 |
| 65 | OK | 0.015 | 2469888 | 31674 | 13220 |
| 66 | OK | 0.000 | 2473984 | 31674 | 14383 |
| 67 | OK | 0.015 | 2469888 | 31674 | 14825 |
| 68 | OK | 0.015 | 2469888 | 56748 | 13671 |
| 69 | OK | 0.015 | 2453504 | 56716 | 13193 |
| 70 | OK | 0.046 | 3350528 | 162462 | 57855 |
| 71 | OK | 0.046 | 3346432 | 162466 | 68948 |
| 72 | OK | 0.046 | 3334144 | 258205 | 71756 |
| 73 | OK | 0.031 | 2850816 | 152067 | 59306 |
| 74 | OK | 0.031 | 2854912 | 152067 | 59903 |
| 75 | OK | 0.046 | 2842624 | 152067 | 66900 |
| 76 | OK | 0.031 | 2842624 | 152067 | 67497 |
| 77 | OK | 0.031 | 2838528 | 258312 | 70001 |
| 78 | OK | 0.046 | 2703360 | 258332 | 58111 |
| 79 | OK | 0.187 | 6844416 | 811002 | 274035 |
| 80 | OK | 0.187 | 6844416 | 811006 | 332612 |
| 81 | OK | 0.234 | 6844416 | 1222794 | 299942 |
| 82 | OK | 0.171 | 4612096 | 799892 | 286940 |
| 83 | OK | 0.171 | 4603904 | 799892 | 282227 |
| 84 | OK | 0.187 | 4612096 | 799892 | 324420 |
| 85 | OK | 0.187 | 4608000 | 799892 | 319707 |
| 86 | OK | 0.218 | 4608000 | 1222871 | 284516 |
| 87 | OK | 0.203 | 3903488 | 1223246 | 288111 |
| 88 | OK | 0.390 | 12079104 | 1888898 | 600000 |
| 89 | OK | 0.406 | 12075008 | 1888903 | 731071 |
| 90 | OK | 0.500 | 12079104 | 2677526 | 600067 |
| 91 | OK | 0.375 | 7262208 | 1777788 | 601696 |
| 92 | OK | 0.375 | 7262208 | 1777788 | 632768 |
| 93 | OK | 0.375 | 7262208 | 1777788 | 698302 |
| 94 | OK | 0.375 | 7266304 | 1777788 | 698303 |
| 95 | OK | 0.468 | 7262208 | 2678110 | 611713 |
| 96 | OK | 0.406 | 5660672 | 2677266 | 600286 |