**MongoDB**

[Getting Started 1](#_Toc179375205)

[Terms to remember 1](#_Toc179375206)

[Commands 2](#_Toc179375207)

[Terminal commands 2](#_Toc179375208)

[CRUD Commands 2](#_Toc179375209)

[Create 2](#_Toc179375210)

[Databases and Collections 2](#_Toc179375211)

[Documents 2](#_Toc179375212)

[Read 3](#_Toc179375213)

[Sorting, Limiting and Count 3](#_Toc179375214)

[Delete 3](#_Toc179375215)

[Databases and Collections 3](#_Toc179375216)

[Documents 3](#_Toc179375217)

[Update 4](#_Toc179375218)

[Operators and Complex Queries 4](#_Toc179375219)

[Greater than/ Less Than 4](#_Toc179375220)

[Or 4](#_Toc179375221)

[In and Not In (Nin) 5](#_Toc179375222)

[Arrays of simple values and of objects 5](#_Toc179375223)

[Nested Documents 5](#_Toc179375224)

# Getting Started

1. Install MongoDB Community server
2. Install MongoDB Shell
3. Install MongoDB Compass (GUI)

# Terms to remember

1. Cluster – Database architecture
2. Collection - Table
3. Document – record

Note, Mongodb is case sensitive.

# Commands

## Terminal commands

mongosh – To open the mongodb shell in another terminal.

cls – clear screen

// Note: We do not need to use a ";" to terminate a command.

show dbs - // shows all the databases in the server.

use <database\_name> - // switch to the database specified. Works even if the database specified does not exist.

db - // to show the current database

show collections - // Show the tables in the database.

var name = "Daniel" - // To create a variable and initialise it.

name = // to return the value of the variable created

help - // List all the commands you can use and what they mean

exit - // To exit the shell

## CRUD Commands

### Create

#### Databases and Collections

use <database\_name> // Create a database if the database specified does not exist

db.createCollection("books") // Create a collection, called "books" in the database specified above

#### Documents

db.books.insertOne({title: "The River and the source", author: "Margaret Ogola", pages: 281, genres: [   "Fiction", "Historical"], rating: 4.8})

-- To insert one document/record into the collection/table

db.books.insertMany([{title: "Kidagaa Kimemwozea", author: "Ken Walibora", pages: 281, genres: ["Fiction", "Romance", "Politics"], rating: 4.8}, {title: "Caucasian Chalk Circle", author: "Bertolt Bretch", pages: 281, genres: ["Fiction", "Romance", "Politics"], rating: 4.8}])

-- To insert many documents/records into the collection/table

### Read

db.books.find() -- Returns the first 20 documents in the collection

it – To iterate over the next 20 documents

db.books.find({author: "Margaret Ogola"}) – To filter the documents by one property

db.books.find({ author: "Margaret Ogola", pages: 281 })"}) – To filter the documents by more than one property

db.books.find({author: "Margaret Ogola"}, {title: 1, pages: 1, rating: 1}) -- Returns the specified "title", "pages" and "rating" properties of the documents in the collection, that match the the filter passeed

db.books.findOne({title: 'The River and the source'}) -- Returns the first document that passes the filter specified

#### Sorting, Limiting and Count

db.books.find({ genres: "Romance" }).sort({ title: -1 }).skip(2).limit(5); // Finds the list of documents that have "Romance" as one of the genres, sorts the list on descending order by the titles of the documents, skips the first 2 (pagination as part of the query parameters of an endpoint URL), then out the remaining documents, limits the response list to 5 documents. In mysql, the equivalent of the skip() command is “OFFSET”.

### Delete

#### Databases and Collections

db.books.drop() // Drops the "books" table/ collection.

db.dropDatabase() // Drops the current database (specified when you use the "use <database\_name>")

#### Documents

db.books.deleteOne({\_id: ObjectId('66ffadfb81599ee5f817de45')}) // Deletes the document with the id shown

db.books.deleteMany({rating: 4.8}) // Delete the documents with the rating shown

### Update

db.books.updateOne({\_id: ObjectId('66ffadfb81599ee5f817de3e')}, {$set: {pages: 300}}) // Updates the document specified by setting the pages field with the static value 300.

db.books.updateMany({rating: 4.8}, {$set: {pages: 300}}) // Updates the documents with the rating specified by setting the pages field with the static value 300.

db.books.updateMany({rating: 4.8}, {$inc: {pages: 20}}) // Updates the documents with the rating specified by incrementing their already-existing value with 20

db.books.updateMany({rating: 4.8}, {$inc: {pages: -20}}) // Updates the documents with the rating specified by decrementing their already-existing value with 20

db.books.updateOne({\_id: ObjectId('66ffadfb81599ee5f817de3e')}, {$push: {genres: "Dystopia"}}) // Updates the document specified by adding the string specified to the document's array of genres.

db.books.updateOne({\_id: ObjectId('66ffadfb81599ee5f817de3e')}, {$pull: {genres: "Classic"}}) // Updates the document specified by removing the string specified from the document's array of genres.

db.books.updateOne({\_id: ObjectId('66ffadfb81599ee5f817de3e')}, {$push: {genres: {$each: ["Thriller", "Comedy"]}}}) // Updates the document specified by adding the strings specified to the document's array of genres.

db.books.updateOne({\_id: ObjectId('66ffadfb81599ee5f817de3e')}, {$pull: {genres: {$in: ["Thriller", "Comedy"]}}}) // Updates the document specified by removing the strings specified from the document's array of genres.

## Operators and Complex Queries

Operators in MongoDb are denoted by “$”.

### Greater than/ Less Than

db.books.find({ rating: {$gt: 4.5}}) // Returns all the documents with a rating greater than 4.5

db.books.find({ rating: {$lt: 4.5}}) // Returns all the documents with a rating less than 4.5

db.books.find({ rating: {$gte: 4.5}}) // Returns all the documents with a rating greater than or equal to 4.5

db.books.find({ rating: {$lte: 4.5}}) // Returns all the documents with a rating less than or equal to 4.5

#### Or

db.books.find({ $or: [{author: /Margaret/i }, {rating: 4.5}, { pages: {$gte: 300 }}]}) // Returns all the documents with a rating of 4.5, OR those with pages greater than or equal to 300, OR that have a author contaning the substring "Margaret", checking case-insensitively.

### In and Not In (Nin)

db.books.find({rating: {$in: [4.0, 4.2, 4.4, 4.6, 4.8]}}) // Returns all the documents with a rating that is among the values specified

db.books.find({rating: {$nin: [4.0, 4.2, 4.4, 4.6, 4.8]}}) // Returns all the documents with a rating that is non among the values specified

### Arrays of simple values and of objects

// genres is an array of strings and is a field in every document.

db.books.find({genres: "Classic"}) // Returns all the documents with "Classic" as part of the genres

db.books.find({genres: ["Fiction", "Historical"]}) // Returns all the documents with the exact same array of genres as specified, in the same order as specified.

db.books.find({genres: {$all: ["Fiction", "Historical"]}})  // This query finds all documents in the "books" collection where the "genres" field contains both "Fiction" and "Historical".

// The $all operator ensures that the "genres" array includes both specified values, regardless of their order in the array.

// reviews is an array of objects and is a field in every document.

db.books.find({"reviews.body": "Tamu sana. Naipenda"}) // Returns all the documents with "reviews" field that whose nested objects have their "body" property value as specified

## Indexing

db.books.find({rating: {$gt: 4.7}}).explain('executionStats') // Finds the list of documents with a rating greater than 4.7, looping through all the documents to find the same.
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db.books.getIndexes()  // Get all the indexes created for the collection, there is one, "\_id\_" created, from the documents' ids, by deafult

db.books.createIndex({rating: -1})  // Creates an index on the "rating" field in descending order.

db.books.find({rating: {$gt: 4.7}}).explain('executionStats') // Finds the list of documents with a rating greater than 4.7, using the index created from the rating field. Sppeds up the data retrieval because now, there are much fewer documents examined.

![](data:image/png;base64,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)

db.books.dropIndex({rating: -1})  // Deletes the newly created index

# Nested Documents

This is where documents are stored within documents. This enhances the speed of data retrieval because ordinarily, a normalized database would have at least two tables linked to each other by a foreign key. Querying, in this case, is, therefore, slower compared to if the entities are stored in a single table/ collection. E.g.

{

  "title": "Caucasian Chalk Circle",

  "author": "Bertolt Bretch",

  "pages": 281,

  "genres": [

    "Fiction",

    "Romance",

    "Politics"

  ],

  "rating": 4.8,

  "reviews": [

    { "name": "Daniel", "body": "Pretty good" },

    { "name": "Clemence", "body": "Tamu sana" },

    { "name": "Violet", "body": "Hmm" }

  ]

}

// The reviews are an array of objects