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# Introduction

This is the technical documentation for the arithmetic challenge game, which is a network-based game where there is an instructor, and a student. The instructor sends an equation to the student to answer, and the student sends back the answer. If the answer given is correct, the instructor can send a new equation. If the answer is incorrect, the student is given another try to answer the equation, while the instructor stores the incorrectly answered equation in a linked list.

There are 16 java files used, and a number of jar libraries used. Here is the complete list of files included in the project:
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These files are separated into separate packages to make it easier to navigate to the different files. All of the files that contain code to be visually displayed in JFrames, are stored in the “GUI” package. All of the files that are used for creating lists are stored in the “Lists” package.

The “.jar” files at the bottom are third party files used for creating charts. See the “JFreeChart” section for more information regarding the charting libraries.

# Main.java

Main.java is the file that runs first, and is used to call the main menu frame. It also contains the application’s name in a final string.

The reason behind using this file is to make it easier to start the programme. Due to the packages in the project, it would be harder to have to navigate to the correct package manually to find the main menu file, so the reasoning behind the use of this file was primarily for user friendliness.

Inside the main method, it first sets the look and feel to “nimbus”, which makes the program look prettier; it then declares and draws a JFrame which contains the MainMenu JPanel; and lastly it creates the exception log and the arithmetic log.

# Equation (Equation.java)

The equation class contains the following properties:

* DateTime (String)
* OperandOne (float)
* Operator (char)
* OperandTwo (float)
* AnswerGiven (float)
* CorrectAnswer (float)

Each contain methods for getting and setting the variables.

## Algorithms

### Constructor (datetime specified)

1. Set operandOne to the specified value
2. Set operator to the specified value
3. Set operandTwo to the specified value
4. Set answerGiven to the specified value
5. Set dateTime to the specified value
6. Set correct answer to the return value of Utilities.calculateAnswer(operandOne, operator, operandTwo)

### Constructor (datetime NOT Specified)

1. Set operandOne to the specified value
2. Set operator to the specified value
3. Set operandTwo to the specified value
4. Set answerGiven to the specified value
5. Set dateTime to the current date & time
6. Set correct answer to the return value of Utilities.calculateAnswer(operandOne, operator, operandTwo)

### isCorrect

Return true if answer given is correct, else false

### toStringArray

Return the equation as a string array, with unnecessary zeroes stripped from the number

### GetDayOfMonth

Returns the day of the month from the dateTime property.

# Log (Log.java)

The log class is used for logging arithmetic, as well is logging exceptions. It contains two final strings:
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These strings determine from where the log data is read, and to where it is written.

## Algorithms

### CreateExceptionLog

1. Create File object with the string EXCEPTION\_LOG
2. If the file doesn’t exist
   1. Get the parent file and make the directories
   2. Create a new file
3. Return true
4. If an exception is thrown, return false

### AppendExceptionLog

The logging format is:

[<Date> <Time>][<Exception class name>]

Message: <Exception message>

Additional Info: <Custom information (User friendly info)>

1. Instantiate a new FileWriter object
2. Append file with specified data
3. Close FileWriter object
4. Return true
5. If there is an error, return false

### createArithmeticLog

1. Create File object with the string ARITHMETIC\_LOG
2. If the file doesn’t exist
   1. Get the parent file and make the directories
   2. Create a new file
3. Return true
4. If an exception is thrown, return false

### AppendArithmeticLog

The format for the arithmetic log is:

[<Date> <Time>] <Equation>

There is a space after the tab in between the DateTime and the equation because it makes it easier to substring.

1. Instantiate a new FileWriter object
2. Append file with specified data
3. Close FileWriter object
4. Return true
5. If there is an error, return false

### ImportArithmeticLog

1. Create array list of equations called “array”
2. Create a BufferedReader object
3. Initialize string “line”
4. While there is another line to be read
   1. Set line to the current line being read
   2. Split the line into temporary string array
   3. Create equation object
   4. Pass temporary array data into the equation constructor
   5. Add the equation to the array list
5. Return the array list

# Instructor and Student Selection Screen (MainMenu.java)

## IPO Chart

|  |  |  |
| --- | --- | --- |
| **Input** | **Process** | **Output** |
| Host name text field | Stores the text in RAM | Displays the text |
| Port number spinner | Changes the number depending on what you typed or depending on whether you clicked up or down. | Displays the value |
| 'Host' button | Gets the local host and port number from the fields above and passes it into the instructor constructor. | Displays the instructor frame.  Displays information regarding the status of the server on the console. |
| 'Join' button | Gets the host name and port number from the fields above and passes it into the student constructor. | Displays the client student frame |
| 'Exit' button | Terminates the currently running Java Virtual Machine. | Closes the window. |

## Algorithms

### main

1. Set look and feel to “com.sun.java.swing.plaf.nimbus.NimbusLookAndFeel”
2. Instantiate JFrame
3. Set the default close operation to exit on close
4. Set the title to “Arithmetic challenge game”
5. Set visible
6. Set resizable to false
7. Set size to 265 x 140
8. Centre the frame
9. Create arithmetic and exception logs, if necessary

### Constructor

1. Set layout to null
2. Call InitialiseComponents method
3. Call addComponents method

### InitialiseComponents

1. Create a JSpin­ner to allow the user to choose the port number
2. Create a text field to allow the user to set the host name
3. Create labels
4. Create host button
5. Create join button
6. Create exit button

### ActionPerformed

1. If action is btnHost
   1. If fields are not empty:
      1. Store the field values in RAM
      2. Initialise instructor frame
      3. Pass field values into instructor constructor
      4. Draw frame
      5. Centre frame
   2. If fields are empty:
      1. Set host text to the PC’s host name.
      2. Throw NullPointerException to catch and store in exception log
   3. Catch exceptions and append the exception log with custom message.
   4. Display custom message in message dialog
2. If action is btnJoin
   1. If fields are not empty
      1. Get the values and store in RAM
      2. Create Student JFrame
      3. Centre the frame
   2. If fields are empty
      1. Set host text to the PC’s host name
      2. Throw NullPointerException to catch and store in exception log
   3. Catch exceptions and append the exception log with custom message.
   4. Display custom message in message dialog
3. If action btnExit:
   1. Terminate the currently running virtual machine.

# Instructor Screen (Instructor.java)

## IPO Chart

|  |  |  |
| --- | --- | --- |
| **Input** | **Process** | **Output** |
| Operand one text field | Stores the text in RAM | Displays the text |
| Operator drop down list | Stores the selection in RAM | Displays the selection |
| Operand two text field | Stores the text in RAM | Displays the text |
| Answer text field | Calculates the text from the first text field and the second text field after converting them into integers and uses the selected operator. | Displays the answer in the text field. |
| 'Send' button | 1. Stores the equation in an equation object and puts it in the table. 2. Puts the equation in a binary tree 3. Appends arithmetic log 4. Clears text fields 5. Sends the equation to the socket. 6. Disable send button | 1. Displays the equation in the JTable. 2. Displays the equation in a binary tree displayed as text in a text area. |
| 'Bubble Sort' button | Sort by answer using the bubble sort algorithm in asc/desc order (toggles asc/desc) | Displays the sorted array list in the table. |
| 'Insertion Sort' button | Sort by answer using the insertion sort algorithm in asc/desc order (toggles asc/desc) | Displays the sorted array list in the table. |
| 'Selection Sort' button | Sort by answer using the selection sort algorithm in asc/desc order (toggles asc/desc) | Displays the sorted array list in the table. |
|  |  |  |
| Binary tree text area | Stores the text in RAM | Displays the text |
| Pre-order traverse tree | Does a pre-order traversal of the tree. | Displays the tree data. |
| In-order traverse tree | Does an in-order traversal of the tree | Displays the tree data. |
| Post-order traverse tree | Does a post-order traversal of the tree | Displays the tree data. |
| Save button (binary tree) | Gets the data from the text area and prepares to put it into a file. The file name depends on which radio button is selected. | Writes the data to the file, creating the file if it does not yet exist, else it will overwrite it. |
| Display Line Chart button | Generate a line chart with the 10 bottom-most equations from the array list | Display in a new JFrame |

## Algorithms

### Constructor

* 1. Store port number in class variable
  2. Set layout to null
  3. Import the arithmetic log
  4. Store in array list
  5. Add array list items to binary tree
  6. Add equations to a HashSet
  7. Print HashSet data
  8. Call the initialiseComponents method
  9. Call addComponents
  10. Instantiate server socket with specified port no.
  11. Start the server.
  12. Connect to the server

### initialiseComponents

This method is to define and draw the components on the frame. This has been done to reduce the amount of code in the constructor method.

The method returns true if successful so that if necessary, code could be written to deal with the issue where the components didn’t initialise correctly.

|  |  |
| --- | --- |
| Equation form | * + 1. Create label which displays information to instruct the user.     2. Create text fields to store the operands, and the answer     3. Create operator combo box (drop-down list)     4. Create send button     5. Add components to frame |
| Arithmetic history table | * + 1. Instantiate TableModel class, passing in an array list of equations.     2. Create a scroll pane and add it to the frame     3. Create table and put it in the scroll pane     4. Set the table border to a solid blue line |
| Sorting buttons | * + 1. Create bubble sort button     2. Create Insertion sort button     3. Create selection sort button     4. Add buttons to frame |
| Doubly linked list | * + 1. Create text area to display the list     2. Create a scroll pane     3. Put text area in scroll pane     4. Add scroll pane to frame |
| Binary tree | * + 1. Create text area     2. Create scroll pane     3. Put text area in scroll pane     4. Create save button     5. Create radio buttons to change ordering (pre-order, in-order, post-order)     6. Put radio buttons in a button group |
| Status bar | * + 1. Create status label     2. Add label to frame |
| Line Chart button | * + 1. Create line chart button     2. Display line chart button |

### radPreOrder\_ItemStateChanged

1. Return a new Callable<Integer>
   1. Override call method with:
      1. Call the method to traverse the binary tree in pre-order
      2. Set the text of the binary tree text area to display the pre-ordered traversal
      3. Return 0

### radInOrder\_ItemStateChanged

1. Return a new Callable<Integer>
   1. Override call method with:
      1. Call the method to traverse the binary tree in order
      2. Set the text of the binary tree text area to display the in-order traversal
      3. Return 0

### radPostOrder\_ItemStateChanged

1. Return a new Callable<Integer>
   1. Override call method with:
      1. Call the method to traverse the binary tree in post-order
      2. Set the text of the binary tree text area to display the post-ordered traversal
      3. Return 0

### displayHashSet

1. Print “Displaying contents of hash set (Equation answer is the key, equation is the value):”
2. Create Iterator<Equation> object called temp
3. Set temp to hashset object’s (hs) iterator
4. For each item in the hashset
   1. Create temporary object to store the next equation in the iteration
   2. Print the equation
5. Print “Successfully displayed all <number of items in hs> items.\r\n”

### ActionPerformed

* + - 1. Initialise **status** string
      2. If the action is from the **combo box, first operand text field, or second operand text field**:
         1. Store first operand as a float
         2. Store second operand as a float
         3. Calculate the answer
         4. Store the answer to the equation as a float
         5. Set the text of the answer field to the answer, with ‘.0’ stripped from the string if it ends with ‘.0’.
         6. Set status to “Calculated successfully. Click 'send' (hotkey: Alt + S) when you are ready.”
      3. If the action is from the **send** button:
         1. If the fields are not empty

Store operands as floats in RAM

Calculate and store answer in RAM

Create equation object to store the equation in RAM

Add the equation object to the table model object

Add a new node with the equation to the doubly linked list

Set the text of the linked list text area to the contents of the doubly linked list, in string format

Add equation to binary tree

Add equation to hash set

Display hash set

Append arithmetic log with the equation object

Clear fields

Call the server handling method and pass in the equation data

Disable send button

Repaint JPanel

* + - 1. If the action is from the **Bubble sort** button
         1. Set boolean to the opposite value.
         2. Call bubble sort method to sort by answer, passing in the array list, and Boolean that determines whether it is ascending or descending (allows for toggle functionality)
         3. Update the table data
      2. If the action is from the **Insertion sort** button
         1. Set boolean to the opposite value.
         2. Call insertion sort method to sort by answer, passing in the array list, and Boolean that determines whether it is ascending or descending (allows for toggle functionality)
         3. Update the table data
      3. If the action is from the **Selection sort** button
         1. Set boolean to the opposite value.
         2. Call selection sort method to sort by answer, passing in the array list, and Boolean that determines whether it is ascending or descending (allows for toggle functionality)
         3. Update the table data
      4. If the action is from the **save** button
         1. Write to file with the data from the binary tree text area

If pre-order, file name is “PreOrder.txt”

If in-order, file name is “InOrder.txt”

If post-order, file name is “PostOrder.txt”

* + - 1. If the action is from the **chart** button
         1. Create a new instance of the chart class, passing the array list into the constructor
         2. Set the size to 650, 490

### paintComponent

1. **Title**
   1. Display blue rectangle
   2. Display “instructor” text with 20 font size and white colour
2. Draw white string with size 12, displaying the **number of equations** loaded from the arithmetic log.
3. **Equation form**
   1. Call the drawStyledBox method to draw a box around equation form
4. **Linked list**
   1. Call the drawStyledBox method to draw a box around linked list
   2. Draw black string “linked list (of all incorrectly answered exercises):”
5. **Binary tree**
   1. Call the drawStyledBox method to draw a box around binary tree
   2. Draw black string “Binary Tree:”

### drawStyledBox

1. Draw filled rectangle with specified size and colour
2. Draw rectangle with specified size and colour

### Connect

1. Display text “Establishing connection. Please wait ...” in the status label
2. Instantiate socket with the Socket class, passing the server name and port into the constructor
3. Set status text to say “Connected to <host name>”
4. Call open method

### Open

1. Create an instance of the DataOutputStream class, passing in the return value of the Socket.getOutputStream method
2. Instantiate the instructor thread, passing in this class object, and the socket

### Close

1. If streamOut is not null
   1. Call streamOut.close
2. If socket is not null
   1. Call socket.close
3. Call instructorThread.close
4. Call instructorThread.stop

### InstructorHandle

1. If message equals “.bye”
   1. Set status text to “good bye. Press EXIT button to exit …”
   2. Call close method
2. Else
   1. Get last equation in array list
   2. If message equals the correct answer
      1. Set status to display “Student answered correctly! You can now send a new question.”
      2. Disable send button
   3. Else if message does not contain “/” (This is only the case if it is a full equation with the date time stamp)
      1. Set status to “Student answered incorrectly. Waiting to recieve correct answer...”
      2. Add to linked list
      3. Update text area to display the current data in the linked list

### Run

1. Print “Waiting for a client ...”
2. Call addThread method, passing in the return value of server.accept

### start

1. If thread is null
   1. Instantiate thread, passing in this
   2. Start thread

### stop

1. If thread isn’t null
   1. Stop thread
   2. Set thread to null

### findClient

1. For each client
   1. If client id equals the specified id
      1. Return the index
2. Return -1

### serverHandle

1. If input equals “.bye”
   1. Find the client and send “.bye”
   2. Remove specified client
2. Else
   1. For each client
      1. Send input

### remove

1. Set pos to the return value of findClient(<specified id>)
2. If post is greater than or equal to 0
   1. Initialise and define ServerThread object “ToTerminate” as the item in the client thread array at pos
   2. Print “Removing client thread <id> at <pos>
   3. If pos is less than the client count -1
      1. For each client
         1. Set client array item at the current index -1 to the client array item at the current index
   4. Decrement client count
   5. Call toTerminate.close
   6. Call toTerminate.stop

### addThread

1. If there is room in server thread array
   1. Print “client accepted: <socket>”
   2. Create a new server thread in array
   3. Call server thread’s open method
   4. Call server thread’s start method
   5. Increment client count
2. Else print “Client refused: maximum <server thread array length> reached.”

# Student screen(Student.java)

## IPO Chart

|  |  |  |
| --- | --- | --- |
| **Input** | **Process** | **Output** |
| Question text field | Stores the text in RAM | Displays the text |
| Answer text field | Stores the text in RAM | Displays the text |
| Submit button | Sends answer to server  Checks whether answer is correct  call showMessageDialog method | Displays pop up message saying whether you answered correctly or not |
| Status label | sets the text to the text specified by the program | Displays the text |

## Algorithms

### Constructor

1. Store server host string in RAM
2. Store port number in RAM
3. Set layout to null
4. Call initialiseComponents
5. Add components
6. Connect to server

### initialiseComponents

1. Create submit button
2. Create equation text field
3. Disable editing of equation text field
4. Create answer text field
5. Create status label

### paintComponent

1. Draw filled blue rectangle for title
2. Draw white string “Student” with 20 font size
3. Draw black string “Question: “
4. Draw black string “Answer: “

### actionPerformed

1. If btnSubmit is the action event
   1. Call send method
   2. If answer is correct
      1. Display message “Correct!”
      2. Disable button
   3. Else
      1. Display message “Incorrect; Please try again”
      2. Enable button
   4. Clear answer text field

### Connect

1. Display text “Establishing connection. Please wait ...” in the status label
2. Instantiate socket with the Socket class, passing the server name and port into the constructor
3. Set status text to say “Connected to <host name>”
4. Call open method

### send

1. Call DataOutputStream object’s writeUTF method, and pass in the answer, with “.0” stripped if necessary.
2. Call DataOutputStream object’s flush method

### Handle

1. If message equals “.bye”
   1. Display message “good bye. Press EXIT button to exit…”
   2. Call close method
2. Else if message split by spaces, has a length of 6
   1. Store split message in temp string array
   2. Get values from array and store in separate variables
   3. Current question equals new equation with the values
   4. Set the equation text field’s text to show the equation, without the answer
   5. Enable btnSubmit

### Open

1. Create an instance of the DataOutputStream class, passing in the return value of the Socket.getOutputStream method
2. Instantiate the student thread, passing in this class object, and the socket

### Close

1. If streamOut is not null
   1. Call streamOut.close
2. If socket is not null
   1. Call socket.close
3. Call studentThread.close
4. Call studentThread.stop

### stop

1. If thread isn’t null
   1. Stop thread
   2. Set thread to null

# Sorting (Sort.java)

## algorithm Comparison

### testing

The three sorting algorithms were timed in milliseconds to determine their speeds when sorting the ArrayList<Equation> which contained 9,236 elements. (Note: This was tested on a computer which has a lot of other processes running in the background, which may make the results inaccurate).

Here are the results of the tests:

#### Sort by operator in Descending order
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#### Sort by operator in ascending order

![](data:image/png;base64,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)

#### sort By answer in descending order
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#### Sort By Answer In Ascending Order

![](data:image/png;base64,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)

### Algorithm details

As shown on the previous page, the bubble sort, selection sort, and insertion sort all have fairly different speeds. The difference in speed is enough for the average person to notice.

The speeds depend on many factors, the primary factors are the datatype being sorted, whether it is sorting in ascending order or descending order, and of course the size of the array. There are other little factors that make a small difference, for example: other processes happening on the computer at the same time, or other programs using the memory.

The methods used to calculate the speeds may not be too accurate, considering the time it may take to run System.nanoTime(), which has not been tested.

Insertion sort may have won because it only has to read through the array once, unlike the selection sorting, and the bubble sorting algorithms. This would have a clear advantage on most large arrays, and it has the benefit of being a very simple algorithm to learn and understand.

The pseudo-code for the bubble sort algorithm has been written to be easily read, whereas the code itself is much shorter but more confusing. Ternary operators were heavily used to write the methods so that the bubble sort and selection sort only require one if statement, and the insertion sort does not require any if statements.

Writing a single method that has the ability to sort multiple datatypes in ascending or descending order requires a lot of code to determine how it needs to compare the values. Generally, the easy way would be to use lots of if statements as shown in the pseudo-code, but using ternary operators, while ultimately doing the same thing, made the code much shorter than what it would have been with if statements.

In hindsight it would have been better to just make lots of different methods, but it was an interesting exercise nonetheless.

#### Selection Sort

This sorting algorithm was the slowest on average of the three, when dealing with an ArrayList of equations. Selection sort is faster than bubble sort at sorting by the answer (float), beating it by 25.535916 milliseconds in descending order, and 28.695116 milliseconds in ascending order.

Here is the pseudo-code for the selection sort:

|  |
| --- |
| For int i = 0; i < arr.size - 1; i++  int index equals i  For int j = i + 1; j < arr.size; j++  If sortByOperator is false  if desc is true  if num1 > num2  index = j  else  if num1 < num2  index = j  end if  end else  end if  else  if desc is true  if operator1 is lexicographically greater than operator2  index = j  end if  end if  else  if operator1 is lexicographically less than operator2  index = j  end if  end else  end else  end for  Equation temp = get array item at i  set array item at i to array item at index  set array item at index to temp  end for |

#### Bubble Sort

This algorithm came second in terms of the average speed. It beat the selection sort at sorting by operators, though still far behind insertion sort.

1. j = 0
2. for j < array size; j++
   1. i = j + 1
   2. for I < array size; i++
      1. if the return value of comparator(array item j, array item i, sort by operator/sort by answer, asc/desc) is true
         1. swap them around
3. return array

#### Insertion sort

Insertion sort is quite obviously the fastest of the three, even noticeable to the human eye. Its slowest speed was 119.985553, which is still much faster than the other two sorting algorithms.

1. Initialize key
2. Initialize i
3. j = 1
4. For j < array size; j++
   1. Key = array item j
   2. For i = j - 1; (i >= 0) && comparator(arr.get(i), key, sort by operator/sort by answer, asc/desc); i--
      1. Set array item i+1 to array item i
   3. Set array item i+1 to key
5. Return array

### Comparator

1. If sortByOperator is false
   1. If desc is true
      1. Return true if eq’s answer is greater than eqTwo’s answer
   2. If desc is false
      1. Return true if eq’s answer is less than eqTwo’s answer
2. If sortByOperator is true
   1. If desc is true
      1. Return true if the return value of comparing eq’s operator with eqTwo’s operator using the Character.compareTo method is less than zero
   2. If desc is false
      1. Return true if the return value of comparing eq’s operator with eqTwo’s operator using the Character.compareTo method is greater than zero

# JFreeChart (Third Party) (chart.java)

JFreeChart is a free chart library for Java that can generate a wide variety of charts for use in both client (Swing and JavaFX) and server (web) applications.

This library was used to draw a line graph displaying the student’s improvement in the 10 most recent equations.

## Algorithms

### Constructor

Parameter: ArrayList<Equation> eqs

1. Set visibility to true
2. Set layout to null
3. If eqs is null
   1. Return
4. Call displayLineChart(eqs)
5. Set size to 640, 480
6. Call initComponents (Auto generated with netbeans)

### paint

1. Define new file “LineChart.jpeg”
2. Initialize bufferedImage and define it as null
3. Image equals the return value of ImageIO.read, passing the file in as a parameter
4. Draw the image

### DisplayLineChart

1. Instantiate DefaultCategoryDataSet object
2. Initialize num
3. Define rowKey as “Number of correct answers out of the last 10 equations”
4. For i = eqs.size()-10; i < eqs.size(); i++
   1. If eqs item I’s answer equals eqs item I’s correct answer
      1. Num++
      2. Add value to the data set
   2. Else
      1. Num--
      2. Add value to the data set
5. Call ChartFactory.createLineChart
6. Image size equals 640, 480
7. Save chart as jpg file

# Utilities (Utilities.java)

This class contains potentially re-usable methods that are loosely coupled and highly cohesive.

The class mostly contains methods for creating components like labels, text fields, and frames. This reduces the amount of repetition in the code, and reduces the file size.

Below are some of the noteworthy methods.

## Algorithms

### CreateRadioButton

This method takes the parameters: text (string); rect (rectangle); defaultState (Boolean); font (Font); and event\_itemStateChanged (Callable<Integer>).

This is noteworthy because it uses reflection to call the event\_itemStateChanged

1. Instantiate JRadioButton with the constructor arguments: text and defaultState
2. Set font
3. Set location
4. Set size
5. Add ItemListener with a new instance of ItemListener
   1. Override itemStateChanged method
      1. Call event\_itemStateChanged

### stripzero

This method strips “.0” off of a string, and returns it. This is useful for when a float, double, or decimal is converted to a string because if it is a whole number, it will have “.0” on the end, which may be unnecessary.

For example, “5256.0” would become “5256”.

# Binary Tree (BinaryTree.java)

The binary tree class is used to store the equations in the form of a binary tree. It is designed to be outputted as a string in a text field in Instructor.java.

## BinaryTree Algorithms

### AddLeaves

Parameter(s): ArrayList<Equation> eqs

1. For each equation in eqs
   1. Add leaf (node) to the tree.

### AddLeaf

Parameter(s): Equation e

1. Define new Leaf object with specified equation
   1. If the root node is null
      1. Root equals the new Leaf
   2. If the root is NOT null
      1. Set the focus leaf to root
      2. Initialize leaf “parent”
      3. Infinite loop
         1. Set parent to focus leaf
         2. If e’s answer is less than the answer in the focus leaf
            1. Focus leaf equals the left child of focus leaf
            2. If focus leaf is null

Parent’s left child equals new leaf

Return void

* + - 1. If e’s answer is greater than the answer in the focus leaf
         1. Focus leaf equals the right child of focus leaf
         2. If focus leaf is null

Parent’s right child equals new leaf

Return void

### InOrderTraverseTree

Parameter(s): Leaf focusLeaf

1. If focus leaf is not null
   1. Call inOrderTraverseTree(focus leaf’s left child)
   2. Append global variable “treeString” with the focus leaf’s equation
   3. Call inOrderTraverseTree(focus leaf’s right child)

### PreOrderTraverseTree

Parameter(s): Leaf focusLeaf

1. If focus leaf is not null
   1. Append global variable “treeString” with the focus leaf’s equation
   2. Call preOrderTraverseTree(focus leaf’s left child)
   3. Call preOrderTraverseTree(focus leaf’s right child)

### PostOrderTraverseTree

Parameter(s): Leaf focusLeaf

1. If focus leaf is not null
   1. Call postOrderTraverseTree(focus leaf’s left child)
   2. Call postOrderTraverseTree(focus leaf’s right child)
   3. Append global variable “treeString” with the focus leaf’s equation

### GetEquationAndStripZeroes

Parameter(s): Leaf focusLeaf

1. Get focusLeaf’s answer
2. Get focusLeaf’s first operand
3. Get focusLeaf’s operator
4. Get focusLeaf’s second operand
5. Convert answer, operand one, operator, and operand two to strings
6. Strip ‘.0’ from numbers if necessary.
7. Return string in the format: “<answer> (<operand one><operator><operand two>), ”

### getTreeAsString

1. Set temp string to treeString without the comma at the end
2. Clear treeString
3. Return temp string

### findLeaf

Parameter(s): float answer

1. Set focus leaf to root
2. While focus leaf’s answer is not equal to answer
   1. If answer is less than focus leaf’s answer
      1. Focus leaf equals focus leaf’s left child
   2. Else
      1. Focus leaf equals focus leaf’s right child
   3. If focus leaf is null
      1. Return null
3. Return focus leaf

## Leaf (node) Algorithms

This class is used for storing a single node of the binary tree

### Constructor

Return the equation contained in the node

# DLinkedEquationList (DLinkedEquationList.java)

This class is a doubly/double linked list that stores Equation objects.

## Algorithms

### Constructor (no parameters)

Sets the head to a new instance of ListNode

### Constructor (Equation specified)

Sets the head to a new instance of ListNode(equation)

### Constructor (float, char, float, float)

Sets the head to a new instance of ListNode(float, char, float, float)

### get

Parameter(s): int i

1. Current equals head
2. If i is less than zero or current equals null
   1. Throw new ArrayIndexOutOfBoundsException
3. While i > 0
   1. Decrement i
   2. Current equals node after current
   3. If current is null
      1. Throw new ArrayIndexOutOfBoundsException
4. Return current

### getLength

1. n equals head
2. i equals 0
3. while node after n is not null
   1. increment i
4. return i

### displayAsString

1. str equals “HEAD <-> “
2. current equals head’s next node
3. For current is not equals to head and current is not null; current equals current’s next node
   1. String array arr equals the return value of current’s equation’s toStringArray method
   2. str += arr[0] + " " + arr[1] + " " + arr[2] + " = " + arr[3] + " <-> "
4. return str + “TAIL”

# ListNode (ListNode.java)

This class was originally inside the DLinkedEquationList.java file, but it was taken out because I needed to make it public. It would have been better to have it as a sub-class, though.

The purpose of this class is to store a single node of the doubly linked list.

## Algorithms

### Constructor (No parameters)

1. previous node equals null
2. next node equals null
3. equation equals null

### Constructor (Equation eq)

1. previous equals null
2. next equals null
3. equation equals eq

### Constructor (float operand one, operator, operand two, answer)

1. previous equals null
2. next equals null
3. equation equals new instance of Equation with the arguments specified

### Append

Parameter(s): float operandOne, char operator, float operandTwo, float answer

1. n equals new ListNode(operandOne,operator,operandTwo,answer)
2. n’s previous node equals this
3. n’s next node equals next
4. if next is not null
   1. next’s previous node equals n
5. next equals n

### Insert

Parameter(s): ListNode newNode

1. newNode’s previous node equals prev
2. newNode’s next node equals this
3. prev’s next node equals newNode
4. prev equals newNode

### Remove

1. next’s previous node equals prev
2. prev’s next node equals next

### toString (Override)

Returns the equation as a string in this format: “<num1> <operator> <num2> = <answer>”.

# TableModel (TableModel.java)

This class extends AbstractTableModel, and is used to store an ArrayList of Equation objects and a string array containing the table column headings.

This is implemented in the instructor class as the model for the JTable.

## Algorithms

### Constructor

Parameter(s): ArrayList<Equation> eqs, String[] header

1. this instance’s header equals header
2. this instance’s array list equals eqs

### getRowCount

Returns the size of the array list

### getColumnCount

Returns the length of the header

### getValueAt

Parameter(s): int rowIndex, int columnIndex

Returns cell from array list at rowIndex, columnIndex

### getColumnName

Parameter(s): int index

Return header’s value at position: index

### Add

Parameter(s): Equation e

1. if e’s answer is correct
   1. add equation
2. call fireTableDataChanged method

# InstructorThread (InstructorThread.java)

This class extends Thread, and is used in the instructor class.

## Algorithms

### Constructor

Parameter(s): Instructor \_instructor, Socket \_socket.

1. Instructor equals \_instructor
2. Socket equals \_socket
3. Call open method
4. Call start method

### Open

Open the input stream

### close

Close the input stream

### Run (override)

1. Infinite loop
   1. Call the instructorHandle method with the data read from the input stream.

# ServerThread (ServerThread.java)

This class extends Thread, and is used in the instructor class. The server could have been put into a separate file so that the instructor can run on a different computer to the server, but it isn’t quite necessary for this project.

## Algorithms

### Constructor

1. Call super()
2. server = \_server
3. socket = \_socket
4. id = the socket’s port

### Send

Parameter(s): String msg

Writes the msg to the DataOutputStream and flush the stream.

### run (override)

Call the serverHandle method with the parameters: ID and the data from the DataInputStream.

### open

Opens the input stream, and the output stream

### close

1. if socket isn’t null, close it
2. if input stream isn’t null, close it
3. if output stream isn’t null, close it

# StudentThread (StudentThread.java)

This class extends Thread, and is used in the student class.

## Algorithms

### Constructor

Parameter(s): student \_student, Socket \_socket.

1. student equals \_student
2. Socket equals \_socket
3. Call open method
4. Call start method

### Open

Open the input stream

### close

Close the input stream

### Run (override)

1. Infinite loop
   1. Call the student handle method with the data read from the input stream.
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