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**Задание**

Разработать структуру данных на языке программирования С++ в ООП парадигме. В нашем случае структура данных – это односвязный список, основные операции которого будут вставка элементов, их удаление, доступ к определенным элементам по значению или позиции и обход списка для выполнения операций над каждым элементом.

**1. Текст программы на языке C++**

* 1. **Код файла CMakeLists.txt**

cmake\_minimum\_required(VERSION 3.14)

project(List)

SET(CMAKE\_CXX\_STANDARD 14)

set(CMAKE\_CXX\_FLAGS

"${CMAKE\_CXX\_FLAGS} -Wall -pedantic-errors")

add\_subdirectory(test)

add\_executable(main)

target\_sources(main PRIVATE main.cpp)

* 1. **Код файла List.cpp**

template<typename T>

List<T>::List() : head(nullptr), size(0) {}

template<typename T>

List<T>::List(const List<T>& ll) : head(nullptr), size(0)

{

Node<T>\* head = ll.getHead();

while (head != nullptr) {

push\_back(head->data);

head = head->next;

}

}

template<typename T>

List<T>::List(List<T>&& ll) : List()

{

head = ll.getHead();

ll.head = nullptr;

size = ll.getSize();

ll.size = 0;

}

template<typename T>

List<T>& List<T>::operator=(List<T> const& ll)

{

if (this == &ll)

return \*this;

List<T> tmp(ll);

size = tmp.getSize();

head = tmp.getHead();

tmp.head = nullptr;

return \*this;

}

template<typename T>

List<T>& List<T>::operator=(List<T>&& ll)

{

if (this != &ll)

return \*this;

head = std::move(ll.head);

size = std::move(ll.size);

return \*this;

}

template<typename T>

List<T>::~List()

{

Node<T>\* tmp = nullptr;

while (head)

{

tmp = head;

head = head->next;

delete tmp;

}

head = nullptr;

}

template<typename T>

Node<T>\* List<T>::getHead() const

{

return head;

}

template<typename T>

size\_t List<T>::getSize() const

{

return size;

}

template<typename T>

void List<T>::display(std::ostream& out) const

{

Node<T>\* node = head;

while (node != nullptr)

{

out << node->data << " ";

node = node->next;

}

}

template<typename T>

void List<T>::push\_back(T data)

{

Node<T>\* t = new Node<T>(data);

Node<T>\* tmp = head;

if (tmp == nullptr)

{

head = t;

}

else

{

while (tmp->next != nullptr)

{

tmp = tmp->next;

}

tmp->next = t;

}

size++;

}

template<typename T>

void List<T>::push\_front(T data)

{

Node<T>\* t = new Node<T>(data);

if (head == nullptr)

{

head = t;

}

else

{

t->next = head;

head = t;

}

size++;

}

template<typename T>

void List<T>::push(T data, size\_t index)

{

Node<T>\* cur = head;

Node<T>\* prev = nullptr;

size\_t cur\_index = 0;

while (cur\_index != index && cur != nullptr)

{

prev = cur;

cur = cur->next;

++cur\_index;

}

if (cur\_index == index)

{

Node<T>\* t = new Node<T>(data);

if (prev != nullptr) prev->next = t;

else head = t;

t->next = cur;

size++;

}

}

template<typename T>

Node<T>\* List<T>::get\_by\_index(size\_t index)

{

Node<T>\* cur = head;

size\_t cur\_index = 0;

while (cur\_index != index && cur != nullptr)

{

cur = cur->next;

++cur\_index;

}

if (cur\_index == index)

{

return cur;

}

return nullptr;

}

template<typename T>

void List<T>::pop\_front()

{

Node<T>\* tmp = head;

if (tmp != nullptr)

{

head = head->next;

delete tmp;

size--;

}

}

template<typename T>

void List<T>::pop\_back()

{

Node<T>\* tmp = head;

Node<T>\* prev = nullptr;

if (tmp != nullptr)

{

while (tmp->next != nullptr)

{

prev = tmp;

tmp = tmp->next;

}

if (prev != nullptr)

{

prev->next = nullptr;

}

else

{

head = nullptr;

}

delete tmp;

size--;

}

}

template<typename U>

std::ostream& operator<<(std::ostream& os, const List<U>& ll)

{

ll.display(os);

return os;

}

* 1. **Код файлов List\_test.cpp**

#include <gtest/gtest.h>

#include "../List.h"

TEST(ListTest, DefaultConstructorTest) {

auto ll1 = List<int>();

ASSERT\_EQ(ll1.getSize(), 0);

ASSERT\_EQ(ll1.getHead(), nullptr);

}

TEST(ListTest, ListGrowsAndShrinks) {

List<int> ll1;

ll1.push\_back(5);

ll1.push\_front(6);

ll1.push\_back(7);

ll1.push\_front(8);

ll1.push(9,2);

ASSERT\_EQ(ll1.getSize(), 5);

ll1.pop\_back();

ll1.pop\_front();

ASSERT\_EQ(ll1.getSize(), 3);

}

TEST(ListTest, CopyConstructorTest) {

List<int> ll1;

ll1.push\_back(5);

ll1.push\_front(6);

ll1.push\_back(7);

ll1.push\_front(8);

ll1.push(9,2);

ASSERT\_EQ(ll1.getSize(), 5);

List<int> ll2 = List<int>(ll1);

ASSERT\_EQ(ll1.getHead()->data, ll1.getHead()->data);

ASSERT\_EQ(ll1.getSize(), ll1.getSize());

}

TEST(ListTest, CopyAssignTest) {

List<int> ll1;

ll1.push\_back(5);

ll1.push\_front(6);

ll1.push\_back(7);

ll1.push\_front(8);

ll1.push(9,2);

ASSERT\_EQ(ll1.getSize(), 5);

List<int> ll2 = ll1;

ASSERT\_EQ(ll1.getHead()->data, ll1.getHead()->data);

ASSERT\_EQ(ll1.getSize(), ll1.getSize());

}

TEST(ListTest, MoveConstructorTest) {

List<int> ll1;

ll1.push\_back(5);

ll1.push\_front(6);

ll1.push\_back(7);

ll1.push\_front(8);

ll1.push(9,2);

const auto ll1Size = ll1.getSize();

ASSERT\_EQ(ll1Size, 5);

List<int> ll2 = List<int>(std::move(ll1));

ASSERT\_EQ(ll2.getSize(), ll1Size);

ASSERT\_NE(ll2.getHead(), nullptr);

}

TEST(ListTest, MoveAssignmentTest) {

List<int> ll1;

ll1.push\_back(5);

ll1.push\_front(6);

ll1.push\_back(7);

ll1.push\_front(8);

ll1.push(9,2);

const auto ll1Size = ll1.getSize();

ASSERT\_EQ(ll1Size, 5);

List<int> ll2 = std::move(ll1);

ASSERT\_EQ(ll2.getSize(), ll1Size);

ASSERT\_NE(ll2.getHead(), nullptr);

}

TEST(ListTest, OverloadOutOperator) {

List<int> ll1;

ll1.push\_back(5);

ASSERT\_EQ(ll1.getSize(), 1);

std::stringstream stream;

stream << ll1;

ASSERT\_EQ(stream.str().compare("5"), 1);

}

TEST(ListTest, TestGetByIndex) {

List<int> ll1;

int found1 = 5;

int found2 = 5;

ll1.push\_back(found1);

ll1.push\_back(1);

ll1.push\_back(found2);

ll1.push\_back(3);

ASSERT\_EQ(ll1.getSize(), 4);

ASSERT\_EQ(ll1.get\_by\_index(0)->data, found1);

ASSERT\_EQ(ll1.get\_by\_index(INT32\_MAX), nullptr);

}

int main(int argc, char \*\*argv) {

::testing::InitGoogleTest(&argc, argv);

return RUN\_ALL\_TESTS();

}

* 1. **Код файлa main.cpp**

#include <iostream>

#include "List.h"

int main()

{

List<int> ll1;

ll1.push\_back(5);

std::cout << ll1 << '\n';

std::cout << "ll1 Size: " << ll1.getSize() << "\n\n";

ll1.push\_front(6);

std::cout << ll1 << '\n';

std::cout << "ll1 Size: " << ll1.getSize() << "\n\n";

ll1.push\_back(7);

std::cout << ll1 << '\n';

std::cout << "ll1 Size: " << ll1.getSize() << "\n\n";

ll1.push\_front(8);

std::cout << ll1 << '\n';

std::cout << "ll1 Size: " << ll1.getSize() << "\n\n";

ll1.push(9, 2);

std::cout << ll1 << '\n';

std::cout << "ll1 Size: " << ll1.getSize() << "\n\n";

ll1.pop\_back();

std::cout << ll1 << '\n';

std::cout << "ll1 Size: " << ll1.getSize() << "\n\n";

ll1.pop\_front();

std::cout << ll1 << '\n';

std::cout << "ll1 Size: " << ll1.getSize() << "\n\n";

List<int> ll2(ll1);

std::cout << "ll2 " << ll2 << '\n';

List<int> ll3;

ll3 = ll1;

std::cout << "ll3 " << ll3 << '\n';

List<int> ll4 = List<int>(std::move(ll3));

std::cout << "ll4 " << ll4 << "\n";

List<int> ll5 = std::move(ll4);

std::cout << "ll5 " << ll5 << "\n";

std::cout << "ll4 " << ll4 << "\n";

return 0;

}

* 1. **Код файлa List.h**

#include "Node.h"

/\*

\* Односвязный список.

\* @tparam T - тип данных элементов, хранимых в списке.

\*/

template <typename T>

class List

{

private:

Node<T>\* head;

size\_t size;

public:

List();

List(const List<T>& ll);

List(List<T>&& ll);

~List();

List<T>& operator=(List<T> const& ll);

List<T>& operator=(List<T>&& ll);

/\*

\* @brief получение указателя на первый элемент в списке.

\* @return указатель на первый элемент в списке.

\*/

Node<T>\* getHead() const;

/\*

\* @brief получить количество элементов в списке.

\* @return количество элементов в списке.

\*/

size\_t getSize() const;

/\*

\* @brief вывод списка в поток.

\* @param out поток для вывода.

\*/

void display(std::ostream& out = std::cout) const;

/\*

\* @brief добавление элемента в конец списка.

\* @param data информация об элементе.

\*/

void push\_back(T data);

/\*

\* @brief добавление элемента в начало списка.

\* @param data информация об элементе.

\*/

void push\_front(T data);

/\*

\* @brief добавление элемента на заданную позицию.

\* @param data информация об элементе.

\* @param index позиция элемента.

\*/

void push(T data, size\_t index);

/\*

\* @brief удаление первого элемента в списке.

\*/

void pop\_front();

/\*

\* @brief удаление последнего элемента в списке.

\*/

void pop\_back();

/\*

\* @brief получение элемента на заданной позиции.

\* @param index позиция элемента.

\* @return указатель на найденый элемент в списке или nullptr.

\*/

Node<T>\* get\_by\_index(size\_t index);

/\*

\* @brief перегузка оператора вывода в поток.

\*/

template <typename U>

friend std::ostream& operator<<(std::ostream& os, const List<U>& ll);

};

#include "List.cpp"

* 1. **Код файлa Node.h**

template<typename T>

struct Node

{

T data;

Node\* next;

Node(T val) : data(val), next(nullptr) {}

};

**2. Результат работы программы**

![](data:image/jpeg;base64,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)

Рисунок 1 – Результат тестов

**3. UML диаграмма классов**
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Рисунок 2 – UML диаграмма классов Node и List

**Заключение**

В результате выполнения практического задания была разработана структура данных - односвязный список. Этот односвязный список стал эффективным инструментом для хранения данных в удобной форме. Его гибкость позволяет эффективно добавлять и удалять элементы, а также осуществлять поиск необходимых данных. Разработка такой структуры данных дает возможность улучшить производительность программы или приложения, использующего её, и сделать работу с данными более эффективной. Дальнейшие улучшения могут включать в себя оптимизацию работы с памятью или добавление дополнительных методов для обработки информации в списке.