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Введение

Целью выполнения данной работы является закрепление основ и углубление знаний приемов программирования на языке С#, получение практических навыков на всех этапах создания программного продукта: от постановки задачи до практической реализации и инструкциями по его использованию. В процессе выполнения работы необходимо решить следующие задачи: изучить и освоить паттерн проектирования MVC, внедрить HTML-разметку в проект, предусмотреть возможные исключительные ситуации, разработать систему аутентификации и авторизации в приложении.

В результате разработки данного приложения ожидается увидеть веб-сервис позволяющий контролировать успеваемость студентов конкретного учебного заведения.

В пояснительной записке содержится информация о данном приложении, описана логическая структура и способы взаимодействия с приложением. В виде таблиц и схем представлена внутренняя структура классов и таблиц баз данных. Описаны и показаны HTML страницы, предназначенные для взаимодействия с пользователем.

1 Постановка задачи

* 1. Математическая модель задачи
  2. Входные данные
  3. Выходные данные
  4. Обработка ошибок

2 Проектирование программного модуля

2.1 Разработка структурной диаграммы программного модуля и её описание

2.2 Разработка пользовательского интерфейса

3 Реализация программного модуля

3.1 Код программы

4 Тестирование программного модуля

Заключение

В результате выполнения данной работы были закрепление основы и углублены знания приемов программирования на языке С#, получены практические навыки на всех этапах создания программного продукта.

В процессе выполнения работы решены следующие задачи: изучение и освоение паттерна проектирования MVC, внедрениеHTMLразметки в проект, предусмотрены возможные исключительные ситуации, разработана система аутентификации и авторизации в приложении.

В итоге был разработан веб-сервис позволяющий контролировать успеваемость студентов конкретного учебного заведения.
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Приложение А

Startup.cs

**namespace** AccountingSystem

{ **public class** Startup  
 {  
   
 **public** IConfiguration Configuration { get; }  
   
 **public** Startup(IConfiguration configuration)  
 {  
 Configuration = configuration;   
   
 **using** (MySqlConnection connection = **new** MySqlConnection("server=localhost;user=root;database=student\_rating\_base;password=1234;"))  
 {   
 StreamReader reader1 = **new** StreamReader("wwwroot/sql/tableCreationScript.sql");  
 StreamReader reader2 = **new** StreamReader("wwwroot/sql/tablesFillingScript.sql");  
 **string** script1 = reader1.ReadToEnd();  
 **string** script2 = reader2.ReadToEnd();  
 connection.Open();  
 connection.Query(script1);  
 connection.Query(script2);  
 }  
 }  
  
 // This method gets called by the runtime. Use this method to add services to the container.  
 **public void** ConfigureServices(IServiceCollection services)  
 {   
   
 **string** connectionString = Configuration.GetConnectionString("ConnectionString");  
  
 services.AddSession();  
 services.AddMvc().SetCompatibilityVersion(CompatibilityVersion.*Version\_2\_2*).AddFluentValidation();  
 services.AddSingleton<IUserRepository, UserRepository>(ur => **new** UserRepository(connectionString));  
 services.AddSingleton<IStudentRepository, StudentRepository>(sr => **new** StudentRepository(connectionString));  
 services.AddSingleton<IRatingRepository, RatingRepository>(rr => **new** RatingRepository(connectionString));  
 services.AddSingleton<Validator>();  
 services.AddSingleton<AbstractValidator<ExamsRating>, ExamsRatingValidator>();  
 services.AddSingleton<AbstractValidator<ScoresRating>, ScoresRatingValidator>();  
 services.AddSingleton<AbstractValidator<Student>, StudentValidator>();  
 services.AddSingleton<AbstractValidator<LoginModel>, LoginModelValidator>();  
 services.AddSingleton<AbstractValidator<User>, UserValidator>();  
 }  
  
 // This method gets called by the runtime. Use this method to configure the HTTP request pipeline.  
 **public void** Configure(IApplicationBuilder app, IHostingEnvironment env)  
 {  
   
 **if** (env.IsDevelopment())  
 {   
 app.UseDeveloperExceptionPage();  
 }  
  
 app.UseSession();  
 app.UseStaticFiles();  
 app.UseHttpsRedirection();   
   
 app.UseMvc(routes =>  
 {  
 routes.MapRoute(  
 name: "default",  
 template: "{controller=Preview}/{action=Preview}/{id?}");  
 });  
 }  
 }

}

UserController.cs

**namespace** AccountingSystem.Controllers

{ **public class** UsersController : Controller  
 {  
 **private readonly** IUserRepository \_userRepository;  
 **private readonly** Validator \_validator;  
 **private readonly** AbstractValidator<User> \_userValidator;  
 **private const string** *Users\_* = "users";  
 **private const string** *UserExists* = "Пользователь с таким логином уже существует!";  
  
 **public** UsersController(IUserRepository userRepository, Validator validator,  
 AbstractValidator<User> userValidator)  
 {  
 \_userRepository = userRepository;  
 \_validator = validator;  
 \_userValidator = userValidator;  
 }  
  
 **public** IActionResult Users()  
 {  
 IActionResult result = CheckUserAccess();  
   
 **if** (result != **null**)  
 {  
 **return** result;  
 }  
   
 List<User> users = GetUsers();  
   
 **return** View(users);  
 }  
  
 **public** IActionResult DeleteUser(**long** userId)  
 {   
 IActionResult result = CheckUserAccess();  
   
 **if** (result != **null**)  
 {  
 **return** result;  
 }  
  
 **if** (userId < 0)  
 {  
 **return** View("~/Views/Error400.cshtml");  
 }  
   
 List<User> users = GetUsers();  
  
 \_userRepository.DeleteOneById(userId);  
 User user = users.FirstOrDefault(u => u.Id == userId);  
 users.Remove(user);  
 HttpContext.Session.Set(*Users\_*, users);  
  
 **return** RedirectToAction("UsersResult", "Users", **new** {message = "Пользователь успешно удалён"});  
 }  
  
 **public** IActionResult ModifyUser(User user)  
 {   
 IActionResult actionResult = CheckUserAccess();  
   
 **if** (actionResult != **null**)  
 {  
 **return** actionResult;  
 }  
   
 ValidationResult result = \_userValidator.Validate(user);  
  
 **if** (!result.IsValid)  
 {  
 **return** View("~/Views/Error400.cshtml");  
 }  
   
 List<User> users = GetUsers();  
  
 **if** (\_validator.UserIsUnique(user ,users))  
 {  
 User oldUser = users.FirstOrDefault(u => u.Id == user.Id);  
  
 \_userRepository.Modify(user);  
 users.Remove(oldUser);  
 users.Add(user);  
 HttpContext.Session.Set(*Users\_*, users);   
 HttpContext.Session.Set("userModifyError", "");  
 }  
 **else** {  
 **string** modifyError = *UserExists*;  
 HttpContext.Session.Set("userModifyError", modifyError);  
 }  
   
 **return** RedirectToAction("UsersResult", "Users", **new** {message = "Пользователь успешно обновлён"});  
 }  
  
 [HttpGet]  
 **public** IActionResult AddUser()  
 {   
 IActionResult result = CheckUserAccess();  
   
 **if** (result != **null**)  
 {  
 **return** result;  
 }  
   
 HttpContext.Session.Set("userAddError", "");   
 **return** View();  
 }  
   
 [HttpPost]  
 **public** IActionResult AddUser(User user)  
 {  
 IActionResult actionResult = CheckUserAccess();  
   
 **if** (actionResult != **null**)  
 {  
 **return** actionResult;  
 }  
  
 ValidationResult result = \_userValidator.Validate(user);  
  
 **if** (!result.IsValid)  
 {  
 **return** View("~/Views/Error400.cshtml");  
 }  
   
 List<User> users = GetUsers();  
  
 **if** (\_validator.UserIsUnique(user ,users))  
 {  
 \_userRepository.Add(user);  
 users.Add(user);  
 HttpContext.Session.Set(*Users\_*, users);  
 HttpContext.Session.Set("userAddError", "");   
 }  
 **else** {  
 **string** userAddError = *UserExists*;  
 HttpContext.Session.Set("userAddError", userAddError);  
 **return** View();  
 }  
  
 **return** RedirectToAction("UsersResult", "Users", **new** {message = "Пользователь успешно добавлен"});  
 }  
  
 **public** IActionResult UsersResult(**string** message)  
 {  
 **return** View(model: message);  
 }  
   
 **private** List<User> GetUsers()  
 {  
 List<User> users = HttpContext.Session.Get<List<User>>(*Users\_*) ?? \_userRepository.GetAll();  
  
 **return** users;  
 }  
  
 **public** IActionResult CheckUserAccess()  
 {  
 User currentUser = HttpContext.Session.Get<User>("user");  
  
 **if** (currentUser.Role != "admin")  
 {  
 **return** View("AccessError");  
 }  
  
 **return null**;  
 }  
 }

}

UserRepository.cs

**namespace** AccountingSystem.Repository

{ **public class** UserRepository : IUserRepository  
 {  
  
 **private string** ConnectionString { get; set; }  
   
 **public** UserRepository(**string** connectionString)  
 {  
 ConnectionString = connectionString;  
 }  
  
 **public** List<User> GetAll()  
 {  
 **using** (MySqlConnection connection = **new** MySqlConnection(ConnectionString))  
 {  
 **string** strQuery = "Select \* from users";  
  
 List<User> users = connection.Query<User>(strQuery).ToList();  
  
 **return** users;  
 }  
 }  
   
 **public** User GetOneByLoginAndPassword(**string** login, **int** password)  
 {  
 **using** (MySqlConnection connection = **new** MySqlConnection(ConnectionString))  
 {  
 **string** strQuery = "Select \* from users" +  
 " where login = @login and password = @password";  
  
 User user = connection.Query<User>(strQuery, **new** {login, password}).FirstOrDefault();  
  
 **return** user;  
 }   
 }  
   
 **public void** Modify(User user)  
 {   
 **using** (MySqlConnection connection = **new** MySqlConnection(ConnectionString))  
 {  
 **string** strQuery = "Update users set" +  
 " login = @Login," +  
 " password = @Password," +  
 " role = @Role" +  
 " where id = @Id";  
  
 connection.Query(strQuery, user);  
 }  
 }  
  
 **public void** Add(User user)  
 {   
 **using** (MySqlConnection connection = **new** MySqlConnection(ConnectionString))  
 {  
 **string** strQuery = "Insert into users" +  
 " (login, password, role)" +  
 " values" +  
 " (@Login, @Password, @Role)";  
  
 connection.Query(strQuery, user);  
 }  
 }  
   
 **public void** DeleteOneById(**long** userId)  
 {  
 **using** (MySqlConnection connection = **new** MySqlConnection(ConnectionString))  
 {  
 **string** strQuery = "Delete from users" +  
 " where id = @userId";  
  
 connection.Query(strQuery, **new** {userId});   
 }  
 }  
   
 }

}

StudentController.cs

**namespace** AccountingSystem.Controllers

{ **public class** StudentsController : Controller  
 {  
 **private readonly** IStudentRepository \_studentRepository;  
 **private readonly** IRatingRepository \_ratingRepository;  
 **private readonly** AbstractValidator<ExamsRating> \_examsRatingValidator;  
 **private readonly** AbstractValidator<ScoresRating> \_scoresRatingValidator;  
 **private readonly** AbstractValidator<Student> \_studentValidator;  
 **private const string** *Students\_* = "students";  
  
 **public** StudentsController(IStudentRepository studentRepository, IRatingRepository ratingRepository,  
 Validator validator,  
 AbstractValidator<ExamsRating> examsRatingValidator, AbstractValidator<ScoresRating> scoresRatingValidator,  
 AbstractValidator<Student> studentValidator)  
 {  
 \_studentRepository = studentRepository;  
 \_ratingRepository = ratingRepository;  
 \_examsRatingValidator = examsRatingValidator;  
 \_scoresRatingValidator = scoresRatingValidator;  
 \_studentValidator = studentValidator;  
 }  
  
 **public** IActionResult Students()  
 {  
 List<Student> students = GetStudents();  
   
 //////  
 List<Student> requiredStudents = HttpContext.Session.Get<List<Student>>("requiredStudents");  
 **bool** searchIsActive = HttpContext.Session.Get<**bool**>("searchIsActive");  
 //////  
   
 **if** (requiredStudents == **null** || requiredStudents.Count == 0)  
 {  
 **if** (searchIsActive)  
 {   
 ResetSearch();  
 **return** RedirectToAction("StudentsResult", "Students",  
 **new** {message = "По вашему запросу ничего не найдено"});  
 }  
 }  
 **else** {  
 students = requiredStudents;   
 }  
   
 FillRating(students);  
 students.Sort();  
 **return** View(students);  
 }  
  
 **public** IActionResult DeleteStudent(**long** id)  
 {  
 **if** (id < 0)  
 {  
 **return** View("~/Views/Error400.cshtml");  
 }  
  
 List<Student> students = GetStudents();  
 Student student = students.FirstOrDefault(s => s.Id == id);  
  
 \_studentRepository.Delete(student);  
 students.Remove(student);  
 HttpContext.Session.Set(*Students\_*, students);  
 ResetSearch();  
   
 **return** RedirectToAction("StudentsResult", "Students",  
 **new** {message = "Студент успешно удалён"});  
 }  
  
 **public** IActionResult UpdateStudent(Student student)  
 {  
 ValidationResult validationResult = \_studentValidator.Validate(student);  
  
 **if** (!validationResult.IsValid)  
 {  
 **return** View("~/Views/Error400.cshtml");   
 }  
   
 List<Student> students = GetStudents();  
  
 Student oldStudent = students.FirstOrDefault(s => s.Id == student.Id);  
  
 \_studentRepository.Modify(student);  
 students.Remove(oldStudent);  
 students.Add(student);  
 HttpContext.Session.Set(*Students\_*, students);  
  
 ResetSearch();  
   
 **return** RedirectToAction("StudentsResult", "Students",  
 **new** {message = "Студент успешно обновлен"});  
 }  
  
 [HttpGet]  
 **public** IActionResult AddStudent()  
 {  
 **return** View();  
 }  
  
 [HttpPost]  
 **public** IActionResult AddStudent(Student student, ExamsRating examsRating, ScoresRating scoresRating)  
 {  
 List<Student> students = GetStudents();  
  
 ValidationResult examValidationResult = \_examsRatingValidator.Validate(examsRating);  
 ValidationResult scoreValidationResult = \_scoresRatingValidator.Validate(scoresRating);  
 ValidationResult studetnValidationResult = \_studentValidator.Validate(student);  
  
 **if** (!examValidationResult.IsValid || !scoreValidationResult.IsValid || !studetnValidationResult.IsValid)  
 {  
 **return** View("~/Views/Error400.cshtml");  
 }  
  
 student = \_studentRepository.Add(student);  
 examsRating.StudentId = student.Id;  
 scoresRating.StudentId = student.Id;  
 \_ratingRepository.AddExamRating(examsRating);  
 \_ratingRepository.AddScoreRating(scoresRating);   
 students.Add(student);  
 HttpContext.Session.Set(*Students\_*, students);  
  
 ResetSearch();  
   
 **return** RedirectToAction("StudentsResult", "Students",  
 **new** {message = "Студент успешно добавлен"});  
 }  
  
 **public** IActionResult StudentsResult(**string** message)  
 {  
 **return** View(model: message);  
 }  
  
 **private void** FillRating(List<Student> students)  
 {  
 **foreach** (Student student **in** students)  
 {  
 **int** debts = 0;  
  
 IDictionary<**string**, **object**> examsRating = \_ratingRepository.GetExamsRating(student.Id);  
 IDictionary<**string**, **object**> scoresRating = \_ratingRepository.GetScoresRating(student.Id);  
  
 **int** examsDebts = examsRating.Values.Count(ex => (**int**) ex < 4);  
 **int** scoresDebts = scoresRating.Values.Count(sc => sc.Equals("незачёт"));  
  
 debts += examsDebts + scoresDebts;  
 student.Debts = debts;  
 }  
 }  
  
 **public** IActionResult Search(**string** option, **string** value)  
 {  
 List<Student> requiredStudents;  
 List<Student> students = GetStudents();  
  
 **switch** (option)  
 {  
 **case** "sortByDebts":  
 {  
 **int** debts;  
  
 **try** {  
 debts = **int**.Parse(value);  
 }  
 **catch** {   
 ResetSearch();  
 **return** RedirectToAction("StudentsResult", "Students",  
 **new** {message = "Некорректные данные"});  
 }  
  
 FillRating(students);  
 requiredStudents = students.Where(s => s.Debts == debts).ToList();  
  
 **return** SetSearch(requiredStudents);  
 }  
 **case** "sortByGroup":  
 {  
 **int** groupNumber;  
  
 **try** {  
 groupNumber = **int**.Parse(value);  
 }  
 **catch** {  
 ResetSearch();  
 **return** RedirectToAction("StudentsResult", "Students",  
 **new** {message = "Некорректные данные"});  
 }  
  
 requiredStudents = students.Where(s => s.Group\_Number == groupNumber).ToList();  
  
 **return** SetSearch(requiredStudents);  
 }  
 **case** "sortBySurname":  
 {  
 **string** surname = value;  
 requiredStudents = students.Where(s => s.Surname == surname).ToList();  
  
 **return** SetSearch(requiredStudents);  
 }  
 }  
  
 **return** RedirectToAction("Students", "Students");  
 }  
  
 **private** IActionResult SetSearch(List<Student> requiredStudents)  
 {  
 HttpContext.Session.Set("requiredStudents", requiredStudents);  
 HttpContext.Session.Set("searchIsActive", **true**);  
 **return** RedirectToAction("Students", "Students");  
 }  
  
 **private void** ResetSearch()  
 {  
 HttpContext.Session.Set("requiredStudents", **new** List<Student>());  
 HttpContext.Session.Set("searchIsActive", **false**);   
 }   
  
 **private** List<Student> GetStudents()  
 {  
 List<Student> students = HttpContext.Session.Get<List<Student>>(*Students\_*) ?? \_studentRepository.GetAll();  
  
 **return** students;  
 }  
 }

}

RatingController.cs

**namespace** AccountingSystem.Controllers

{ **public class** RatingController : Controller  
 {  
 **private readonly** IStudentRepository \_studentRepository;  
 **private readonly** IRatingRepository \_ratingRepository;  
 **private readonly** AbstractValidator<ExamsRating> \_examsRatingValidator;  
 **private readonly** AbstractValidator<ScoresRating> \_scoresRatingValidator;  
 **private const string** *Students\_* = "students";  
   
 **public** RatingController(IRatingRepository ratingRepository, IStudentRepository studentRepository,  
 AbstractValidator<ExamsRating> examsValidator, AbstractValidator<ScoresRating> scoresRatingValidator)  
 {  
 \_ratingRepository = ratingRepository;  
 \_studentRepository = studentRepository;  
 \_examsRatingValidator = examsValidator;  
 \_scoresRatingValidator = scoresRatingValidator;  
 }  
   
 **public** IActionResult Rating(**long** studentId)  
 {  
 **if** (studentId < 0)  
 {  
 **return** View("~/Views/Error400.cshtml");  
 }  
   
 List<Student> students = GetStudents();  
 Student currentStudent = students.FirstOrDefault(s => s.Id == studentId);  
   
 HttpContext.Session.Set("currentStudent", currentStudent);  
 IDictionary<**string**, **object**> examsRating = \_ratingRepository.GetExamsRating(currentStudent.Id);  
 IDictionary<**string**, **object**> scoresRating = \_ratingRepository.GetScoresRating(currentStudent.Id);   
 HttpContext.Session.Set("examsRating", examsRating);  
 HttpContext.Session.Set("scoresRating", scoresRating);  
   
 **return** View();  
 }  
  
 [HttpGet]  
 **public** IActionResult ModifyRating(**long** studentId)  
 {   
 HttpContext.Session.Set("currentStudentId", studentId);  
 **return** View();  
 }  
   
 [HttpPost]  
 **public** IActionResult ModifyRating(ExamsRating examsRating, ScoresRating scoresRating)  
 {  
 ValidationResult examValidationResult = \_examsRatingValidator.Validate(examsRating);  
 ValidationResult scoreValidationResult = \_scoresRatingValidator.Validate(scoresRating);  
  
 **if** (!examValidationResult.IsValid || !scoreValidationResult.IsValid)  
 {  
 **return** View("~/Views/Error400.cshtml");  
 }  
   
 \_ratingRepository.Modify(examsRating, scoresRating);  
  
 **return** View("Result");   
 }  
   
 **private** List<Student> GetStudents()  
 {  
 List<Student> students = HttpContext.Session.Get<List<Student>>(*Students\_*) ?? \_studentRepository.GetAll();  
  
 **return** students;  
 }  
 }

}