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USJT – 2021/1 – Programação de Soluções Computacionais

**Aula 11 – Conexão com banco de dados e interface gráfica (GUI)**

**1 Introdução a Interfaces gráficas**

Neste material daremos continuidade no desenvolvimento da aplicação da última aula. Começamos implementando a funcionalidade de login e ilustramos o uso de outros componentes visuais do pacote javax.swing.

**2 Desenvolvimento**

**2.1 (Implementando a funcionalidade de login)** Os dados de usuários do sistema serão armazenados em uma base relacional gerenciada pelo MySQL. Como sabemos, a fim de obter esses dados, a aplicação Java precisa estabelecer uma conexão com o MySQL Server, o que pode ser feito utilizando a API JDBC.

- Começamos criando um database para o sistema. No Workbench, uma vez conectado com o MySQL Server, use

**CREATE DATABASE nome\_do\_seu\_db;**

**USE nome\_do\_seu\_db;**

para criar o novo database e informar ao MySQL Server que as próximas instruções deverão ter impacto sobre ele.

- A seguir, crie uma tabela para armazenar os dados de usuários com

**CREATE TABLE tb\_usuario (id INT PRIMARY KEY AUTO\_INCREMENT, nome VARCHAR(200), senha VARCHAR(200));**

- Faça a inserção de um usuário com

**INSERT INTO tb\_usuario (nome, senha) VALUES (‘admin’, ‘admin’);**

- Segundo o princípio conhecido como **alta coesão**, cada classe que criamos deve ter um único propósito, uma única razão de ser. Sendo assim, criaremos uma classe cuja única responsabilidade será a de gerenciar conexões com o banco. Veja a Listagem 2.1.1.

Listagem 2.1.1

| import java.sql.Connection;  import java.sql.DriverManager;  public class ConexaoBD {  private static String host = "localhost";  private static String porta = "3306";  private static String db = "**seubd**";  private static String usuario = "**seusuario**";  private static String senha = "**suasenha**";    public Connection obtemConexao (){  try{  Connection c = DriverManager.getConnection(  "jdbc:mysql://" + host + ":" + porta + "/" + bd,  usuario,  senha  );  return c;  }  catch (Exception e){  e.printStackTrace();  return null;  }  }  } |
| --- |

- Lembre-se de abrir o arquivo **pom.xml** e especificar que o driver do MySQL deve ser baixado pelo Maven. O ajuste a ser feito é exibido na Listagem 2.1.2.

Listagem 2.1.2

| <?xml version="1.0" encoding="UTF-8"?>  <project xmlns="http://maven.apache.org/POM/4.0.0" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 http://maven.apache.org/xsd/maven-4.0.0.xsd">  <modelVersion>4.0.0</modelVersion>  <groupId>br.com.bossini</groupId>  <artifactId>pessoal\_sistema\_academico\_com\_netbeans\_para\_montar\_pdf</artifactId>  <version>1.0-SNAPSHOT</version>  <packaging>jar</packaging>  <properties>  <project.build.sourceEncoding>UTF-8</project.build.sourceEncoding>  <maven.compiler.source>14</maven.compiler.source>  <maven.compiler.target>14</maven.compiler.target>  </properties>  <dependencies>  <dependency>  <groupId>mysql</groupId>  <artifactId>mysql-connector-java</artifactId>  <version>8.0.20</version>  </dependency>  </dependencies>  </project> |
| --- |

- Um sistema desenvolvido com linguagem que tem suporte à orientação a objetos é uma representação simplificada do mundo real (lembra do **minimundo**?). Assim, vamos criar uma classe para representar o que é um usuário do sistema. No momento, usuários possuem apenas duas coisas de interesse: login e senha. Veja a definição da classe que descreve o que é um usuário na Listagem 2.1.3.

Listagem 2.1.3

| public class Usuario {    private String nome;  private String senha;  public Usuario(String nome, String senha) {  this.nome = nome;  this.senha = senha;  }  public String getNome() {  return nome;  }  public void setNome(String nome) {  this.nome = nome;  }    public String getSenha() {  return senha;  }  public void setSenha(String senha) {  this.senha = senha;  }  } |
| --- |

- A seguir, vamos criar uma classe que será responsável por todas as operações de persistência de dados da aplicação. Embora não seja a melhor prática possível, fazê-lo nesse momento tende a dar origem a código de mais fácil compreensão. No futuro (em semestres mais avançados) aprenderemos a escrever código mais organizado, que usa padrões de projeto e que tende a ter maior nível de reusabilidade e tende a ser mais fácil de se manter. Neste momento, o que nos é mais importante é a simplicidade. Assim, crie a classe da Listagem 2.1.4. No momento, o único método que ela possui se encarrega de verificar se um determinado usuário existe ou não na base de dados.

**Nota:** DAO é um acrônimo para **Data Access Object**, ou seja, Objeto de Acesso aos Dados. Trata-se de um dos padrões de desenvolvimento de software mais antigos. Uma classe DAO tem a finalidade de encapsular código de acesso a bases de dados. É comum que um projeto possua muitas classes DAO, cada qual apropriada para a manipulação de diferentes tipos de objetos. Por simplicidade, como mencionado, teremos uma única classe DAO.

Listagem 2.1.4

| public class DAO {  public boolean existe (Usuario usuario) throws Exception{  String sql = "SELECT \* FROM tb\_usuario WHERE nome = ? AND senha = ?";  try (Connection conn = ConexaoBD.obterConexao();  PreparedStatement ps = conn.prepareStatement(sql)){  ps.setString(1, usuario.getNome());  ps.setString(2, usuario.getSenha());  try (ResultSet rs = ps.executeQuery()){  return rs.next();  }  }  }  } |
| --- |

**2.2 (Criando a tela de login - revisão)** A tela do sistema permitirá que o usuário insira seus dados de acesso. Para criá-la, clique com o direito no pacote principal da aplicação e escolha **New >> JFrame Form**. Seu nome será **LoginTela**.

**2.3 (Campo para login)** O usuário irá digitar seu login em um JTextField. Note que há uma paleta de componentes à direita. Arraste um componente do tipo **Text Field** para a tela. Faça os seguintes ajustes:

- **Largura**: 270

- **Altura**: 54

- Clique com o direito, escolha **Edit Text** e apague o texto que ele exibe por padrão.

- Clique com o direito, escolha **Change Variable Name** e digite **loginTextField**.

- Mantenha-o selecionado e veja suas propriedades na parte inferior direita da tela. Encontre a propriedade **border**. Escolha **Titled Border** e digite **Digite seu login** no campo **Title**.

**2.4 (Campo para senha)** Arraste e solte um componente do tipo **Password Field** logo **abaixo** do **loginTextField**. Faça os seguintes ajustes:

- Posição, largura e altura iguais aos do **loginTextField**.

- Clique com o direito, escolha **Edit Text** e apague o texto que ele exibe por padrão.

- Clique com o direito, escolha **Change Variable Name** e digite **senhaPasswordField**.

- Mantenha-o selecionado e veja suas propriedades na parte inferior direita da tela. Encontre a propriedade **border**. Escolha **Titled Border** e digite **Digite sua senha** no campo **Title**.

**2.5 (Botões para sair e para fazer login)** Arraste e solte dois componentes **Button** e faça ajustes para que o resultado seja parecido com o que exibe a Figura 2.4.5.1.

Figura 2.5.1

![](data:image/png;base64,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)

- Clique com o direito em cada botão, escolha **Change Variable Name** e altere seus nomes para **sairButton** e **loginButton.**

**2.6 (Tratando o evento “clique” dos botões)** Há uma tarefa específica a ser executada quando cada um dos botões for clicado.

- No caso do botão **sairButton**, apenas desejamos encerrar a aplicação. Para isso, basta clicar duas vezes sobre ele e completar o corpo do método que irá aparecer, como mostra a Listagem 2.6.1. Note que o registro do observador já foi feito automaticamente.

Listagem 2.6.1

| private void sairButtonActionPerformed(java.awt.event.ActionEvent evt) {  this.dispose();  } |
| --- |

- O método acionado quando o botão de login é clicado será cliente do método existe. Assim ele passa a validar os dados do usuário em função do que existe realmente na base. Veja a Listagem 2.6.2.

Listagem 2.6.2

| private void loginButtonActionPerformed(java.awt.event.ActionEvent evt) {  //pega o login do usuário  String login = loginTextField.getText();  //pega a senha do usuário como char[] e converte para String  String senha = new String (senhaPasswordField.getPassword());    try{  //verifica se o usuário é válido  Usuario usuario = new Usuario (login, senha);  DAO dao = new DAO();  if (dao.existe(usuario)){  JOptionPane.showMessageDialog (null, "Bem vindo, " + usuario.getNome() + "!");  }  else{  JOptionPane.showMessageDialog(null, "Usuário inválido");  }  }  catch (Exception e){  JOptionPane.showMessageDialog (null, "Problemas técnicos. Tente novamente mais tarde");  e.printStackTrace();  }    } |
| --- |
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