在合约中，一个合约继承了一个接口，如果合约还有接口未包含的函数A，则用接口创建合约实例的时候，本实例不能调用A函数

验证为：

 interface Idemo {

    function set(uint a) external;

    function get() external view returns(uint);

 }

import "./Idemo.sol";

contract demo is Idemo{

    uint num;

    function set(uint a) external{

        num= a;

    }

    function get() external view returns(uint){

        return num;

    }

    function add(uint a,uint b) public pure  returns (uint) {

        return a+b;

    }

}

import "./demo.sol";

contract verify is demo{

    // IERC721 BAYC = IERC721(0xBC4CA0EdA7647A8aB7C2061c2E118A18a936f13D);

    Idemo demo = Idemo(0xd9145CCE52D386f254917e481eB44e9943F39138);

    uint a =1;

    uint b =2;

    uint result;

    function verifying() public  {

        // result = demo.add(a,b);//报错找不到函数

        demo.get();

    }

}

对于数组：constant修饰符不能修饰数组，另外memory修饰的数组可以由new创建，这是动态数组

对于使用oz的upgrade，数组必须在initialize函数里面赋值，直接声明并赋值不得行

对于不生成getter函数的变量，则可以设置为private或者internal，以节约合约字节码

Modifier可以接收参数，并根据此参数做出处理

对于public的静态数组：会生成getter方法，调用时需要传入数组下标

示例： contract Storage {

    uint256[4] public arry;

    constructor() {

        arry = [1,2,3,4];

    }

}

对于这样的arry数组，调用时注册ABI：function arry(uint256) public view returns(uint256)

调用时就直接传入uint256类型的数组下标就行了

# 内联汇编：

function at(address addr) public view returns (bytes memory code) {

  assembly {

      // 获取代码大小，这需要汇编语言

      let size := extcodesize(addr)

      // 分配输出字节数组 – 这也可以不用汇编语言来实现

      // 通过使用 code = new bytes(size)

      code := mload(0x40)

      // 包括补位在内新的 “memory end”，这里要取反对齐

//即取反对齐就是在后面补0

      mstore(0x40, add(code, and(add(add(size, 0x20), 0x1f), not(0x1f))))

      // 把长度保存到内存中

//这一行将智能合约字节码的长度 size 存储在 code 的开头位置，作为字节数组的第一个 32 字节的槽。

//code 内存区域就包含了两个部分，第一个部分是字节码的长度（32 字节），第二个部分是实际的字节码内容

      mstore(code, size)

      // 实际获取代码，这需要汇编语言

//0：外部合约字节码的起始位置，这里是从开头开始。

//从 add(code, 0x20)位置开始，从0开始复制，复制大小为size

      extcodecopy(addr, add(code, 0x20), 0, size)

  }

}

**code** 被使用为一个动态字节数组，因为返回类型声明为 **bytes memory**，另外mstore(code, size)这样是把大小存入code变量，因为动态字节数组第一个槽存的是数组大小，后面才是存的具体数据

另外动态数组和mapping的存储方式详见官方文档

# 关于事件：

indexed最多是3个。日志的第一部分是topic数组，用于描述事件，长度不能超过4，第一个元素为事件hash，后面才是index的具体值，一般前面填充0.

data 部分的变量不能被直接检索，但可以存储任意大小的数据，因此可以存复杂的东西（>256bit），如果硬是要存在topic，那么就是hash存储。data 部分的变量在存储上消耗的gas相比于 topics 更少

# 数组

-----在数组中，若存在[uint(1),2,3]，则由于uint默认uint256，全部元素就为uint256

这是因为第一个元素指定了，若[1,2,3]这样的数组，如果一个值没有指定type的话，默认就是最小单位的该type

Eg： function f() public pure {

g([uint(1), 2, 3]);

}

function g(uint[3] memory \_data) public pure {

// ...

}

如果没有对传入 g() 函数的数组进行 uint 转换，是会报错的

## Mekerl树踩坑

首先，在用网站[MerkleTree.js example (miguelmota.com)](https://lab.miguelmota.com/merkletreejs/example/)去生成Merkel树的时候要点选中的三个东西![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAArQAAABQCAIAAABnFnEwAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAdgUlEQVR4nO3df2wT5/kA8OfcTtvaTVOqCdGhNj8oaWwl6opYESuN6jPpIIIinytQ1Y7RAoXkDEWNHcZW+i2Kylhiiwp8yegiOkaFypBtSqmjkuailgpKoahqUl+WUlyqDoGm1RsT2zRter5/vOfznX1nnx2TBPZ8/srjO9+99957771539d3AABoQVGUcDhstRQRw+GwoigFVsgVEwFAjCEi4kiIB+C7kzmrJLt5AD40wqKomL9OTNStYGEkxAMAiFFbScpsLSbmfsXOvnQZdeXKlT179nRm7Nmz58qVK1g0o3RZkezmwXDIyZAboM30OJIhN4A7lJuDlp9jtM2YJ/rTof4dFe3k2+RmLyGEkEnmAGsNDQ01NTUHDx40XXrw4MGampqGhoYCW8g1p5YvYW2AuCwB37rEafjQy4sgB3pj1l9TwpsCsjuUxIiQv2xUMYTndeGcWh6U1KjFUmtaRs2YMcPv969Zs0YQhDVr1vj9/hkzZpSUUc7gULQN5E6XP65+0LqEhz7Z7GidrUt4GE4kRm1+rqTGANy1Wm6aHZ0QGQnxIPn4sPWRT3b2EkIImWzbtm0r3HyIRqPhcPjDDz+8evUqIl69evXDDz8Mh8PRaNH/G6Oi8f9Cw3+uNnoOom32/gPOMRLitX+I8yS7+eyimAjGNOSn0OK/dhPlZ1RuViRDboDsIURF0OdDMuQ29KzosiIZ6o4W+NzQKxMTWQEw9hzoFlkd+BRlLyGEkEljOaagpyjKgQMHtm/f3tnZuX379gMHDtgeTYiK+paI/k5QtHFgsQKi8U6WT+30zqVtKtqW/TB/I6xjP+crNpWZUSZHquZb5kN9Nub0w6stibxFpp/rPnSHkibDCplvq00HsxbY1GUvIYSQycFt3bp1x44dZrU9IYQQQv4XcQCAiFOdDEIIIYRMF4UmJBJCCCHkf5CDxhQIIYQQosfRmAIhhBBC9G7529/+tnjx4qlOBiGEEEKmC5qQSAghhBADmpBICCGEEAPHrl27JmM/o2EPx3l66HG5hBBCyHTn2Lx5s+mCWDunV+p9XenxcJy/wPsPCCGEEDI9Odra2nI/Gw17OM43pn+pQdTZ6eIKvYwnl5KSDXFjxxDiUNBpsTohhBBCpgvHb37zG+MnMX9TQHaHknKH7k4uRDAqDgdc7dQXQAghhNzkcickKj2SBHxod0fe//iC2M1DnxRmr9yN+zmO88f1ow8edRHreOgDAMnHcergQv6cg9GwRzdskXlDMQAoYZ7j+LAS95stBYBYdgE1VgghhJBKc/T19eljJSWDu7W10WRV55JWHuTUZ9lPJIGTW9i4QzLklgNN/hioIwi6l/NGhPxtxf1cU8CpewegJBibDsMB1yCvDmm0gSRkWh4Q83M+RXubX0sq8zkhhBBCKsOxYcMGXaikxgAaas2nBjTWOgGU89lbON+djHjZn84OOSqCJNmatxjzCxK0RTPfBfBGom0gd0q6fgAx2qs2KoT2EA9yYkABAIjLEoDznkwCvR0dZu0YQgghhJTNsXr16rK/nL1JAwA4a90gp2w0DuKyBCC2GDoUhBYRQElp3QBuXQOlUff3nFoeQBLodxCEEELI9eLYv3+/LnTWNgCMWdzhR1NKboMgj9V3c/G1c/I/NIxZ5C1TAAAaO4ZiYmY2g4fGFAghhJCKy52Q6KzlYTiRMLvpKgMJ2fymrmM1JJHLtB1QbOOMN4KIOBLiQQ405cxVJIQQQshEOX73u9/pY2dQFEEO9OZ328ekThnaRP0Yv37+AYwmEsO5gwXmvLwIIA0adhEblKwmQppr7BjCqJiTBkIIIYRMmONnP/uZ8RMhMhLi+3yGRx6Nhj2cT3KHkr2Ge7/c6c/+iKApILtDYmaOobOWN8whMO5C7Oahz5f9pz/u9/WBuDH/95N54v7st+wMcxBCCCGkRI6VK1fmfsZ+i9gQcGmPE2A/O5Rzb95iTEw1sTV8kvG5Sc5gJOSWA02c6UOUncEh9vNFlaCERjD744UCvBF+0JAqW98ihBBCiG3lvrI57ucESaR7MyGEEHLToVc2E0IIIcTAcejQoalOAyGEEEKmEceKFSumOg2EEEIImUa4Rx999I033pjqZBBCCCFkuih3QiIhhBBCblI0IZEQQgghBg4aUyCEEEKIHmc1pnD27NlEInHt2jWrb95+++2tra3z5s2zWiHWzvn6xChGbDxRubjKbm3KTTx7CXPz5WRli/rly5fj8fgXX3xhtUJNTY3X6505c6bdLY6GPU0B6E4OBSf4cFIlzLsCoD487Ya4wIsk0sbTXyZ+OiacUYZsr5Drsc1KqtRVEGvnfH0AwIdGIrDJovRW/CFAo2FPU0AGgLYo9pZ52ssoNrc+8sgjx48fz19QuMIFgGvXriUSiWlS5yo9HlcnhEaGOuy/nWFKTZ/sVXo8rk6nrtDE/JxPmkApnGTTJydZ1im6u6bS43F1yvo1+ArcU0sTj8d/+MMftrW1Wa1w6tSpeDxeYIUbRG7m2/yKlA35SahAJud0ZO5hmgKHVka+VTBhGe7r27CoSLYrPR5fn5aTStjWnnPKGABAie2GmL8pIFe6Qo61c74xXZ6btfgdg4ODpl8uUOGuX7+eVbWFK2VSwPTJXiUlF19pGps+Ocle9pGHD42gKibKnS5PT5FXhQm9iJX7B/qLL75YsGBBgRUWLFhQ4D+qSTPRozbPfEtKj4fjfEp3EjUxZ6CJK3p2Jmjip8N2RonRzJFF2+RAk/aCe2eHrHsWfon5ZsG4TWtCbyZNIyEeQIxlwuvc5VCRq0BJybq3A9o9ZACAtmi2mI2EFMH8rQLmRlMK2HujYQmU1FjxlUqekLh+/fq6urpFixaVkyRSDGVvpUzHnPRGom0gd0p26wVyncT9rk45txfHG2Gtt5vvLfBCe4gHOfXZVKeDQObVRW2ST/9qw2nJYTqmYGXRokV1dXUA8Ic//MHud0bDHu0FTu3G1zS3aws4wwUZ95t/XnBrthKQcz7MFsXa85p1cT/Hae1uJcxr39E+LJZse0rKXqXHY54M/UEZUqKEeY7jwzH2RT6sjIY9HOvlk3ycvcas7hiLn83RsIfL+VdMCfO6L1puTZfJZV1CJRbUmN/GQeW9p5Tz9MRYOj09Sqyd45oCMoDc6eJyjzrLWcuDcSP5GzeUwLif4zh/XE2hmrETLmml0uVDTiGJ+XMybTTsySsAurJqmeD86868hFtds6aZb57DSniPBO5QJL8j3SuG3CDtyT3RaiJMzulEC2oZcjLKsh7Q+0zfPajWA0qBfLO6IorVLYYqtEjW5cirnbKbMi85BRZVnlZVDgdcavIMh1wqoT3EDwf8+mwxqwy1E8ReUqi/rPJLndLjySkDsXazFMb9HOcKDOuPxZyjpaXF5vHU1dWxlQ8fPnzhwgV7X5J8myCCiIhJ42ualR6P3KJ2tCS7eUnIHFXcz17SyPDn9Um33JqlzFAK+1IIAq5sXsT8ma0hRsXhgKs9BgBCiwggybotxwalTG9SZt6NmgbIdtYVSrYtJWVvZqIAE4EB3e2WvUIz048tCcYrczjgS4lqP57ahoVMD2SxvsrMRBs1x/p8WiE2P5uNra1ukAcSuqo2kRjOdJFZbk0J865AQ+bgdkOixCu/xIKqjrmqu2tJ6VuBvrFQZkEyBAGX8e4ld/pSGxERh4JOoVftKeW7k+wT050pKRnctU62X7PiZ0oSpNoRRMSItwIlrURKmGdTmdQdymxulG1yp8ufOdBoG2Sv9GI7NSvhFtesaeZbXvtKahj4Ja1mZ8jZuoSH4UxPe9zPZbeAEfAbx8tjfi5bG+Bu8AuSySavJ8t6wLhWeI8EbdH8cW7zfIv7OdMromjdYmCoq+32x+hrp+wcuuzutI0UWHRdaFWlO5TESgyCsLpRG9KxqAy1E8QWRbxQUr1hzhtBTIbcxY/F0dzcXGA78+bN+/nPf15VVVVVVbV+/XoAOHv27NmzZ20nhA/tVvftDIoigDSoHokzOKQVVmdQFEFODCjA7sTgrM3MnRGC+qRbbs2CEt4UkLP/Ijg7NoownEiodZMQyeaLIHbz0CfHAMDLG7cck/vUqkTp8QeGc9JgJ9mWys1eJTGg3WMAwNkRZLf1mF8w1gIm/dhitMyJLTkb1+WY5dlkVa2W4aAMJGQQeW/BrY0mEsPAawfX2NFhY/JO+QU1LksAznsyu/N2sHlbOecawNmxO8SDJOlrQ7MKtwClx+PrA3Ej26ZF8TPDd0e02WTllbTyxaXAMIgxreEoRGJiaVtoi2pNJaE3GXLLgd4i1Zma+SPaTrUSbj/TrK/90ZSiP+NGznucAEpqFPI7GJzBSMitT6Qk6WokaOyIdPN527uurOoBhnUHchznCgzbv+rVCzPbulWvCDt1i16pdTWjS2fc7+vTFTzWqcM2UmDRDcNZ2wAwxloHharWPCXUG6ViHUgax4kTJwqsvWjRIlbbslcwXLhw4fDhw6XsLluLAThr3WarjIY9nE8CtRnlrOUBJJ95a8jG1gxbTiRy/kWYU2s69hZr51ydcqZSEPg2yOZ4XJZAFIPOzKWoTUhR02Aj2ZbKzV5nbQNATq+UmtTcqStCi5g5LgAAXVVSoryN66pRnZyzuaSVz7SfWAby3aJQeGuNtU4AudNv4//LrPIL6pxaHkAScnrL8891XmMfdC2YQuRAU6aS7oTQiMlEZWPxM6G/k5VX0soWG5RAbc9lzKkt6R5ozCV9nWjJOPPLImGFM832tW8pfwss8Zk05pcQqwbHdWNRD6iyExKT3YrPZt+71fQ3O3VLTtpKqqsZXe2UV/CyJafAohuSzao1T9F6o1S8fn4uYpEJiTt37kyn01VVVXV1del0eu/evRPdf+YUZkeMNkEEo9o/I87gULQNoM9naxjPRoEwtIaaAjKAcl4BMIzcyC2Y1LX69YU+NihBG589b2ycJtskV9NQWrIzys5eoTcZcmcOzXCf4GvnmORBpeYisaEvlSBpW7Y6m4Yb6mgiMcy3LnEW25oQGQnxmXuqzd7C8gtqY8dQTMz8m2Xs8W4wu/mXXAfpfq2Aup+TWRe/wsoraRNSdoPSynDhPFRSYxaZX2KmmV/7jbVOrRLI3/d5RX9jK3K/N03kJLKuBwxYmTHMpbDyWUo2r0NgonVLOTdvrfOD49Qhf20jBRbdEHILuVXVmqvceqMMRXoOIFPtQkmTEItS+4UQzcY82M9dkt08DOeO8pYh+2sZrYYOOrVeR9ZSyv1nziuG3Oz/3ZjcZ2wv63+Ugob0l5fscrPX2SGrg7jQ59PdJEyLlNXVXir9fS4zzuktfDadHRtF1g2jDCRkw39aFlsDdYQPMSoCFBzXNCi/oHojiGxsTw406ZojptVZZe4HBYtfMZW9QIqreLVrp7VhkvklZ5rFte+szZkKo9uFsaPesg1hnchJZlUPmLF7Hq3u99e1bjHjDiVzT2BmKKHAohuCfvYVQKHK0GBC9UapHAsXLiy60s6dO0uZhFiccl4xlCqz39o6g0MYK9BtZUNja6vlWJSSGjZU9Maf+ztbl/DyQEKJy5I7JHqzHxYd4Ckj2RPJXqGX3SRSCuTPlgAwzKacGC8vZgcIDIqcTS8vgiTHlcSAnBluL7Q1HSGCyZCxJ7+wCRXUxo4hjIqZ/x1zZksA5F/PE1G4+NlSgQvEzl5q+ZxdKAMJWb88p8f4s9wjMZ6+7AyeAvs0yXyA0jKt0LXP5h8EpPxOKTbBgpVSNryVl3htI7UNubfb2OBkT0jUGOoBE0pqzF6bzKwOsfq8YnWLGaFFNCsDRRbdINR7vHpnsVUZql8scAnk9XLZephBAY4f/ehHpgtuv/12fWg6tytnHfuMQ9Exv27+c6xd9ysdYxdfGfvp2ChCn8/w0ya1cW2YWMBmiuWmcDjh3yPpKzJnUBRB//tUJcyrHdGlJnti2auE23W/YMlOgGfzU3Q/4mD/028sNGctv/a3IIg5s47jftaTWeBssi/ybSDt8SeG9cOElluD0bBuDFVJDRcZ2p9oQY37s2nQTVVj0yoDm3TnWn89mzK5nVgpUvwKKLWk1dTUnDp1qsAKp06dqqmpsVqq5kNTZqejYX9nbjNaV+RiJjP2s0uVMO/LzOApJHenoIR7YkUyLTfzC1z7AN5IspvP6ZRSejycIPHdSeO8sOwWYu2GR90J7SFeXxvE/XZO4gRPh5FVPZC3Xo8/2+jJkZtvuUcN8XB4FMqrWybEK4bc+jIAsfZMr16BRRYqmu0TMxr2cDmPmrauDHMVvAS8vL7KYifdgknTNt+tVjO6W1tb7TyyvuDGrTV2RLoTrk4X1wkAfGgkKjapF57Qy/s5zqeuV9KzoOVAExfIhmIUI4I3gjHgBLYjw0M6hd6o2OfzcRIAQFs02Q2uTn0KW1vdgcAwH9qtL/xCBKPA+VzqfrIPJS012RPLXmdHe8LDcWolrTsoZ3AI7/FzApepxfjQCBZ+IqwzGAkNuAJNXECf7D4fpyt27HExzuBQEjwubePaEz2tzyYjtIjQJ8lt4pBhv5ZbEweyB1f0ecMTLajeCN/OcZmzpXuyqRDBZC3vcmllqvgTTIVITJQEH9dXPNlFil+hL5ZW0rxebzweP3LkiNUK7KnyBXbIyryaVHcoORLyN2WvM2dwKJrifOp5FKMjIUW3FAD47mjtHi2HbV7RauarOwU+NDIERTItL/Otr32WbAzG/FxmqZq2IX3a1CKqFmwQYxgF3dN/GzuGRsDTFFBLSFsUY8AV+zXjhE+HnmU9AAAAkk+rBgrVA7n5lqlDMjnTFkUvQFl1y8Q4O+QkZMuA/tossMhcRbO9dIbqlA+N4JAx3ywrwzxFLoGRkJIpkHx3Mtrm8ll0HmS3Y/3gag4A0OLdS4QQUr6KvaKJEDLZHGfOnJnqNBBCCCFkGnFMk9cqEkIIIWSacDQ23iAvOSaEEELIpKA5B4QQQggxKPmVzYQQQgi5ud06Opr9hfvly5djsdjFixenMEGVUl1dLQjCzJkzpzohhBBCyA2G048p9Pb2NjQ0zJ07dwoTVCnnzp0bGxtrb2+f6oQQQgghNxjHPffcowUXL168OVoGADB37tybowuEEEIImWSOzz//fKrTQAghhJBphCYkEkIIIcTAcf78eftrv9lRpQkeu36pIoQQQsiUccyePdvemuORR6tWfdZ1Op1Op9Ppk13jP53U9sGbHVVVHW9O3v4IIYSQ/1WOWbNm2Vrx2G+3nVj7+6P+ehY6/T3bm/tfiYxfx7QRQgghZAo4Ll26ZGe9N4f74enmZbpP6je9kdbaCkpkuTrasDyiviN6PPJo1fLdkSD7+NHIuLbOo6xJkbcC+96xYFVV8M3sZpdHFBjfvXzVPoB9q9TOA5PdEUIIIaQybE5IHL/4GTRX32ux9M3gj7fVH0in0+nT22Hbj4Na7/97/3exOZ1Op3+/9sS2+VugJ51On+xqPrHtt8e0FQarT6bT6dNdsG2+9ahB/aY3fv80wNO/T4eX6XeXPlCv3x0hhBBCJs7xpz/9aaLbOPZeP6xtXgoAUL9p7Vrofy9z72/evm4ZAMC91Q9B86JH6gHAWV2v/+7Ta/1OAKj3P7MW9r1n6zZ/7L3+h7rWLQUAgKXruh7K7o4QQgghE3frD37wAxur1VfPgfcu/hGgPn/Z+IVxeKjFqlehsGxvxOzqZrD1zKLxC+Nwon9+1bbsRhaNmyaMEEIIIWVw3HHHHXbWW+bO+88+Mzmgvq4eTlz8Y1m7f0/73ucX37P3lfq6engo86OJdDqdTr+xiVoGhBBCSMU40um0rRWXrut6qH+VNm0Q3gz+tF8dNVjarA0ljO/u14YYbFEbHOORVzITHmdXN2tbGxw0aTEsbV6rzVpQIsvpiQuEEEJIRd1qe816/9F0dUeV1p+/9kD6DbURsKznZNfyH1dVAQA0d53sWWa1jTzNT0N/VdUqAHio63R4GQCA07/26W2rflrVD9C8vWstDKr7cK+Fn66q+qzr9FG/bnfQvP10j/22CCGEEEKK4b7++usq9T4LW7Zs2bp162Ttejzy6PzBRaev36DAr371q1//+tfXaeOEEELIzcqhtQwIIYQQQgDAcdttt011GgghhBAyjdz6z3/+c4p2Xe8/mvZP0b4JIYQQYsXwhMTq6upz585NVVIq69y5c9XV1VOdCkIIIeTGw/3jH//49re/zYLLly/HYrGLF209jGiaq66uFgRh5syZU50QQggh5AbDIeJUp4EQQggh0wgHANQ+IIQQQojG5lsZCSGEEPK/BxH/+9//sr8dDgci/uc//2HhLbfcgoj//ve/WfiNb3wDEf/1r3+x8Jvf/CYiar96+Na3voWI165dY+Ftt92GiH//+99Z+J3vfAcRr169ysLvfve7iPjXv/6Vhd/73vcQ8euvv2ZhVVUVIv7lL39h4R133IGIf/7zn1n4/e9/HxGvXLnCwhkzZiDi5cuXWThz5kxEvHTpEgvvvPNORPzqq69YOGvWLET88ssvWXjXXXchojbZ4u6770bEVCrFwpqaGkS8cOECC+vq6hDx/PnzLJw9ezYijo+rz5WeM2cOIo6NjbHw3nvvRURFUVjY0NCAiJ9++ikLXS4XIo6MjLCwsbERET/55BMWNjU1IeLHH3/Mwvvuuw8RtRmj999/PyJ+9NFHLJw7dy4injlzhoXz5s1DxNOnT7PwgQceQMQPPviAhfPnz0fEkydPsnDBggWI+P7777PwwQcfRMQTJ06wcOHChYj47rvvsrC5uRkRh4eHWfjwww8joizLLHS73Yj4zjvvsNDj8SDi8ePHWdjS0oKIb7/9NgsfeeQRRBwYGGDh4sWLEfGtt95iYWtrKyIeO6Y+HHvp0qWIePToURYuW7YMEY8cOcLC5cuXI2I8Hmeh1+tFxGg0ykJBEBDx8OHDLHzssccQ8dChQyxcsWIFIr7++ussXLlyJSIePHiQhY8//jgivvbaayx84oknEPHAgQMsfPLJJxFx//79LFy1ahUivvrqqyxcvXo1Iu7bt4+FTz31FCL29/ezcM2aNYj4yiuvsHDdunWIuHfvXhY+88wziNjX18fCDRs2IKIkSSxsb29HxEgkwkJRFBFx9+7dLNy4cSMivvzyyyx89tlnEXHXrl0s3Lx5MyKGw2EWPvfcc4jY09PDwkAggIjd3d0sDAaDiLhz504WbtmyBRF37NjBwq1btyLiSy+9xMJf/OIXiNjV1cXC559/HhG3b9/OwhdeeAERX3zxRRa++OKLiPjCCy+wcPv27Yj4/PPPs7CrqwsRf/nLX7LwpZdeQkTtEW07duxAxC1btrBw586diBgMBlnY3d2NiIFAgIU9PT2I+Nxzz7EwHA4j4ubNm1m4a9cuRHz22WdZ+PLLLyPixo0bWbh7925EFEWRhZFIBBHb29tZKEkSIm7YsIGFfX19iPjMM8+wcO/evYi4bt06Fr7yyiuIuGbNGhb29/cj4lNPPcXCffv2IeLq1atZ+OqrryLiqlWrWLh//35EfPLJJ1l44MABRHziiSdY+NprryHi448/zsKDBw8i4sqVK1n4+uuvI+KKFStYeOjQIUR87LHHWHj48GFEFASBhdFoFBG9Xi8L4/E4Ii5fvpyFR44cQcRly9RH4B49ehQRly5Vn1B77NgxRGxtbWXhW2+9hYiLFy9m4cDAACL+5Cc/YeHbb7+NiC0tLSw8fvw4Ino8Hha+8847iOh2u1koyzIiPvzwwywcHh5GxObmZha+++67iLhw4UIWnjhxAhEffPBBFr7//vuIuGDBAhaePHkSEefPn8/CDz74ABEfeOABFp4+fRoR582bx8IzZ84g4ty5c1n40UcfIeL999/PwnPnziHifffdx8KPP/4YEZuamlj4ySefIGJjYyMLR0ZGENHlcrHw008/RcSGhgYWKoqCiPfeq76GcGxsDBHnzJnDwvHxcUScPXs2C8+fP4+IdXV1LPz8888RsaamhoWpVAoR7777bhZevHgREe+66y4Wfvnll4g4a9YsFn711VeIeOedd7Lw0qVLiKhN1KM5B4QQQggxoGEFQgghhBhQ44AQQgghBv8PWGD5a7o3+rkAAAAASUVORK5CYII=)

然后，在传入proof的时候，要看清楚leaf是哪个，对应地去传proof，因为在生成树时，你的输入被打乱了

另外，必须在生成树的时候排序，因为openzepplin库里面的函数是这样的：

function \_hashPair(bytes32 a, bytes32 b) private pure returns (bytes32) {

        return a < b ? \_efficientHash(a, b) : \_efficientHash(b, a);

    }

她要判断大小然后计算hash，但用网站生成的计算是不比较的，所以，必须在生成树的时候选择排序按钮

## Pure 和 view

Pure就是纯函数，既不能读取又不能改变链上的变量，view 可以去读取链上变量，但不能改变它。 两者共同点就是不耗gas

在排序地址的时候，若按照地址大小来排序，如：

function sortTokens(address tokenA, address tokenB) internal pure returns (address token0, address token1) {

        require(tokenA != tokenB);

        (token0, token1) = tokenA < tokenB ? (tokenA, tokenB) : (tokenB, tokenA);

        require(token0 != address(0));

}

最后的require其实对于两个地址都做了不为零的判断，因为若是零地址的话，0地址会在第一位，第二位的绝对不是0地址，故只需要判断第一个地址！0即可