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Functional Programming Report

## Functional Programming Evaluation

The functional paradigm focuses on being pure, side effectless and stateless with little importance on execution order, while emphasizing functions and recursions. This means functions don’t change external properties, and that data structures are immutable (Clojure, n.d.). Used by Python and Clojure. This differs to the imperative paradigm that focuses on how to complete a process, emphasizing execution order classes and structures, using state modification to achieve this. Used in C++ and Java (Microsoft, 2021).

This difference is shown in Images 1 and 2 using an extendable list.

|  |  |
| --- | --- |
| Functional using Clojure | Imperative using C++ |
| **Example Image 1** | **Example Image 2** |

This shows the mutability difference, both update their ‘intlist’ using length, and loop to add values to the list. The Imperative example is mutable, and the list changes inside ‘createlist’, alternatively the Functional example the ‘intlist’ changes are only internal. This is seen where internally both methods output ‘0 1 2 3 4’, while externally ‘intlist’s values are different.

### Positives and Negatives

To decide the positives and negatives we will look at the paradigm from a programmer’s perspective focusing on ease of use, application for production, and for testing. (Posa, 2022)

#### Immutability

Immutability is a positive when programming applications that use a central data point, such as a local array in Image 1. When a variable’s data cannot change during runtime you guarantee its value, reducing checks, making more robust, consistent code, and making variables simpler for a programmer to use. This makes testing methods easier since external data is guaranteed to always have the expected values. Moreover, immutability supports concurrent and parallel programming, as issues caused by updating variables are removed.

However, this is also a negative. Using the local array example, the contained data may require updates depending on the program’s state, if these changes cannot be reflected the program would need to recreate the array to store these changes. Therefor in production where state matters, immutability is harmful.

#### Recursion and Flow control

The functional paradigm manages flow control though functional calls, ifs and recursion. For programmers’ fewer options make the paradigm simpler to learn, since they don’t have to consider multiple options.

However, because of memory recursion is a negative. Recursive functions require increasing memory on the stack. For production with limited memory e.g., phones, this increases difficulty and potential memory overflow. (WOJCIECHOWSKI, 2019)

#### Modularity and Purity
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**Example Image 3**

One advantage is that pure, modular code is easy to understand. Purity makes error finding and testing more direct, and modularity allows functionality to be easily isolated for testing. A pure example is image 3.

However, this purity is a negative when input and output are required. I/O is inherently non-pure as it relies on side-effect to work, if a method needs I/O it must be isolated to maintain purity. (WOJCIECHOWSKI, 2019)

Looking at ease of use, despite making code more testable maintaining purity and having to create multiple objects is difficult, for beginner programmers and large-scale projects this is a negative.

#### Conclusion

From the points above, using my criteria, I conclude that the functional paradigm is more “positive” than “negative”

## Clojure

The Clojure language is a high-level dynamic general purpose functional programming language. It used a dialect of Lisp on the Java platform and access’ Java frameworks using type inference to avoid reflection. It uses immutable, persistent data structures. (Clojure, n.d.)

### Usage example

Clojure’s java interoperation and concurrency make it useful in complex software, such as Atlassian using Clojure as a collaborative editing platform. For example we can link a Clojure backend to an SQL database through the clojure.java.jdbc, [found-here](https://devcenter.heroku.com/articles/clojure-web-application#connecting-to-postgresql-with-clojure-java-jdbc).

### Java integration

Clojure can integrate with Java using multiple ways, some examples are as follows; (Clojure, n.d.)

#### Import

**Example Image 4**
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Importing a library makes it available to the code using its unqualified name. Shown in Image 4.

#### Aliases and Primitives

Clojure provides aliases for Java primitive types and arrays, such as int, float and long. Shown in image 5. They are represented using the Java Field Descriptors.

**Example Image 5**
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#### Dot Form and Static Methods

![](data:image/png;base64,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)![](data:image/png;base64,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)

**Example Image 6**

Clojure used a ‘.’ Dot form to access java functions and methods. Image 6 shows Clojure using the java ‘ToUpperCase’ function. Alternatively for java static methods like PI, these methods are accessed using a class-/-method structure, Shown by the math function in Image 6.

### Language Comparison

#### Clojure vs C++ (Imperative comparison)

The first difference is the paradigm, such as mutability and emphasis, this can be seen in Images 1 and 2. Next while both are strongly typed, Clojure is dynamically typed with a Lisp base and uses the JVM while C++ is statically typed with a C base. Finally, semantics, for example in mathematical equations Clojure uses the (comparator number number) structure (Image 3) compared to C++’s (number comparator number).

#### Clojure vs Python (functional comparison)

Python, unlike Clojure, doesn’t completely follow the functional paradigm despite being a functional language. Clojure uses only immutable data structures, in comparison Python uses a mix of mutable and immutable data e.g., its List, are mutable while the datatypes are not. Moreover, Clojure used Lisp base while Python has a C base. (Yordanov, 2019)
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