**Project 2**

**<Blackjack Game>**

**CIS-5 – 44188**

**Oscar Sandoval**

**June 03, 2017**

**Introduction**

Blackjack

The game of Blackjack is a popular casino game where a player is faced against a dealer, who deals cards from a deck, and compete to see who can get the closest to 21, without going over it. The goal of the game is to see who can get the closest, and thus, the winner is decided based on who has the higher total score, so long as neither player goes over 21. If either the player or the dealer go over 21, the one who went over it will lose the game. This game is a comparative kind of game, where final scores are compared to one another to see who has the higher value within the range of 21, and whoever has the higher value will win the game.

The game itself implements strategy as well as luck, given that random cards are dealt each time, and there is no way to know which card will be dealt next. In the course of the game, the player will initially be given 2 cards, who may then decide whether to “hit” or “stand” based on the value of his cards. The game works in that the total value of all the cards in one’s hand is added and based on that, the player must decide whether to ask for another card to be added to his hand, also known as “hit,” or decide to keep his current hand, also known as “stand,” and end his turn for the dealer to play. With each successive card a player decides to add to his hand, his risk of losing the game by going over 21 increases. However, if the player’s total value in hand is a low number in the range of 21, then he may also lose against the dealer’s hand. Once the player ends his turn, the dealer will then play as he, too, decides whether to “hit” or “stand” based on his score. Whoever gets the closest to 21, without going over it, at the end of both turns wins the game, and in the occasion that both the player and the dealer get the same score at the end, the dealer wins the game.

I decided to program this game because I have previously played the game of Blackjack before and have enjoyed the strategic side of the game, as well as the random assigning of cards that person is given. Due to that, I set out to program this game, thinking that it would be a moderately easy task. However, once having started it, I realized there were more obstacles than I had previously anticipated, and thus, the difficult I found in programming this game increased.

**Summary**

Project Size: About 600 lines

Number of variables: More than 15

Number of Methods: 12

In this new revision of my previous game, I managed to include a lot of new concepts that we learned in class that make my game run more smooth as well as provide a better gaming experience than before. I implemented the ability to gamble as well as reading from and writing to files, in addition to a variety of other things. Overall, I faced many challenges in trying to improve my game and had to search for a few new concepts that would help me in creating the game I wanted to create. For example, I learned to convert strings into integers and those back to strings. In addition, I gained a better understanding of all the concepts covered in class and I am now able overcome more obstacles through the higher understanding of programming that I have acquired since the first project.

**Screenshots**

**Menu**
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**Gamble**

![](data:image/png;base64,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)
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**Dealer’s Turn**
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**Play Again?**
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**Game Over**

![](data:image/png;base64,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)

**Pseudocode**

/\*

\* File: main.cpp

\* Author: Oscar Sandoval

\* Created on June 3rd, 2017, 7:27 PM

\* Purpose: Game of Blackjack Version 7

\*/

//System Libraries

//Input - Output Library

//Needed to use strings

//For rand and srand

//Time for rand

//Format the output

//For I/O Files

//The STL Vector -> Dynamic Array

//For parsing strings

//Name-space under which system libraries exist

//User Libraries

//Global Constants

//Function Prototypes

//Execution begins here

//Array for each card name

//Array for value of each card

//Array for total number of each card value in deck

//Array for player's hand

//Array for dealer's hand

//Declare variables

//Input number to choose option menu

//Total score of player based on his hand's total value

//Total score of dealer based on his hand's total value

//Initialize to 0 each time program loops

//Initialize to 0 each time program loops

//Loops again as long as boolean is false

//Counts the wins of the player

//Counts the losses of the player

//Money given to player to gamble

//Money player wants to gamble

//Choice input by user to gamble

//Number of rows in data array

//2-D Array used to print leaderboards

//For leaderboard

//Declare and initialize array for names

//Ask user to enter his or her name and save to char array name

//Enter player's name into last spot of string array names

//Loop will reset all of the card values in array for player

//and dealer back to zero at the start of each new game

//Resets hand of player back to 0

//Resets hand of dealer back to 0

//Resets all cards of each value back to 4

//Resets boolean back to false each time the program loops

//Resets player's index each time program loops for array to start at the beginning

//Resets dealer's index each time program loops for array to start at the beginning

//Display the main menu

//Choose an option

//Check to see if player meets minimum bet requirements. If not,

//player is not allowed to continue playing and game ends.

//Output the game statistics to screen

// Call function to output statistics to file

//Call function to make leaderboards

//Ask player for amount of money to gamble

//Convert variable back into integer

//Total score of player's hand returned from player function will be assigned to pScore

//If player's score is less than 21, the game continues to dealer's turn

//Total score of dealer's hand returned from dealer function will be assigned to dScore

// Call function to compare player and dealer's scores

//If player's score is greater than 21, the game ends with a loss for the player

//If player's score is equal to 21, player wins

//Display rules of Blackjack

------------------------------------------

// Create menu for game

//Option 1 plays the game

//Option 2 displays the rules of the game

//Option 3 exits the program

------------------------------------------

// Function for player's turn

//Set boolean statement to false to continue loop

//Total sum of player's cards' values

//Choose whether to hit or stand

//Deal the first two cards

//First card dealt will go into first space of array

//Second card dealt will go into second space of array

//Sum of player's hand returned from sum function will be assigned to pTotal

//Loop the question to hit or stand until player stands,

//or wins or loses the game by hitting 21 or over 21

//Reset pTotal back to 0 to give correct sum each time a new card is dealt

//Player inputs choice

//If chosen to hit, another card will be dealt

//Card will go into next space in array

//New sum will be calculated

//Check to see if player has won or lost the game, else continue asking to hit or stand.

//Player has lost. Break out of loop and display a loss

//Loop will continue as long as player chooses to hit

//If chosen to stand, player will end his turn

//Display sum of player's current hand

//Break out of question loop to continue the game

//If option is invalid, continue to ask question until valid option is input

//Loop will continue as long as askAgain is true

//Returns player's total score back to main

----------------------------------------

// Function for dealer's turn

//Total sum of dealer's cards' values

//Deal the first two cards

//First card dealt will go into first space of array

//Second card dealt will go into second space of array

//Sum of dealer's hand returned from sum function will be assigned to dTotal

//If total is less than 17, dealer has to hit.

//Reset dTotal back to 0 to give correct sum

//If total is greater than or equal to 17, dealer has to stand.

//Loop as long as score is less than 17

//Returns dealer's total score back to main

---------------------------------------------------------

// Deals cards to dealer and player and removes them from cards in deck

//Card index used to create random cards and assign a name and value to each

// NOTE: We wait 1000 milliseconds because fast CPUs

// give the same number inside random.

//Set the random number seed.

//Gives out a random card

//Removes the card from the deck.

//Will continue to deal cards as long as there are still cards of that value

---------------------------------------------

// Sum for the value of all cards in your hand

//Returns sum of all cards in hand to dealer and player functions

-----------------------------

// Rules of Blackjack

-----------------------------------------

//Ask player whether to play again or not

//Input character to play again or not

//If chosen not to play, the program will exit

//Output the game statistics to screen

// Call function to output statistics

//Call function to make leaderboards

//If chosen to play, the program will run again

//If option is invalid, question will continue to be asked

------------------------------------------

//Declare and initialize output file

//Output the game statistics to file

--------------------------------------

//Output Statistics to screen

----------------

//Compare player and dealer's scores

//Display the scores of the player and the dealer for comparison

//If dealer's score is greater than 21, player wins

//Player's score must be greater than dealer's score to win

//If dealer's score is greater than player's score, and less than 21, player loses

--------------------------------------------

//Make Leaderboards

//Declare and initialize leaderboards file

//Save names temporarily into strings

//Save scores temporarily into strings

//Read names in file up to the comma and store in name

//Read scores in file after comman and store in score

//Save names into names array

//Convert strings into integers and save to points array

//Increase counter after each loop to completely fill arrays

//Close the file

//Assign player's score to last spot in array to be compared with previous scores

//Call function to sort array for leaderboards

//Declare and initialize output file

//Open the file

//Write the names and scores to file and output the leaderboards to screen

//Close the file

------------------------------------

//Use bubble sort to sort array

//Temporary variable needed to swap scores

//Temporary variable to swap names along with scores

//Set flag to break loop when everything is sorted

//Sort parallel arrays in order from largest to smallest score

//Sort score array in order from largest to smallest

//Sort names of players along with their scores

//Will continue to loop until everything is sorted

//Convert integers to strings

**Program**

/\*

\* File: main.cpp

\* Author: Oscar Sandoval

\* Created on June 3rd, 2017, 7:27 PM

\* Purpose: Game of Blackjack Version 7

\*/

//System Libraries

#include <iostream> //Input - Output Library

#include <string> //Needed to use strings

#include <cstdlib> //For rand and srand

#include <ctime> //Time for rand

#include <chrono>

#include <thread>

#include <iomanip> //Format the output

#include <fstream> //For I/O Files

#include <vector> //The STL Vector -> Dynamic Array

#include <sstream> //For parsing strings

using namespace std; //Name-space under which system libraries exist

//User Libraries

//Global Constants

const int COLS = 2;

//Function Prototypes

void menu();

int player(vector<int> &, int, short\*, const string\*, short\*);

int dealer(vector<int> &, int, short\*, const string\*, short\*);

void givCard(short\*, const string\*, short\*, vector<int> &, int&);

int sum(vector<int> &);

void rules();

bool playAgn(int, int, bool, int&, int\*, string\*, string [][COLS], const int);

void oFile(int, int, int&);

void oScreen(int, int, int&);

void comScor(int, int, int&, int&, int&, int&);

void lderBrd(int\*, int, string\*, string [][COLS], const int);

void srtAray(int\*, string\*, string [][COLS], const int);

//Execution begins here

int main(int argc, char\*\* argv) {

//Array for each card name

const string cards[13] = { "Ace", "Two", "Three", "Four", "Five", "Six", "Seven",

"Eight", "Nine", "Ten", "Jack", "Queen", "King" };

//Array for value of each card

short cardVal[13] = { 11, 2, 3, 4, 5, 6, 7, 8, 9, 10, 10, 10, 10 };

//Array for total number of each card value in deck

short cardTot[13] = { 4, 4, 4, 4, 4, 4, 4, 4, 4, 4, 4, 4, 4 };

//Array for player's hand

vector<int> pHand(1);

//Array for dealer's hand

vector<int> dHand(1);

//Declare variables

char choice; //Input number to choose option menu

int pScore; //Total score of player based on his hand's total value

int dScore; //Total score of dealer based on his hand's total value

int pIndex = 0; //Initialize to 0 each time program loops

int dIndex = 0; //Initialize to 0 each time program loops

bool askAgn = false; //Loops again as long as boolean is false

int win = 0; //Counts the wins of the player

int loss = 0; //Counts the losses of the player

int money = 500; //Money given to player to gamble

int gambled; //Money player wants to gamble

string input; //Choice input by user to gamble

const int ROW = 5; //Number of rows in data array

string data[ROW][COLS] = {}; //2-D Array used to print leaderboards

//For leaderboard

int points[6]; //Array

string names[6];

//Declare and initialize array for

const int SIZE = 20;

char name[SIZE];

//Ask user to enter his or her name and save to char array name

cout << "Enter your name: ";

cin.getline(name, SIZE);

//Enter player's name into last spot of string array names

names[5] = name;

do

{

//Loop will reset all of the card values in array for player

//and dealer back to zero at the start of each new game

for (int i = 0; i < 11; i++)

{

pHand[i] = 0; //Resets hand of player back to 0

dHand[i] = 0; //Resets hand of dealer back to 0

}

for (int i = 0; i < 13; i++)

cardTot[i] = 4; //Resets all cards of each value back to 4

askAgn = false; //Resets boolean back to false each time the program loops

pIndex = 0; //Resets player's index each time program loops for array to start at the beginning

dIndex = 0; //Resets dealer's index each time program loops for array to start at the beginning

//Display the main menu

menu();

//Choose an option

cout << "Type a number to choose your option: ";

cin >> choice;

switch (choice)

{

case '1':

//Check to see if player meets minimum bet requirements. If not,

//player is not allowed to continue playing and game ends.

if (money < 5)

{

cout << "\n\nInsufficient funds. You cannot place the minimum bet." << endl;

//Output the game statistics to screen

oScreen(win, loss, money);

// Call function to output statistics to file

oFile(win, loss, money);

//Call function to make leaderboards

lderBrd(points, money, names, data, ROW);

exit(0);

}

bool gamble;

//Ask player for amount of money to gamble

do

{

gamble = false;

cout << "\nYou have $" << money << ".\nChoose the amount of money "

"you want to gamble \n(5, 10, 25, 50, 100, 250, 500):\n$";

cin >> input;

if(input != "5" && input != "10" && input != "25" && input != "50" &&

input != "100" && input != "250" && input != "500")

{

cout << "\nInvalid input. Choose one of the available amounts." << endl;

gamble = true;

}

gambled = atoi(input.c\_str()); //Convert variable back into integer

if(gambled > money)

{

cout << "\nYou do not have enough funds to place this bet.\n"

"Choose an amount that you can afford." << endl;

gamble = true;

}

} while(gamble);

//gambled = atoi(input.c\_str());

//Total score of player's hand returned from player function will be assigned to pScore

pScore = player(pHand, pIndex, cardTot, cards, cardVal);

//If player's score is less than 21, the game continues to dealer's turn

if (pScore < 21)

{

//Total score of dealer's hand returned from dealer function will be assigned to dScore

dScore = dealer(dHand, dIndex, cardTot, cards, cardVal);

// Call function to compare player and dealer's scores

comScor(pScore, dScore, win, loss, money, gambled);

}

//If player's score is greater than 21, the game ends with a loss for the player

else if (pScore > 21)

{

cout << "\nYou lose.\n\n" << endl;

loss++;

money -= gambled;

}

//If player's score is equal to 21, player wins

else

{

dScore = dealer(dHand, dIndex, cardTot, cards, cardVal);

cout << "You win\n\n" << endl;

win++;

money += gambled;

}

playAgn(win, loss, askAgn, money, points, names, data, ROW);

break;

case '2':

rules(); //Display rules of Blackjack

break;

case '3':

cout << "Exit the program." << endl;

break;

default:

cout << "Not a valid option." << endl;

}

}while (choice != '3');

return 0;

}

// Create menu for game

void menu()

{

cout << "===============================" << endl;

cout << " BLACKJACK " << endl;

cout << "===============================" << endl << endl;

cout << "Welcome to the game of Blackjack" << endl;

cout << "What would you like to do?" << endl << endl;

cout << "1. Play" << endl; //Option 1 plays the game

cout << "2. Rules" << endl; //Option 2 displays the rules of the game

cout << "3. Quit" << endl << endl; //Option 3 exits the program

}

// Function for player's turn

int player(vector<int> &pHand, int pIndex, short\* cardTot, const string\* cards, short\* cardVal)

{

bool askAgn = false; //Set boolean statement to false to continue loop

int pTotal = 0; //Total sum of player's cards' values

char choose; //Choose whether to hit or stand

int hIndex = 0;

//Deal the first two cards

cout << "\n\nYour two cards are:" << endl;

givCard(cardTot, cards, cardVal, pHand, hIndex); //First card dealt will go into first space of array

givCard(cardTot, cards, cardVal, pHand, hIndex); //Second card dealt will go into second space of array

pTotal = sum(pHand); //Sum of player's hand returned from sum function will be assigned to pTotal

if (pTotal < 21)

{

//Loop the question to hit or stand until player stands,

//or wins or loses the game by hitting 21 or over 21

do

{

pTotal = 0; //Reset pTotal back to 0 to give correct sum each time a new card is dealt

cout << "\nWould you like to hit (h) or stand (s)?" << endl;

cin >> choose; //Player inputs choice

if (choose == 'h' || choose == 'H') //If chosen to hit, another card will be dealt

{

cout << "New card is:" << endl;

givCard(cardTot, cards, cardVal, pHand, hIndex); //Card will go into next space in array

pTotal = sum(pHand); //New sum will be calculated

//Check to see if player has won or lost the game, else continue asking to hit or stand.

if (pTotal > 21)

{

cout << "Your total is greater than 21." << endl;

break; //Player has lost. Break out of loop and display a loss

}

askAgn = true; //Loop will continue as long as player chooses to hit

}

else if (choose == 's' || choose == 'S') //If chosen to stand, player will end his turn

{

cout << "You have ended your turn." << endl;

pTotal = sum(pHand); //Display sum of player's current hand

askAgn = false; //Break out of question loop to continue the game

}

else

{

cout << "Invalid option." << endl;

askAgn = true; //If option is invalid, continue to ask question until valid option is input

}

} while (askAgn); //Loop will continue as long as askAgain is true

}

else if (pTotal == 21)

{

cout << "Blackjack." << endl;

}

return pTotal; //Returns player's total score back to main

}

// Function for dealer's turn

int dealer(vector<int> &dHand, int dIndex, short\* cardTot, const string\* cards, short\* cardVal)

{

int dTotal = 0; //Total sum of dealer's cards' values

int hIndex = 0;

//Deal the first two cards

cout << "\n\nDealer's cards are:" << endl;

givCard(cardTot, cards, cardVal, dHand, hIndex); //First card dealt will go into first space of array

givCard(cardTot, cards, cardVal, dHand, hIndex); //Second card dealt will go into second space of array

dTotal = sum(dHand); //Sum of dealer's hand returned from sum function will be assigned to dTotal

do

{

if (dTotal < 17) //If total is less than 17, dealer has to hit.

{

dTotal = 0; //Reset dTotal back to 0 to give correct sum

cout << "Dealer hits. New card is: " << endl;

givCard(cardTot, cards, cardVal, dHand, hIndex);

dTotal = sum(dHand);

if (dTotal > 21)

{

cout << "Dealer lost." << endl;

}

}

else if (dTotal >= 17) //If total is greater than or equal to 17, dealer has to stand.

{

cout << "The dealer stands." << endl;

}

} while (dTotal < 17); //Loop as long as score is less than 17

return dTotal; //Returns dealer's total score back to main

}

// Deals cards to dealer and player and removes them from cards in deck

void givCard(short\* cardTot, const string\* cards, short\* cardVal, vector<int> &hand, int& hIndex)

{

int cIndex; //Card index used to create random cards and assign a name and value to each

bool givOther = false;

// NOTE: We wait 1000 milliseconds because fast CPUs

// give the same number inside random.

this\_thread::sleep\_for(chrono::milliseconds(1000));

//Set the random number seed.

std::srand(static\_cast<unsigned int>(time(0)));

do

{

givOther = false;

//Gives out a random card

cIndex = rand() % 13;

hand[hIndex] = cardVal[cIndex];

if(hand[hIndex] == hand[hIndex - 1])

{

givOther = true;

}

//Removes the card from the deck.

cardTot[cIndex] -= 1;

} while (cardTot[cIndex] == -1 || givOther == true);

//Will continue to deal cards as long as there are still cards of that value

cout << cards[cIndex] << " (" << cardVal[cIndex] << ")" << endl;

hIndex++;

}

// Sum for the value of all cards in your hand

int sum(vector<int> &hand)

{

int total = 0;

for (int i = 0; i < 11; i++)

{

total += hand[i];

if(total > 21)

{

for(int i = 0; i < 11; i++)

{

if(hand[i] == 11)

{

hand[i] = 1;

total -= 10;

}

}

}

}

cout << "The total value of the cards is " << total << endl;

return total; //Returns sum of all cards in hand to dealer and player functions

}

// Rules of Blackjack

void rules()

{

cout << "\n\nThe rules of this game are as follows:" << endl << endl;

cout << "There are two players in this game, you and the dealer." << endl;

cout << "Each player will initially get two cards from a deck of 52 "

"cards. " << endl;

cout << "After getting the cards, you will be given a choice to hit or "

"stand." << endl;

cout << "If chosen to hit, you will be given another card in addition to "

"those you had." << endl;

cout << "If chosen to stand, you will keep your current hand, and your "

"turn will end." << endl;

cout << "Each card has a value corresponding to the number that is shown "

"on them.\nThe special face cards of Jack, Queen, and King, each have a "

"value of 10, " << endl;

cout << "whereas the Ace has a value of 1." << endl;

cout << "The goal of the game is to see who can get the closest to "

"the number 21, with any combination of cards you have. " << endl;

cout << "However, if you were to pass the number 21 with the added value "

"of all of your cards, you will lose the game." << endl;

cout << "Whoever gets the closest to 21 without going over it, will win "

"the game." << endl;

cout << "In the occasion that both players get the same score in the end, "

"the dealer wins the game.\n\n" << endl;

}

bool playAgn(int win, int loss, bool askAgn, int& money, int\* points, string\* names, string data[][COLS], const int ROW)

{

do //Ask player whether to play again or not

{

char again; //Input character to play again or not

cout << "You now have $" << money << endl << endl;

cout << "Would you like to play again? (y/n)" << endl;

cin >> again;

if (again == 'n' || again == 'N') //If chosen not to play, the program will exit

{

//Output the game statistics to screen

oScreen(win, loss, money);

// Call function to output statistics

oFile(win, loss, money);

//Call function to make leaderboards

lderBrd(points, money, names, data, ROW);

exit(0);

}

else if (again == 'y' || again == 'Y') //If chosen to play, the program will run again

break;

else //If option is invalid, question will continue to be asked

{

cout << "Invalid option." << endl;

askAgn = true;

}

} while (askAgn);

return askAgn;

}

void oFile(int win, int loss, int& money)

{

//Declare and initialize output file

ofstream out;

char outName[] = "GameStats.dat";

out.open(outName);

//Output the game statistics to file

out << fixed << setprecision(1) << showpoint;

out << "Statistics for last game were:" << endl << endl;

out << "Total wins = " << win << endl;

out << "Total losses = " << loss << endl;

out << "Total games = " << win + loss << endl;

out << "Percentage of games won = " << static\_cast<float>(win) /

(win + loss) \* 100 << "%" << endl;

out << "Percentage of games lost = " << static\_cast<float>(loss) /

(win + loss) \* 100 << "%" << endl;

out << "Final Score: S" << money << endl;

out.close();

}

void oScreen(int win, int loss, int& money)

{

cout << fixed << setprecision(1) << showpoint;

cout << "\nGame Over" << endl << endl;

cout << "Statistics for this game are:" << endl << endl;

cout << "Total wins = " << win << endl;

cout << "Total losses = " << loss << endl;

cout << "Total games = " << win + loss << endl;

cout << "Percentage of games won = " << static\_cast<float>(win) /

(win + loss) \* 100 << "%" << endl;

cout << "Percentage of games lost = " << static\_cast<float>(loss) /

(win + loss) \* 100 << "%" << endl;

cout << "Final score: $" << money << endl;

}

void comScor(int pScore, int dScore, int& win, int& loss, int& money, int& gambled)

{

//Display the scores of the player and the dealer for comparison

cout << "\nPlayer = " << pScore << endl;

cout << "Dealer = " << dScore << endl;

if (dScore > 21) //If dealer's score is greater than 21, player wins

{

cout << "\nYou win.\n\n" << endl;

win++;

money += gambled;

}

//Player's score must be greater than dealer's score to win

if (pScore > dScore)

{

cout << "\nYou win.\n\n" << endl;

win++;

money += gambled;

}

//If dealer's score is greater than player's score, and less than 21, player loses

else if (dScore > pScore && dScore <= 21)

{

cout << "\nYou lose.\n\n" << endl;

loss++;

money -= gambled;

}

else if (pScore == dScore)

{

cout << "\nYou win.\n\n" << endl;

win++;

money += gambled;

}

}

void lderBrd(int\* points, int money, string\* names, string data[][COLS], const int ROW)

{

//Declare and initialize leaderboards file

char scores[] = "Leaderboards.dat";

int count = 0;

string name; //Save names temporarily into strings

string score; //Save scores temporarily into strings

string line;

ifstream in("Leaderboards.dat");

while(getline(in,line))

{

stringstream iss(line);

getline(iss, name, ','); //Read names in file up to the comma and store in name

getline(iss, score); //Read scores in file after comman and store in score

names[count] = name; //Save names into names array

points[count] = atoi(score.c\_str()); //Convert strings into integers and save to points array

count++; //Increase counter after each loop to completely fill arrays

}

//Close the file

in.close();

//Assign player's score to last spot in array to be compared with previous scores

points[5] = money;

//Call function to sort array for leaderboards

srtAray(points, names, data, ROW);

//Declare and initialize output file

ofstream out;

//Open the file

out.open(scores);

cout << "\n\nLeaderboards:" << endl << endl;

//Write the names and scores to file and output the leaderboards to screen

for(int i = 0 ; i < 5; i++)

{

cout << "Name: " << setw(10) << data[i][0] << " Score: $" << data[i][1] << "\n";

out << data[i][0] << ", " << data[i][1] << "\n";

}

//Close the file

out.close();

}

//Use bubble sort to sort array

void srtAray(int\* points, string\* names, string data[][COLS], const int ROW)

{

bool swap;

int temp; //Temporary variable needed to swap scores

string sTemp; //Temporary variable to swap names along with scores

string score[5] = {};

do

{

swap = false; //Set flag to break loop when everything is sorted

for(int count = 0; count < 5; count++)

{

//Sort parallel arrays in order from largest to smallest score

if(points[count] < points[count + 1])

{

//Sort score array in order from largest to smallest

temp = points[count];

points[count] = points[count + 1];

points[count + 1] = temp;

//Sort names of players along with their scores

sTemp = names[count];

names[count] = names[count + 1];

names[count + 1] = sTemp;

//Will continue to loop until everything is sorted

swap = true;

}

}

} while(swap);

//Convert integers to strings

for(int i = 0; i < ROW; i++)

score[i] = to\_string(points[i]);

for(int i = 0; i < ROW; i++)

{

data[i][0] = names[i];

data[i][1] = score[i];

}

}