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Цель

Целью лабораторной работы является приобретение практических навыков в реализации двусвязного списка структур на языке программирования C/C++.

# 1. Задание

Написать программу, выполняющую ввод последовательности структур, длина которой заранее неизвестна. Контрольный вывод исходной последовательности, формирование новой последовательности из элементов исходной, поля которых удовлетворяют заданным условиям, совершение действий над исходной последовательностью: узнать кол-во элементов списка, удалить элемент списка, поменять местами 2 элемента в списке, сортировка списка, поиск элемента по заданным параметрам. Вывод полученного результата. В программе использовать меню и функции. Последовательность хранить в динамической памяти. Поля в структурах выбрать исходя из характеристик объектов предметной области. Условия для выбора элементов последовательности сформулировать самостоятельно.

# 2. Уточнение задания

При выполнении задания необходимо учитывать:

1. Максимальная длина вводимой строки – 80 символов.
2. Нужно построить меню таким образом, чтобы пользователь не смог начать обработку исходных данных и совершать действия над ними, пока он не введет входные данные
3. Из подменю должна быть возможность выйти
4. Вводимый текст не может быть пустым
5. Количество критериев для обработки исходных данных – 2: рейтинг выше 7 и цена на 98 бензин ниже 54
6. Сортировка производится по рейтингу, начиная с самого высокого

Выбранная предметная область – записи АЗС.

Исходя из выбранной предметной области, были выбраны следующие поля структуры:

|  |  |  |
| --- | --- | --- |
| **Имя поля** | **Тип** | **Назначение** |
| name | char\* | Название АЗС |
| address | char\* | Адрес АЗС |
| fuelprices | float\* | Цены на 4 вида топлива |
| rating | int\* | Рейтинг |
| next | struct Gaslist\* | Указатель на след. структуру |
| prev | struct Gaslist\* | Указатель на пред. структуру |

Меню программы должно иметь подобную иерархию:

1 – Справка

2 – Ввод данных

2.1 Добавить в начало

2.2 Добавить в конец

2.3 Добавить на определенное место

2.4 Ввести полностью заново

2.5 Назад

3 – Контрольный вывод исходных данных

4 – Действия на списком

4.1 Узнать кол-во элементов в списке

4.2 Удалить элемент списка

4.3 Поменять местами 2 элемента

4.4 Отсортировать список по рейтингу

4.5 Поиск по определенному критерию

4.6 Назад

5 – Обработка данных по 2 условиям: рейтинг выше 7, цена на 98 бензин

ниже 54

6 – Вывод обработанной информации

0 - Выход

# 3. Контрольные примеры

Контрольные примеры приведены в таблице 1.

Таблица 1. Контрольные примеры

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| № при  ме  ра | Исходные данные | | | | Результаты | |
| Название | Адрес | Цены на топливо | Рей  тинг | Условия | |
| Рейтинг выше 7 | Цена на 98 бензин ниже 54 |
| 1 | Name | Address | 5 2 2,4 7 | 7 | Не подходит | |
| 2 | Long name of GAS | smth | 57 58 58,8 60 | 9 | Не подходит | |
| 3 | sadlksa | -557.1;51.0 | 52 53,1 53,4 52,7 | 8 | Подходит | |
| 4 | Dillimore | Dillimore village | 50 50,2 50,7 50,4 | 10 | Подходит | |
| 5 | Last | Any | 5 7 75 2 | 10 | Не подходит | |

# 4. Краткое описание алгоритма

Начало программы.

Шаг №1. Вывод меню (функция *Menu*).

Шаг №2. Выбор пользователем пункта меню.

Шаг №3. Переход к пункту, выбранным пользователем:

Пункт 1-ый: Справка

Пункт 2-ый: Ввод

Пункт 3-ый: Вывод введенных данных

Пункт 4-ый: Действия над списком

Пункт 5-ый: Обработка

Пункт 6-ый: Вывод результата обработки

Пункт 0-ой: Выход, завершение программы

Шаг №4: Если пользователь не захотел выйти, то переход к шагу 1.

Шаг №5. Иначе, конец программы.

# 5. Структура вызова функций

Рисунок 1. Структура вызова функций

# 6. Функции

## 6.1 Главная функция

**Назначение:**

Является точкой входа в программу.

**Прототип:**

int main(void)

**Пример вызова:**

Main();

**Описание переменных:**

Описание переменных приведено в таблице 2.

Таблица 2. Описание переменных главной функции

|  |  |  |
| --- | --- | --- |
| Имя переменной | Тип | Назначение |
| First | GSDesc\* | Указатель на начало списка структур |
| GSResult | GSDesc\* | Указатель на начало списка результирующих структур |
| MenuItem | int | Выбранный пункт меню |
| len | int | Кол-во элементов в списке |

**Схема алгоритма:**

Схема алгоритма для функции main представлена на рисунке 2.
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Рисунок 2. Схема алгоритма

## 6.2 Функция Menu

**Назначение:**

Главное меню

**Прототип:**

int Menu();

**Пример вызова:**

MenuItem = Menu();

**Описание переменных:**

Описание переменных приведено в таблице 3.

Таблица 3. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Локальная | selected | int | Выбранный пункт меню |

## 6.3 Функция OutputMenu

**Назначение:**

Меню вывода

**Прототип:**

void OutputMenu(GSDesc\*);

**Пример вызова:**

OutputMenu(First);

**Описание переменных:**

Описание переменных приведено в таблице 4.

Таблица 4. Описание переменных главной функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | first | GSDesc\* | Указатель на начало списка структур |
| Локальная | selected | int | Выбранный пункт меню |

## 6.4 Функция InputMenu

**Назначение:**

Меню ввода данных

**Прототип:**

GSDesc\* InputMenu(GSDesc\*);

**Пример вызова:**

First = InputMenu(First);

**Описание переменных:**

Описание переменных приведено в таблице 5.

Таблица 5. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | Stations | GSDesc\* | Указатель на начало списка структур |
| Локальные | NewStations | GSDesc\* | Указатель на начало списка вновь введенных структур |
| item | int | Выбранный пункт меню |

## 6.5 Функция Help

**Назначение:**

Справка

**Прототип:**

void Help();

**Пример вызова:**

Help();

## 6.6 Функция ListActions

**Назначение:**

Меню действий над списком

**Прототип:**

int ListActions();

**Пример вызова:**

MenuItem = ListActions();

**Описание переменных:**

Описание переменных приведено в таблице 6.

Таблица 6. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Локальная | selected | int | Выбранный пункт меню |

## 6.7 Функция ListLen

**Назначение:**

Функция вычисления кол-ва структур в списке

**Прототип:**

int ListLen(GSDesc\*);

**Пример вызова:**

len = ListLen(First);

**Описание переменных:**

Описание переменных приведено в таблице 7.

Таблица 7. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | Stations | GSDesc\* | Указатель на начало списка структур |
| Локальная | len | int | Кол-во структур в списке |

## 6.8 Функция DeleteItem

**Назначение:**

Функция удаления элемента из списка

**Прототип:**

GSDesc\* DeleteItem(GSDesc\*);

**Пример вызова:**

First = DeleteItem(First);

**Описание переменных:**

Описание переменных приведено в таблице 8.

Таблица 8. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | Stations | GSDesc\* | Указатель на начало списка структур |
| Локальные | temp | GSDesc\* | Служебный указатель для связки после удаления элемента |
| toDel | GSDesc\* | Указатель на структуру для удаления |
| num | int | Номер элемента для удаления |

## 6.9 Функция SortByRating

**Назначение:**

Функция сортировки списка по убыванию рейтинга

**Прототип:**

GSDesc\* SortByRating(GSDesc\*);

**Пример вызова:**

First = SortByRating(First);

**Описание переменных:**

Описание переменных приведено в таблице 9.

Таблица 9. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | Stations | GSDesc\* | Указатель на начало списка структур |
| Локальные | result | GSDesc\* | Указатель на начало отсортированного списка структур |
| temp | GSDesc\* | Указатель на структуру исходного списка |
| buff | GSDesc\* | Указатель на структуру отсортированного списка |
| num | int | Переменная для цикла for |

## 6.10 Функция Swap

**Назначение:**

Функция перестановки 2 элементов местами

**Прототип:**

void Swap(GSDesc\*\*);

**Пример вызова:**

Swap(&First);

**Описание переменных:**

Описание переменных приведено в таблице 10.

Таблица 10. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | Stations | GSDesc\*\* | Указатель на указатель начала списка структур |
| Локальная | gFirst | GSDesc\* | Указатель на первый элемент для смены |
| gSecond | GSDesc\* | Указатель на второй элемент для смены |
| buff | GSDesc\* | Указатель на структуру, стоящую перед первым элементом для смены |
| buff2 | GSDesc\* | Указатель на структуру, стоящую после второго элемента для смены |
| buff3 | GSDesc\* | Указатель на структуру, стоящую после первого элемента для смены |
| first | int | Номер 1-го элемента для смены |
| second | int | Номер 2-го элемента для смены |
| temp | int | Переменная для смены местами first и second, если first > second |
| i | int | Переменная для цикла for |

## 6.11 Функция GetItem

**Назначение:**

Функция вывода структур по заданным параметрам

**Прототип:**

void GetItem(GSDesc\*);

**Пример вызова:**

GetItem(First);

**Описание переменных:**

Описание переменных приведено в таблице 11.

Таблица 11. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | Stations | GSDesc\* | Указатель на вектор структур |
| Локальные | result | GSDesc\* | Указатель на начало списка структур, удовлетворяющим условиям |
| buff | GSDesc\* | Указатель на структуру из результирующего списка |
| ans | int | Категория для поиска |
| num | int | Число для поиска |
| price | float | Цена топлива для поиска |

## 6.12 Функция PushBack

**Назначение:**

Функция вставки в конец списка

**Прототип:**

GSDesc\* PushBack(GSDesc\*, GSDesc\*);

**Пример вызова:**

Stations = PushBack(NewStations, Stations);

**Описание переменных:**

Описание переменных приведено в таблице 12.

Таблица 12. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальные | NewStations | GSDesc\* | Указатель на вектор структур, который вставляем |
| Stations | GSDesc\* | Указатель на начало списка имеющихся структур |
| Локальная | connector | GSDesc\* | Указатель, связующий NewStations и Stations |

## 6.13 Функция PushForward

**Назначение:**

Функция вставки в начало списка

**Прототип:**

GSDesc\* PushForward(GSDesc\*, GSDesc\*);

**Пример вызова:**

Stations = PushForward(NewStations, Stations);

**Описание переменных:**

Описание переменных приведено в таблице 13.

Таблица 13. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальные | NewStations | GSDesc\* | Указатель на вектор структур, который вставляем |
| Stations | GSDesc\* | Указатель на начало списка имеющихся структур |
| Локальная | connector | GSDesc\* | Указатель, связующий NewStations и Stations |

## 6.14 Функция PushAnyPlace

**Назначение:**

Функция вставки в любое место списка

**Прототип:**

GSDesc\* PushAnyPlace(GSDesc\*);

**Пример вызова:**

Stations = PushAnyPlace(Stations);

**Описание переменных:**

Описание переменных приведено в таблице 14.

Таблица 14. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | Stations | GSDesc\* | Указатель на начало списка структур |
| Локальные | NewStations | GSDesc\* | Указатель на начало списка структур, которые вставляем в исходный список |
| connector | GSDesc\* | Указатель, связующий NewStations и Stations |
| buff | GSDesc\* | Указатель на структуру, после которой будет вставка |
| buff2 | GSDesc\* | Указатель на структуру, перед которой будет вставка |
| ans | int | Место для вставки |
| i | int | Переменная для цикла for |
| len | int | Кол-во элементов в списке Stations |

## 6.15 Функция InputStations

**Назначение:**

Функция ввода структур

**Прототип:**

GSDesc\* InputStations();

**Пример вызова:**

NewStations = InputStations();

**Описание переменных:**

Описание переменных приведено в таблице 15.

Таблица 15. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Локальные | first | GSDesc\* | Указатель на начало списка структур, которые ввели |
| buff | GSDesc\* | Указатель на последнюю структуру в вводимом списке |
| i | int | Переменная для цикла for |
| f | int | Флаг повтора ввода |

## 6.16 Функция Process

**Назначение:**

Функция обработки списка структур

**Прототип:**

GSDesc\* Process(GSDesc\*);

**Пример вызова:**

GResult = Process(First);

**Описание переменных:**

Описание переменных приведено в таблице 16.

Таблица 16. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | Stations | GSDesc\* | Указатель на начало исходного списка структур |
| Локальные | result | GSDesc\* | Указатель на начало списка отобранных структур |
| buff | GSDesc\* | Указатель на последнюю структуру в результирующем списке |

## 6.17 Функция PrepareStruct

**Назначение:**

Функция выделения памяти под поля структуры. Возвращает 1, если выделение памяти прошло успешно, иначе 0.

**Прототип:**

int PrepareStruct(GSDesc\*);

**Пример вызова:**

if(PrepareStruct(buff))

**Описание переменных:**

Описание переменных приведено в таблице 17.

Таблица 17. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | Station | GSDesc\* | Указатель на структуру |
| Локальные | res | int | Возвращаемое число, показывающее успех выделения памяти |
| i | int | Переменная для цикла for |

## 6.18 Функция CopyStruct

**Назначение:**

Функция копирования данных из одной структуры в другую

**Прототип:**

void CopyStruct(GSDesc\*, GSDesc\*);

**Пример вызова:**

CopyStruct(buff, temp);

**Описание переменных:**

Описание переменных приведено в таблице 18.

Таблица 18. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальные | ThisStation | GSDesc\* | Указатель на структуру, в которую копируем |
| OtherStation | GSDesc\* | Указатель на структуру, которую копируем |
| Локальная | i | int | Переменная для цикла for |

## 6.19 Функция OutputGasStationsTable

**Назначение:**

Функция вывода структур в виде таблице

**Прототип:**

void OutputGasStationsTable(GSDesc\*);

**Пример вызова:**

OutputGasStationsTable(first);

**Описание переменных:**

Описание переменных приведено в таблице 19.

Таблица 19. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | first | GSDesc\* | Указатель на начало списка структур |
| Локальные | buff | GSDesc\* | Указатель на структуру списка |
| namelen | int | Максимальная длина названия |
| addresslen | int | Максимальная длина адреса |

## 6.20 Функция OutputGasStationsText

**Назначение:**

Функция вывода структур в виде блоков построчно

**Прототип:**

void OutputGasStationsText(GSDesc\*);

**Пример вызова:**

OutputGasStationsText(first);

**Описание переменных:**

Описание переменных приведено в таблице 20.

Таблица 20. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | first | GSDesc\* | Указатель на начало списка структур |
| Локальные | i | int | Переменная для цикла for |
| buff | GSDesc\* | Указатель на структуру списка |

## 6.21 Функция free\_station

**Назначение:**

Функция освобождения памяти одной структуры. Возвращает всегда NULL

**Прототип:**

GSDesc\* free\_station(GSDesc\*);

**Пример вызова:**

toDel = free\_station(toDel);

**Описание переменных:**

Описание переменных приведено в таблице 21.

Таблица 21. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | Station | GSDesc\* | Указатель на структуру |

## 6.22 Функция free\_list

**Назначение:**

Функция освобождения памяти списка структур. Возвращает всегда NULL

**Прототип:**

GSDesc\* free\_list(GSDesc\*);

**Пример вызова:**

result = free\_list(result);

**Описание переменных:**

Описание переменных приведено в таблице 22.

Таблица 22. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | item | GSDesc\* | Указатель на структуру |
| Локальная | buff | GSDesc\* | Указатель на следующую после item структуру |

## 6.23 Функция OutputGasStationsTableReverse

**Назначение:**

Функция вывода структур в виде таблице, начиная с конца

**Прототип:**

void OutputGasStationsTable(GSDesc\*);

**Пример вызова:**

OutputGasStationsTable(first);

**Описание переменных:**

Описание переменных приведено в таблице 23.

Таблица 23. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | first | GSDesc\* | Указатель на начало списка структур |
| Локальные | buff | GSDesc\* | Указатель на структуру списка |
| namelen | int | Максимальная длина названия |
| addresslen | int | Максимальная длина адреса |

## 6.24 Функция OutputGasStationsTextReverse

**Назначение:**

Функция вывода структур в виде блоков построчно, начиная с конца

**Прототип:**

void OutputGasStationsText(GSDesc\*);

**Пример вызова:**

OutputGasStationsText(first);

**Описание переменных:**

Описание переменных приведено в таблице 24.

Таблица 24. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | first | GSDesc\* | Указатель на начало списка структур |
| Локальные | i | int | Переменная для цикла for |
| buff | GSDesc\* | Указатель на структуру списка |

## 6.25 Функция InputText

**Назначение:**

Функция ввода строки

**Прототип:**

void InputText(char\*);

**Пример вызова:**

InputText(buff->name);

**Описание переменных:**

Описание переменных приведено в таблице 25.

Таблица 25. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | string | char\* | Указатель на начало строки |
| Локальная | c | char | Введенный символ |
| i | int | Переменная для цикла for |

# 8. Текст программы

#include <stdio.h>

#include <conio.h>

#include <malloc.h>

#include <locale.h>

#include <string.h>

#define MAXLEN 80

#define DBG puts("DBG");

typedef struct Gaslist

{

char\* name; //Название

char\* address; //Адрес

float fuelPrices[4]; //Ниже цены на топливо(92,95,98,дизель)

int rating; //Рейтинг АЗС(1-10)

struct Gaslist\* next; //Ссылка на следующую структуру

struct Gaslist\* prev; //Ссылка на предыдущую структуру

} GSDesc;

/\*----------------------------ФУНКЦИИ------------------------------\*/

int Menu(); //Меню

int ListActions(); //Действия со списком

void OutputMenu(GSDesc\*); //Меню вывода

GSDesc\* InputMenu(GSDesc\*); //Меню выбора ввода

void Help(); //Справка

int ListLen(GSDesc\*); //Длина списка

GSDesc\* DeleteItem(GSDesc\*); //Удаление элемента из списка

GSDesc\* SortByRating(GSDesc\*); //Сортировка по убыванию рейтинга

void Swap(GSDesc\*\*); //Поменять местами 2 элемента

void GetItem(GSDesc\*); //Вывод АЗС по заданным параметрам

GSDesc\* PushBack(GSDesc\*, GSDesc\*); //Добавление в конец

GSDesc\* PushForward(GSDesc\*, GSDesc\*); //Добавление в начало

GSDesc\* PushAnyPlace(GSDesc\*); //Добавление в любое место

GSDesc\* InputStations(); //Ввод данных об АЗС

GSDesc\* Process(GSDesc\*); //Обработка данных

int PrepareStruct(GSDesc\*); //Выделение памяти для полей структуры

void CopyStruct(GSDesc\*, GSDesc\*); //Копирование структуры

void OutputGasStationsTable(GSDesc\*); //Вывод информации в виде таблицы

void OutputGasStationsText(GSDesc\*); //Вывод информации в виде текста

void OutputGasStationsTableReverse(GSDesc\*); //Вывод информации в виде таблицы с конца

void OutputGasStationsTextReverse(GSDesc\*); //Вывод информации в виде текста с конца

GSDesc\* free\_station(GSDesc\*); //Освобождение памяти одной АЗС

GSDesc\* free\_list(GSDesc\*); //Освобождение памяти списка АЗС

/\*-----------------------------------------------------------------\*/

int main()

{

setlocale(LC\_ALL, "russian");

GSDesc\* First = NULL; //Начало списка

GSDesc\* GResult = NULL; //Начало списка результата

int MenuItem, len;

do

{

MenuItem = Menu();

switch(MenuItem)

{

case 1:

Help();

break;

case 2:

First = InputMenu(First);

break;

case 3:

if(First != NULL) OutputMenu(First);

else

{

puts("Нет данных для вывода, список пуст!");

system("pause");

}

break;

case 4:

if(First != NULL)

{

do

{

MenuItem = ListActions();

switch(MenuItem)

{

case 1:

len = ListLen(First);

printf("Количество элементов в списке: %d\n",len);

system("pause");

break;

case 2:

First = DeleteItem(First);

break;

case 3:

Swap(&First);

break;

case 4:

First = SortByRating(First);

break;

case 5:

GetItem(First);

break;

}

} while(MenuItem != 6);

}

else

{

puts("Сначала введите список АЗС!");

system("pause");

}

break;

case 5:

if(First != NULL)

{

GResult = free\_list(GResult);

GResult = Process(First);

}

else

{

puts("Сначала введите список АЗС!");

system("pause");

}

break;

case 6:

if(GResult != NULL) OutputMenu(GResult);

else

{

puts("Не была обработана информация, либо ни одна АЗС не удовлетворяет условиям!");

system("pause");

}

break;

}

} while(MenuItem);

First = free\_list(First);

GResult = free\_list(GResult);

return 0;

}

//------------------------------------------------------МЕНЮ------------------------------------------------------

int Menu()

{

system("cls");

int selected;

puts("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*МЕНЮ\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*");

puts("1 - Справка");

puts("2 - Ввод информации об АЗС");

puts("3 - Вывод информации об АЗС");

puts("4 - Действия над списком АЗС");

puts("5 - Обработка данных");

puts("6 - Вывод данных");

puts("0 - Выход");

do

{

scanf("%d", &selected);

if(selected < 0 || selected > 6) puts("Данного пункта меню не существует");

} while(selected < 0 || selected > 6);

fflush(stdin);

return selected;

}

int ListActions()

{

system("cls");

int selected;

puts("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*МЕНЮ\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*");

puts("1 - Узнать количество элементов списка АЗС");

puts("2 - Удалить элемент списка АЗС");

puts("3 - Поменять местами элементы списка АЗС");

puts("4 - Сортировка элементов списка АЗС по рейтингу(по убыв.)");

puts("5 - Поиск АЗС по определенному критерию");

puts("6 - Назад");

do

{

scanf("%d", &selected);

if(selected < 0 || selected > 6) puts("Данного пункта меню не существует");

} while(selected < 0 || selected > 6);

fflush(stdin);

return selected;

}

void OutputMenu(GSDesc\* first)

{

int item;

do

{

system("cls");

puts("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Вывод\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*");

puts("1 - В виде таблицы");

puts("2 - В виде текста");

puts("3 - В виде таблицы, начиная с конца");

puts("4 - В виде текста, начиная с конца");

puts("0 - Назад");

do

{

scanf("%d", &item);

if(item < 0 || item > 4) puts("Данного пункта меню не существует");

} while(item < 0 || item > 4);

fflush(stdin);

if(item == 1) OutputGasStationsTable(first);

else if(item == 2) OutputGasStationsText(first);

else if(item == 3) OutputGasStationsTableReverse(first);

else if(item == 4) OutputGasStationsTextReverse(first);

}while(item);

}

GSDesc\* InputMenu(GSDesc\* Stations) //Меню выбора ввода

{

system("cls");

GSDesc\* NewStations = NULL;

int item;

do

{

system("cls");

puts("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Ввод\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*");

puts("1 - Добавить в начало");

puts("2 - Добавить в конец");

puts("3 - Добавить на определенное место");

puts("4 - Ввести полностью заново");

puts("5 - Назад");

do

{

scanf("%d", &item);

if(item < 0 || item > 5) puts("Данного пункта меню не существует");

} while(item < 0 || item > 5);

fflush(stdin);

if(item < 3) NewStations = InputStations();

if(item == 1) Stations = PushForward(NewStations, Stations);

else if(item == 2) Stations = PushBack(NewStations, Stations);

else if(item == 3) Stations = PushAnyPlace(Stations);

else if(item == 4)

{

Stations = free\_list(Stations);

Stations = InputStations();

}

}while(item != 5);

return Stations;

}

void Help()

{

system("cls");

puts(" Данная программа расчитана для работы над списком АЗС,");

puts("имеющий следующую структуру: название, адрес, цены на топливо и рейтинг");

puts(" Пункт 'обработка' подразумевает под собой отбор тех АЗС,");

puts("которые удовлетворяют следующим условиям:");

puts("рейтинг выше 7, цена на 98 бензин ниже 54");

puts(" Также Вам доступны следующие действия над списком:");

puts("узнать кол-во АЗС в списке, удалить одну АЗС из списка,");

puts("поменять местами 2 АЗС в списке, отсортировать по убыванию рейтинга");

puts("(при сортировке изменяется ИЗНАЧАЛЬНЫЙ список, будьте внимательны!)");

puts("поиск АЗС по определенному параметру\n");

puts(" Внимание! Кол-во букв в названии и адресе не могут превышать 80!\n");

system("pause");

}

//------------------------------------------------------ДЕЙСТВИЯ СО СПИСКОМ------------------------------------------------------

int ListLen(GSDesc\* Stations)

{

int len = 0;

for(;Stations != NULL; Stations = Stations->next) len++;

return len;

}

GSDesc\* DeleteItem(GSDesc\* Stations)

{

system("cls");

GSDesc\* temp = Stations;

GSDesc\* toDel = NULL;

int num;

printf("Введите номер элемента, который хотите удалить(всего %d элементов): ", ListLen(Stations));

do

{

scanf("%d", &num);

if(num < 1 || num > ListLen(Stations)) printf("Элемента под таким номером нет. Введите от 1 до %d\n", ListLen(Stations));

} while(num < 1 || num > ListLen(Stations));

if(num == 1)

{

Stations = Stations->next;

Stations->prev = NULL;

temp = free\_station(temp);

}

else

{

toDel = temp->next;

while(num > 2)

{

temp = temp->next;

toDel = temp->next;

num--;

}

temp->next = toDel->next;

temp->next->prev = temp;

toDel = free\_station(toDel);

}

return Stations;

}

GSDesc\* SortByRating(GSDesc\* Stations) //Сортировка по рейтингу по убыванию

{

GSDesc\* result = NULL;

GSDesc\* temp = NULL;

GSDesc\* buff = NULL;

int num,

i;

for(num = 10; ListLen(result) != ListLen(Stations) ; num--)

{

for(temp = Stations ; temp != NULL ; temp = temp->next)

{

if(temp->rating == num)

{

if(result == NULL)

{

result = (GSDesc\*)malloc(sizeof(GSDesc));

buff = result;

CopyStruct(result, temp);

buff->prev = NULL;

}

else

{

buff->next = (GSDesc\*)malloc(sizeof(GSDesc));

buff->next->prev = buff;

buff = buff->next;

CopyStruct(buff, temp);

}

}

}

}

if(result == NULL) puts("Упс... Что-то пошло не так! Попробуйте еще раз!");

else puts("Сортировка прошла успешно!");

Stations = free\_list(Stations);

system("pause");

return result;

}

void GetItem(GSDesc\* Stations)

{

system("cls");

GSDesc\* result = NULL;

GSDesc\* buff = NULL;

int ans,

num;

float price;

puts("Выберете категорию, по которой мы ищем");

puts("1 - Цена на топливо");

puts("2 - Рейтинг");

puts("3 - Отмена");

do

{

scanf("%d", &ans);

if(ans < 1 || ans > 3) puts("Введите от 1 до 3");

} while(ans < 1 || ans > 3);

if(ans == 1)

{

puts("\nВыберете, по цене какого топлива будем искать\n1 - 92 бензин\n2 - 95 бензин\n3 - 98 бензин\n4 - Дизель");

do

{

scanf("%d", &num);

if(num < 1 || num > 4) puts("Введите от 1 до 4");

} while(num < 1 || num > 4);

printf("\nВведите цену, по которой будем искать: ");

do

{

scanf("%f", &price);

if(price < 0) puts("Цена должна быть выше 0!");

} while(price < 0);

for(; Stations != NULL; Stations = Stations->next)

{

if(Stations->fuelPrices[num-1] == price)

{

if(result == NULL)

{

result = (GSDesc\*)malloc(sizeof(GSDesc));

buff = result;

CopyStruct(buff, Stations);

buff->prev = NULL;

}

else

{

buff->next = (GSDesc\*)malloc(sizeof(GSDesc));

buff->next->prev = buff;

buff = buff->next;

CopyStruct(buff, Stations);

}

}

}

}

else if(ans == 2)

{

printf("Введите рейтинг, по которому будем искать(от 1 до 10): ");

do

{

scanf("%d", &num);

if(num < 1 || num > 10) puts("Рейтинг должен быть от 1 до 10!");

} while(num < 1 || num > 10);

for(; Stations != NULL; Stations = Stations->next)

{

if(Stations->rating == num)

{

if(result == NULL)

{

result = (GSDesc\*)malloc(sizeof(GSDesc));

buff = result;

CopyStruct(buff, Stations);

buff->prev = NULL;

}

else

{

buff->next = (GSDesc\*)malloc(sizeof(GSDesc));

buff->next->prev = buff;

buff = buff->next;

CopyStruct(buff, Stations);

}

}

}

}

if(ans != 3)

if(result != NULL) OutputMenu(result);

else

puts("Ничего не найдено!"), system("pause");

result = free\_list(result);

}

GSDesc\* Process(GSDesc\* Stations) //Обработка данных

{

GSDesc\* result = NULL;

GSDesc\* buff = NULL;

do

{

if(Stations->rating > 7 && Stations->fuelPrices[2] < 54.0)

{

if(result == NULL)

{

result = (GSDesc\*)malloc(sizeof(GSDesc));

buff = result;

CopyStruct(buff, Stations);

buff->prev = NULL;

}

else

{

buff->next = (GSDesc\*)malloc(sizeof(GSDesc));

buff->next->prev = buff;

buff = buff->next;

CopyStruct(buff, Stations);

}

}

Stations = Stations->next;

} while(Stations != NULL);

if(result == NULL) puts("Ни одна АЗС не подходит под критерии");

else puts("Обработка прошла успешно!");

system("pause");

return result;

}

GSDesc\* PushForward(GSDesc\* NewStations, GSDesc\* Stations) //Добавление в начало

{

GSDesc\* connector = NULL;

NewStations->prev = NULL;

for(connector = NewStations ; connector->next != NULL ; connector = connector->next);

connector->next = Stations;

if(Stations != NULL) Stations->prev = connector;

return NewStations;

}

GSDesc\* PushBack(GSDesc\* NewStations, GSDesc\* Stations) //Добавление в конец

{

GSDesc\* connector = NULL;

NewStations->prev = NULL;

connector = NewStations;

if(Stations != NULL)

{

for(connector = Stations ; connector->next != NULL ; connector = connector->next);

connector->next = NewStations;

NewStations->prev = connector;

connector = Stations;

}

return connector;

}

GSDesc\* PushAnyPlace(GSDesc\* Stations) //Добавление в любое место

{

system("cls");

GSDesc\* NewStations = NULL;

GSDesc\* connector = NULL;

GSDesc\* buff = NULL;

GSDesc\* buff2 = NULL;

int ans,

i,

len;

len = ListLen(Stations);

printf("Введите номер места, на которое хотите добавить новые АЗС(от 1 до %d)\n", len+1);

do

{

scanf("%d", &ans);

if(ans < 1 || ans > len+1) printf("Введите от 1 до %d\n", len+1);

} while(ans < 1 || ans > len+1);

NewStations = InputStations();

if(ans == 1)

Stations = PushForward(NewStations, Stations);

else if(ans == len+1)

Stations = PushBack(NewStations, Stations);

else

{

buff = Stations;

for(i = 1; i < ans-1; i++)

buff = buff->next;

buff2 = buff->next;

for(connector = NewStations ; connector->next != NULL ; connector = connector->next);

buff->next = NewStations;

connector->next = buff2;

NewStations->prev = buff;

buff2->prev = connector;

}

return Stations;

}

void Swap(GSDesc\*\* Stations) //Поменять местами 2 элемента

{

GSDesc\* gFirst = NULL;

GSDesc\* gSecond = NULL;

GSDesc\* buff = NULL;

GSDesc\* buff2 = NULL;

GSDesc\* buff3 = NULL;

int first,

second,

temp,

i,

j;

printf("Введите 2 номера элементов, которые хотите поменять местами(всего %d элементов): ", ListLen(\*Stations));

do

{

scanf("%d %d", &first, &second);

if(first < 1 || second < 1 || first > ListLen(\*Stations) || second > ListLen(\*Stations)) printf("Данных элементов нет в списке, выберите от 1 до %d\n", ListLen(\*Stations));

} while(first < 1 || second < 1 || first > ListLen(\*Stations) || second > ListLen(\*Stations));

if(first != second)

{

if(first > second)

{

temp = second;

second = first;

first = second;

}

for(i = 1, gFirst = \*Stations; i < first; i++, gFirst = gFirst->next);

for(i = 1, gSecond = \*Stations; i < second; i++, gSecond = gSecond->next);

if(first == 1)

{

for(buff = \*Stations; buff->next != gSecond; buff = buff->next);

buff->next = gFirst;

buff = gFirst->next;

buff2 = gSecond->next;

gFirst->next = buff2;

gSecond->next = buff;

gFirst->prev = gSecond->prev;

gFirst->next->prev = gFirst;

gSecond->next->prev = gSecond;

gSecond->prev = NULL;

\*Stations = gSecond;

}

else if(second - first == 1)

{

for(buff = \*Stations; buff->next != gFirst; buff = buff->next);

buff->next = gSecond;

buff2 = gSecond->next;

gSecond->next = gFirst;

gFirst->next = buff2;

gSecond->prev = gFirst->prev;

gFirst->prev = gSecond;

gFirst->next->prev = gFirst;

}

else

{

for(buff = \*Stations; buff->next != gFirst; buff = buff->next);

for(buff2 = \*Stations; buff2->next != gSecond; buff2 = buff2->next);

buff3 = gFirst->next;

buff->next = gSecond;

buff2->next = gFirst;

gFirst->next = gSecond->next;

gSecond->next = buff3;

buff3 = gSecond->prev;

gSecond->prev = gFirst->prev;

gSecond->next->prev = gSecond;

gFirst->prev = buff3;

gFirst->next->prev = gFirst;

}

}

system("pause");

}

//------------------------------------------------------ВВОД------------------------------------------------------

void InputText(char\* string)

{

char c; //Введенный символ

int i;

i = 0;

do

{

c = getch();

if(c != 13 && c != 8)

{

string[i] = c;

printf("%c", c);

i++;

}

else if(c == 8)

{

if(i > 0)

{

string[i-1] = '\0';

printf("\r%s %c", string, c);

i--;

}

}

if(c == 13 && i == 0)

puts("Строка не может быть пустой!");

} while(i < MAXLEN && (c != 13 || i == 0));

string[i] = '\0';

fflush(stdin);

}

GSDesc\* InputStations()

{

system("cls");

int i,

f;

GSDesc\* first = NULL;

GSDesc\* buff = NULL;

first = (GSDesc\*)malloc(sizeof(GSDesc));

if(first != NULL)

{

first->prev = NULL;

for(f = 1, buff = first ; buff != NULL && f ;)

{

if(PrepareStruct(buff))

{

system("cls");

puts("Введите название АЗС");

InputText(buff->name);

puts("\nВведите адрес");

InputText(buff->address);

puts("\nВведите цены на топливо(92,95,98,Дизель). Цена не выше 10000");

for(i = 0; i < 4; i++)

{

do

{

scanf("%f", &(buff->fuelPrices[i]));

if(buff->fuelPrices[i] < 1.0 || buff->fuelPrices[i] > 10000.0) puts("Цена от 1 до 10000");

} while(buff->fuelPrices[i] < 1.0 || buff->fuelPrices[i] > 10000.0);

}

puts("Введите рейтинг АЗС от 1 до 10");

do

{

scanf("%d", &(buff->rating));

if(buff->rating < 1 || buff->rating > 10) puts("Рейтинг от 1 до 10!");

} while(buff->rating < 1 || buff->rating > 10);

puts("Если хотите продолжить ввод данных, введите любое число, отличное от нуля");

scanf("%d", &f);

}

if(f)

{

buff->next = (GSDesc\*)malloc(sizeof(GSDesc));

buff->next->prev = buff;

buff = buff->next;

}

}

}

system("pause");

return first;

}

//------------------------------------------------------ВЫВОД------------------------------------------------------

void OutputGasStationsTable(GSDesc\* first)

{

fflush(stdout);

system("cls");

int namelen,

addresslen;

GSDesc\* buff = first;

namelen = 8, addresslen = 5;

for(; buff != NULL; buff = buff->next)

{

if(strlen(buff->name) > namelen) namelen = strlen(buff->name);

if(strlen(buff->address) > addresslen) addresslen = strlen(buff->address);

}

printf("|%\*s|%\*s|Цена 92 бензина|Цена 95 бензина|Цена 98 бензина|Цена дизеля|Рейтинг|\n", namelen, "Название", addresslen, "Адрес");

for(buff = first; buff != NULL; buff = buff->next)

printf("|%\*s|%\*s|%15.2f|%15.2f|%15.2f|%11.2f|%7d|\n", namelen, buff->name, addresslen, buff->address,

buff->fuelPrices[0], buff->fuelPrices[1], buff->fuelPrices[2], buff->fuelPrices[3], buff->rating);

system("pause");

}

void OutputGasStationsText(GSDesc\* first)

{

fflush(stdout);

system("cls");

GSDesc\* buff = first;

int i;

for(; buff != NULL; buff = buff->next)

{

printf("Название: %s", buff->name);

printf("\nАдрес: %s", buff->address);

printf("\nЦены(92,95,98,Дизель): ");

for(i = 0; i < 4; i++) printf("%.2f ", buff->fuelPrices[i]);

printf("\nРейтинг: %d", buff->rating);

printf("\n\n");

}

system("pause");

}

void OutputGasStationsTableReverse(GSDesc\* first)

{

fflush(stdout);

system("cls");

int namelen,

addresslen;

GSDesc\* buff = first;

namelen = 8, addresslen = 5;

for(; buff != NULL; buff = buff->next)

{

if(strlen(buff->name) > namelen) namelen = strlen(buff->name);

if(strlen(buff->address) > addresslen) addresslen = strlen(buff->address);

}

printf("|%\*s|%\*s|Цена 92 бензина|Цена 95 бензина|Цена 98 бензина|Цена дизеля|Рейтинг|\n", namelen, "Название", addresslen, "Адрес");

for(buff = first; buff->next != NULL; buff = buff->next);

for(; buff != NULL; buff = buff->prev)

printf("|%\*s|%\*s|%15.2f|%15.2f|%15.2f|%11.2f|%7d|\n", namelen, buff->name, addresslen, buff->address,

buff->fuelPrices[0], buff->fuelPrices[1], buff->fuelPrices[2], buff->fuelPrices[3], buff->rating);

system("pause");

}

void OutputGasStationsTextReverse(GSDesc\* first)

{

fflush(stdout);

system("cls");

GSDesc\* buff = first;

int i;

for(; buff->next != NULL; buff = buff->next);

for(; buff != NULL; buff=buff->prev)

{

printf("Название: %s", buff->name);

printf("\nАдрес: %s", buff->address);

printf("\nЦены(92,95,98,Дизель): ");

for(i = 0; i < 4; i++) printf("%.2f ", buff->fuelPrices[i]);

printf("\nРейтинг: %d", buff->rating);

printf("\n\n");

}

system("pause");

}

//------------------------------------------------------ПАМЯТЬ------------------------------------------------------

int PrepareStruct(GSDesc\* Station)

{

int res = 0,

i;

if(Station != NULL)

{

Station->name = (char\*)malloc((MAXLEN+1)\*sizeof(char));

Station->address = (char\*)malloc((MAXLEN+1)\*sizeof(char));

for(i = 0; i < 4; i++) Station->fuelPrices[i] = 0;

Station->rating = 0;

Station->next = NULL;

res++;

}

return res;

}

GSDesc\* free\_station(GSDesc\* Station)

{

if(Station != NULL)

{

free(Station->name);

Station->name = NULL;

free(Station->address);

Station->address = NULL;

Station->next = NULL;

Station->prev = NULL;

free(Station);

Station = NULL;

}

return NULL;

}

GSDesc\* free\_list(GSDesc\* item)

{

if(item != NULL)

{

GSDesc\* buff = NULL;

for(; item != NULL; item = buff)

{

buff = item->next;

item = free\_station(item);

}

}

return NULL;

}

void CopyStruct(GSDesc\* ThisStation, GSDesc\* OtherStation)

{

int i;

if(PrepareStruct(ThisStation))

{

strcpy(ThisStation->name, OtherStation->name);

strcpy(ThisStation->address, OtherStation->address);

for(i = 0; i < 4; i++)

ThisStation->fuelPrices[i] = OtherStation->fuelPrices[i];

ThisStation->rating = OtherStation->rating;

}

}

# 9. Пример работы программы

## Исходные данные

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| № при  ме  ра | Исходные данные | | | | Результаты | |
| Название | Адрес | Цены на топливо | Рей  тинг | Условия | |
| Рейтинг выше 7 | Цена на 98 бензин ниже 54 |
| 1 | Name | Address | 5 2 2,4 7 | 7 | Не подходит | |
| 2 | Dillimore | Dillimore village | 50 50,2 50,7 50,4 | 10 | Подходит | |

## Вывод программы

Рисунок 3. Пример ввода в программе
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Рисунок 4. Вывод исходной информации в виде таблицы
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Рисунок 5. Вывод обработанной информации в виде блоков из строк

![](data:image/png;base64,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)

## 9.1 Результат работы программы

При выполнении программы получены результаты, совпадающие со значениями, приведенными в Таблице 1. Ошибки не обнаружены. Пример протокола выполнения программы приведены на рисунках 3, 4, 5.

# 10. Заключение

При выполнении лабораторной работы получены практические навыки в реализации двусвязного списка структур на языке программирования C/C++.