|  |  |
| --- | --- |
| **EX.NO: 01(a)**  **DATE:** | **Implementation of Lexical Analyzer** |

## Aim:

To implement Lexical Analysis for given example text file using python coding.

## Algorithm:

Lexical Analysis is the first phase of the compiler also known as a scanner. It converts the High- level input program into a sequence of Tokens. This sequence of tokens is sent to the parser for syntax analysis. Lexical Analysis can be implemented with the Deterministic finite Automata.

A lexical token is a sequence of characters that can be treated as a unit in the grammar of the programming languages The types of token are identifier, numbers, operators, keywords, special symbols etc.

Following are the examples of tokens:

Keywords: Examples-for, while, if etc.

Identifier: Examples-Variable name, function name, etc. Operators: Examples '+', '++', '-' etc.

Separators: Examples ', ' ';' etc.

The algorithm for lexical analysis is as follows:

1. Read the input expression.

2. If the input is a keyword, store it as a keyword.

3. If the input is an operator, store it as operator.

4. If the input is a delimiter, store it as a delimiter.

5. Check whether input is a sequence of alphabets and/or digits then store it an identifier.

6. If the input is a sequence of digits, then store it as a number.

## Program:

import re

patterns = {

'IMPORTS' : r'<stdio.h>|<conio.h>|<stdlib.h>',

'STRING' : r'\".\*\"',

'KEYWORD' : r'#include|if|else|for|break|int|float|void|String|char|double',

'FUNCTION' : r'printf|scanf|clrscr|getch',

'FLOAT' : r'\d+\.\d+',

'INT' : r'\d+',

'OPERATOR' : r'\+?\+|-|\\*|/|=|==|<|>',

'ID' : r'[a-zA-z\_][a-zA-Z0-9\_]\*',

'LPARAN' : r'\(',

'RPARAN' : r'\)',

'SEPRATOR' : r'[;:,]',

'LBRACE' : r'\{',

'RBRACE' : r'\}',

def lex\_anz(input):

tokens = []

regex\_patt = '|'.join(f'(?P<{tok}>{patterns[tok]})' for tok in patterns)

for match in re.finditer(regex\_patt, input):

tok\_type = match.lastgroup

tok\_val = match.group()

tokens.append((tok\_type, tok\_val))

return tokens

code = open('text.cpp').read()

result = lex\_anz(code)

for t, v in result: print(f'{v} -> {t}')

## Input:

#include <stdio.h>

void main(){

  int x = 3;

  if ( x < 10 ) {

    printf("hello world!");

  }

}

**Output:**

#include -> KEYWORD

<stdio.h> -> IMPORTS

void -> KEYWORD

main -> ID

( -> LPARAN

) -> RPARAN

{ -> LBRACE

int -> KEYWORD

x -> ID

= -> OPERATOR

3 -> INT

; -> SEPRATOR

if -> KEYWORD

( -> LPARAN

x -> ID

< -> OPERATOR

10 -> INT

) -> RPARAN

{ -> LBRACE

printf -> FUNCTION

( -> LPARAN

"hello world!" -> STRING

) -> RPARAN

; -> SEPRATOR

} -> RBRACE

} -> RBRACE

**Result**:

Thus, the python program to implement the Lexical Analyzer is executed successfully and verified.

|  |  |
| --- | --- |
| **EX.NO: 01(b)**  **DATE:** | **Implementation of Lexical Tool** |

## Aim:

To implement Lexical Analyzer using Lexical Tool in python coding.

## Algorithm:

1. Define the set of tokens or lexemes for the programming language you want to process. These can be keywords, identifiers, operators, literals, etc. Store them in a dictionary or a list for easy access.

2. Read the input source code file to be processed.

3. Initialize a cursor or pointer to the beginning of the input source code.

4. Create a loop that iterates through the source code, character by character.

5. Implement a finite state machine (FSM) to recognize tokens. The FSM can have states representing different types of tokens, such as "keyword", "identifier", "operator", etc.

6. For each character encountered in the source code, update the FSM state based on the current character and the current state. If the current state is a final state, store the recognized token and reset the FSM state to the initial state. If the current state is not a final state and the current character does not transition to any valid state, then raise a lexical error.

7. Continue the loop until the end of the input source code is reached.

8. Output the recognized tokens along with their corresponding lexeme value or token type.

## Program:

import ply.lex as lex

tokens = (

'IMPORTS',

'STRING',

'KEYWORD',

'FUNCTION',

'FLOAT',

'INT',

'OPERATOR',

'ID',

'LPARAN',

'RPARAN',

'SEPRATOR',

'LBRACE',

'RBRACE',

)

t\_IMPORTS = r'<stdio.h>|<conio.h>|<stdlib.h>'

t\_STRING = r'\".\*\"'

t\_KEYWORD = r'\#include|if|else|for|break|int|float|void|String|char|double|while|do'

t\_FUNCTION = r'printf|scanf|clrscr|getch'

t\_FLOAT = r'\d+\.\d+'

t\_INT = r'\d+'

t\_OPERATOR = r'\+|-|\\*|/|=|==|<|>|>=|<='

t\_ID = r'[a-zA-z\_][a-zA-Z0-9\_]\*'

t\_LPARAN = r'\('

t\_RPARAN = r'\)'

t\_SEPRATOR = r'[;:,]'

t\_LBRACE = r'\{'

t\_RBRACE = r'\}'

t\_ignore = r' |\t'

def t\_NEWLINE(t):

r'\n+'

t.lexer.lineno += len(t.value)

def t\_error(t):

print("Illegal character '%s'" % t.value[0])

t.lexer.skip(1)

lexer = lex.lex()

code = open('text.cpp').read()

lexer.input(code)

while True:

tok = lexer.token()

if not tok:

break

print(tok)

## Input:

#include <stdio.h>

void main(){

  int x = 3;

  if ( x < 10 ) {

    printf("hello world!");

  }

}

**Output:**

LexToken(KEYWORD,'#include',1,0)

LexToken(IMPORTS,'<stdio.h>',1,9)

LexToken(KEYWORD,'void',3,20)

LexToken(ID,'main',3,25)

LexToken(LPARAN,'(',3,29)

LexToken(RPARAN,')',3,30)

LexToken(LBRACE,'{',3,31)

LexToken(KEYWORD,'int',4,35)

LexToken(ID,'x',4,39)

LexToken(OPERATOR,'=',4,41)

LexToken(INT,'3',4,43)

LexToken(SEPRATOR,';',4,44)

LexToken(KEYWORD,'if',5,48)

LexToken(LPARAN,'(',5,51)

LexToken(ID,'x',5,53)

LexToken(OPERATOR,'<',5,55)

LexToken(INT,'10',5,57)

LexToken(RPARAN,')',5,60)

LexToken(LBRACE,'{',5,62)

LexToken(FUNCTION,'printf',6,69)

LexToken(LPARAN,'(',6,75)

LexToken(STRING,'"hello world!"',6,76)

LexToken(RPARAN,')',6,90)

LexToken(SEPRATOR,';',6,91)

LexToken(RBRACE,'}',7,95)

LexToken(RBRACE,'}',8,97)

**Result**:

Thus, the python program to implement the Lexical Analyzer using Lexical Tool is executed successfully and verified

|  |  |
| --- | --- |
| **EX.NO: 02**  **DATE:** | **Regular Expression to NFA** |

## Aim:

To write a python program to convert the given Regular Expression to NFA.

## Algorithm:

Thompson’s Construction of an NFA from a Regular Expression:

Input: A regular expression r over the alphabet. Output: An NFA N accepting L(r)

METHOD: Begin by parsing r into its constituent subexpressions. The rules for constructing an NFA consist of the following basics rules.

For expression e construct the NFA,
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Here, i is a new state, the start state of this NFA, and f is another new state, the accepting state for the NFA.

For any subexpressions , construct the NFA,
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INDUCTION: Suppose N(s) and N (t) are NFA's for regular expressions s and t, respectively.

* 1. For the regular expression s|t ,

![](data:image/jpeg;base64,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)

* 1. For the regular expression st,
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* 1. For the regular expression S\*,
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* 1. Finally, suppose r = (s), then L(r) = L(s), and we can use the NFA, N(s) as N(r)

## Program:

import re

t = 0; f = 1

def nodret(ip):

global t, f

e = u'\u03b5'

nodes = []

if re.match(re.compile(r'^[a-z]$'), ip):

nodes = [

(t, t + 1, ip)

]

t += 1

elif re.match(re.compile(r'^[a-z]\\*$'), ip):

nodes = [

(t, t + 1, e),

(t, t + 3, e),

(t + 1, t + 2, ip[0]),

(t + 2, t + 1, e),

(t + 2, t + 3, e)

]

t += 3

elif re.match(re.compile(r'^[a-z]\/[a-z]$'), ip):

nodes = [

(t, t + 1, e),

(t, t + 3, e),

(t + 1, t + 2, ip[0]),

(t + 3, t + 4, ip[2]),

(t + 2, t + 5, e),

(t + 4, t + 5, e),

]

t += 5

else:

print("please enter basic expressions(linear combination of a, a\*, a/b, a b)")

f = 0

return nodes

def tab\_gen(v):

ips = list(set([e for e1, e2, e in v]))

ips.sort()

a = [[[] for j in range(len(ips))] for i in range(t)]

for s, d, i in v:

a[s][ips.index(i)].append(d)

print('state', end="")

for x in ips:

print(f'\t{x}', end='')

print('\n', '-' \* (len(ips) \* 10))

for i in range(t):

print(f'{i}', end='')

for j in range(len(ips)):

print(f'\t{a[i][j]}', end='')

print()

print(f'State {t} is the final state')

ip = input("enter regex(leave space between characters): ")

nodes = []

for ch in ip.split():

nodes += nodret(ch)

if f:

tab\_gen(nodes)

## Input and output:

enter regex(leave space between characters): a\* b\* c/d

state a b c d ε

--------------------------------------------------

0 [] [] [] [] [1, 3]

1 [2] [] [] [] []

2 [] [] [] [] [1, 3]

3 [] [] [] [] [4, 6]

4 [] [5] [] [] []

5 [] [] [] [] [4, 6]

6 [] [] [] [] [7, 9]

7 [] [] [8] [] []

8 [] [] [] [] [11]

9 [] [] [] [10] []

10 [] [] [] [] [11]

State 11 is the final state

**Result**:

Thus, the python program for construction of NFA table from Regular Expression is executed successfully and tested with various samples.

|  |  |
| --- | --- |
| **EX.NO: 03**  **DATE:** | **Elimination of Left Recursion** |

## Aim:

To write a python program to implement Elimination of Left Recursion for given sample grammer.

## Algorithm:

A grammar is left recursive if it has a nonterminal A such that there is a derivation A => Aα for some string. Top-down parsing methods cannot handle left-recursive grammars, so a transformation is needed to eliminate left recursion.

For each production rule `x` in the list of productions `p`:

* Initialize empty lists `alpha` and `beta`.
* Separate the productions of `x` into `alpha` (left recursive) and `beta` (non-left recursive) based on whether the production starts with the name of the non-terminal or not.
* If `alpha` is not empty:
  + Modify the right-hand side of productions in `beta` by appending the non-terminal's prime symbol.
  + Modify the right-hand side of productions in `alpha` by appending the non-terminal's prime symbol and epsilon.
  + Update the production rules for `x` with the modified `beta` productions.
  + Add new production rules for the non-terminal's prime symbol with the modified `alpha` productions to the list of productions `p`.

## Program:

## e=u'\u03b5'

## p=[]

## class Prod:

## def \_\_init\_\_(self, name, products):

## self.name=name

## self.products=products

## 

## def print(self):

## s = f'{self.name} -> '

## for p in self.products:

## s+= f' {p} |'

## s=s.rstrip('|')

## print(s)

## 

## def trans():

## for x in p:

## alpha=[];beta=[]

## for product in x.products:

## if x.name==product[0]:

## alpha.append(product[1:])

## else:

## beta.append(product)

## 

## if alpha:

## for i in range(len(beta)):

## beta[i]=f"{beta[i]}{x.name}'"

## for i in range(len(alpha)):

## alpha[i]=f"{alpha[i]}{x.name}'"

## alpha.append(e)

## x.products =beta

## p.append(Prod(f"{x.name}'",alpha))

## 

## 

## n = int(input("No of production: "))

## for i in range(n):

## ip = input(f"Production {i+1}: ")

## name, prods = ip.split(' -> ')

## products = prods.split(' | ')

## p.append(Prod(name, products))

## 

## print('Productions:')

## for x in p: x.print()

## print('Transforming...')

## trans()

## for x in p: x.print()

## Input and Output:

No of production: 3

Production 1: E -> E+T | T

Production 2: T -> T\*F | F

Production 3: F -> ( E ) | id

Productions:

E -> E+T | T

T -> T\*F | F

F -> (E) | id

Transforming...

E -> TE'

T -> FT'

F -> (E) | id

E' -> +TE' | ε

T' -> \*FT' | ε

**Result**:

Thus, the python program to implement elimination of left recursion is executed successfully and tested with various samples.

|  |  |
| --- | --- |
| **EX.NO: 04**  **DATE:** | **Left Factoring** |

## Aim:

To write a python program to implement Left Factoring for given sample data.

## Algorithm:

Left factoring is a grammar transformation that is useful for producing a grammar suitable for predictive, or top-down, parsing.When the choice between two alternative A-productions is not clear,we may be able to rewrite the productions to defer the decision until enough of the input has been seen that we can make the right choice.

* 1. For each nonterminal A, find the longest prefix α common to two or more of its alternatives.
  2. If a=∈ ,there is a non trivial common prefix and hence replace all of A-productions,

A → αβ1| αβ2 |…..| αβn| γ, where γ represents all alternatives that do not begin with α,

by A →αΑ’| γ Α’ →β1| β2|…… |βn

* 1. Here, A’ is new non terminal. Repeatedly apply this transformation until two alternatives for a

non-terminal have common prefix

## Program:

e = u'\u03b5'

p = []

class Prod:

def \_\_init\_\_(self, name, products):

self.name = name

self.products = products

def print(self):

s = f'{self.name} -> '

for p in self.products:

s += f' {p} |'

s = s.rstrip('|')

print(s)

def trans():

a = p[0]

temp = a.products

temp.sort()

a.products = []

while temp:

group = []

alpha = ''

beta = []

for i in range(1, len(temp)):

if temp[0][0] == temp[i][0]:

group.append(temp[i])

if group:

group.insert(0, temp[0])

temp = [j for j in temp if j not in group]

for j in range(len(group)):

group[j] += e

for c in group[0]:

f1 = 0

for j in group:

if c != j[0]:

f1 = 1

if f1:

beta = group

break

else:

alpha += group[0][0]

for j in range(len(group)):

group[j] = group[j][1:]

for j in range(len(beta)):

if beta[j][0] != e:

beta[j] = beta[j][:-1]

a.products.append(alpha + alpha[0] + "'")

p.append(Prod(alpha[0] + "'", beta))

else:

a.products.append(temp[0])

temp.pop(0)

ip = input(f"Enter production: ")

name, prods = ip.split(' -> ')

products = prods.split(' | ')

p.append(Prod(name, products))

print('Productions:')

for x in p:

x.print()

print('Transforming...')

trans()

for x in p:

x.print()

## Input and Output:

Enter production: A -> ABs | AB | Sed | Swa | p

Productions:

A -> ABs | AB | Sed | Swa | p

Transforming...

A -> ABA' | SS' | p

A' -> ε | s

S' -> ed | wa

**Result**:

Thus, the python program to implement elimination of left factoring is executed successfully and tested with various samples.

|  |  |
| --- | --- |
| **EX.NO: 05**  **DATE:** | **Computation of First and Follow Sets** |

## Aim:

To write a python program to Compute First and Follow Sets for given sample data.

## Algorithm:

1. Initialize an empty list `p` to store production rules.
2. Define the `Prod` class with attributes `name`, `products`, `first`, and `follow`.
3. Define a function `is\_terminal` to check if a symbol is a terminal.
4. Define a function `find\_prod` to find a production by name.
5. Define a function `calc\_first` to calculate the `first` set for each non-terminal symbol.
6. Define a function `calc\_follow` to calculate the `follow` set for each non-terminal symbol.
7. Define a function `find\_follow` to find the `follow` set for a given non-terminal symbol.
8. Define a function `first` to retrieve the `first` set for a given non-terminal symbol.
9. Define a function `follow` to retrieve the `follow` set for a given non-terminal symbol.
10. Accept input for the number of productions `n`.
    1. For each production:
    2. Input the production rule in the format `A -> B1 | B2 | ... | Bn`.
    3. Split the input to extract the non-terminal symbol `name` and the list of productions `prods`.
    4. Split the list of productions `prods` into individual productions and create a `Prod` object for each non-terminal symbol.
11. Calculate the `first` and `follow` sets for each non-terminal symbol using `calc\_first` and `calc\_follow` functions.
12. Print the `first` and `follow` sets for each non-terminal symbol.

## Program:

import re

p=[]

class Prod:

def \_\_init\_\_(self, name, products):

self.name=name

self.products=products

self.first=[]

self.follow=[]

def is\_terminal(s):

if re.match(re.compile('^[A-Z]$'),s):

return False

else:

return True

#find production by name:

def find\_prod(name):

for x in p:

if x.name == name:

return x

def first(name):

for x in p:

if name == x.name:

return x.first

def follow(name):

for x in p:

if name == x.name:

return x.follow

def calc\_first():

for i in reversed(range(len(p))):

for x in p[i].products:

if is\_terminal(x[0]):

p[i].first.append(x[0])

else:

f = find\_prod(x[0]).first

p[i].first.extend(f)

c=1

while 'e' in f:

if is\_terminal(x[c]):

f=x[c]

else:

f=find\_prod(x[c]).first

p[i].first.extend(f)

c+=1

if c == len(x): break

p[i].first = list(set(p[i].first))

def calc\_follow():

p[0].follow.append('$')

for x in p:

find\_follow(x)

def find\_follow(x):

for y in p:

for pr in y.products:

for c in range(len(pr)):

if pr[c] == x.name:

if c+1 >= len(pr):

x.follow.extend(y.follow)

elif is\_terminal(pr[c+1]):

x.follow.append(pr[c+1])

elif 'e' not in first(pr[c+1]):

x.follow.extend(first(pr[c+1]))

elif follow(pr[c+1]):

x.follow.extend(first(pr[c+1]) + follow(pr[c+1]))

else:

x.follow.extend(first(pr[c+1]) + find\_follow(find\_prod(pr[c+1])))

x.follow = list(set(x.follow)-{'e'})

return x.follow

n = int(input("No of production: "))

print("Epsilon = e")

for i in range(n):

ip = input(f"Production {i+1}: ")

name, prods = ip.split(' -> ')

products = prods.split(' | ')

p.append(Prod(name, products))

calc\_first()

calc\_follow()

#print first and follow

for x in p: print(f'first({x.name}) = {x.first}')

for x in p: print(f'follow({x.name}) = {x.follow}')

## Input and Output:

No of production: 5

Epsilon = e

Production 1: E -> TX

Production 2: X -> +TX | e

Production 3: T -> FY

Production 4: Y -> \*FY | e

Production 5: F -> (E) | i

first(E) = ['(', 'i']

first(X) = ['e', '+']

first(T) = ['(', 'i']

first(Y) = ['e', '\*']

first(F) = ['(', 'i']

follow(E) = [')', '$']

follow(X) = [')', '$']

follow(T) = ['+', ')', '$']

follow(Y) = ['+', ')', '$']

follow(F) = ['+', '\*', ')', '$']

**Result**:

Thus, the python program to implement the Computation of First and Follow sets is executed successfully and tested with various samples.

|  |  |
| --- | --- |
| **EX.NO: 06**  **DATE:** | **Recursive Descent Parser** |

## Aim:

To write a Python program that uses a Recursive Descent Parser to check if a given string is valid according to a specified grammar.

## Algorithm:

Recursive descent parsing is a top-down parsing technique for context-free grammars that uses recursive functions to parse the input string. Each non-terminal symbol in the grammar has a corresponding parsing function. The parsing functions are called recursively to parse the input string, and they check if the current input character matches the expected symbol. Recursive descent parsing is simple and widely used, but left recursion in the grammar can cause infinite recursion and must be eliminated.

**Input grammer :**

E -> TE'

E' -> +TE' | ε

T -> FT'

T' -> \*FT' | ε

F -> ε | i

1. Define functions `match(a)`, `F()`, `Tx()`, `T()`, `Ex()`, and `E()` to handle the grammar rules.
2. Initialize `s` as the input string converted to a list and `i` as the current index.
3. In `match(a)`, check if the current character matches `a` and increment `i` if it does.
4. In `F()`, check if the current character is '(' and if so, recursively check E and match ')'; if not, check if the current character is 'i'.
5. In `Tx()`, if the current character is '\*', recursively check F and then Tx(); otherwise, return True.
6. In `T()`, recursively check F and then Tx().
7. In `Ex()`, if the current character is '+', recursively check T and then Ex(); otherwise, return True.
8. In `E()`, recursively check T and then Ex().
9. Call `E()` to check if the input string satisfies the grammar rules.
10. If `E()` returns True and `i` reaches the end of the input string, print "String is accepted".
11. If `E()` returns True but `i` does not reach the end of the input string, print "String is not accepted".
12. If `E()` returns False, print "String is not accepted".

## Program:

print("Recursive Desent Parsing For following grammar\n")

print("E->TE'\nE'->+TE'/@\nT->FT'\nT'->\*FT'/@\nF->(E)/i\n")

print("Enter the string want to be checked\n")

global s

s=list(input())

global i

i=0

def match(a):

global s

global i

if(i>=len(s)):

return False

elif(s[i]==a):

i+=1

return True

else:

return False

def F():

if(match("(")):

if(E()): return match(")")

else: return False

else: return match("i")

def Tx():

if(match("\*")):

if(F()): return Tx()

else: return False

else:

return True

def T():

if(F()): return Tx()

else: return False

def Ex():

if(match("+")):

if(T()): return Ex()

else: return False

else: return True

def E():

if(T()): return Ex()

else: return False

if(E()):

if(i==len(s)): print("String is accepted")

else: print("String is not accepted")

else: print("string is not accepted")

**Output:**

Recursive Desent Parsing For following grammar

E->TE'

E'->+TE'/@

T->FT'

T'->\*FT'/@

F->(E)/i

Enter the string want to be checked

i+i\*(i)

String is accepted

**Result**:

Thus, the python program to check if a given string is valid using Recursive Descent Parser is executed successfully and tested with various samples

|  |  |
| --- | --- |
| **EX.NO: 07**  **DATE:** | **Implementation of Shift Reduce Parsing Algorithm** |

## Aim:

To write a python program to implement the shift-reduce parsing algorithm.

## Algorithm:

Shift-reduce parsing is a bottom-up parsing technique for context-free grammars that involves shifting input symbols onto a stack and reducing stack symbols using production rules. It is used in LR parsing, SLR parsing, and LALR parsing algorithms. The parsing process continues until the entire input string has been parsed or an error is detected. If the parsing process ends with the stack containing only the start symbol and the input buffer being empty, the input string is accepted; otherwise, it is rejected.

A lexical token is a sequence of characters that can be treated as a unit in the grammar of the programming languages The types of token are identifier, numbers, operators, keywords, special symbols etc.

While the input buffer is not empty:

1. For each production in the start symbol's right-hand side:

If the production is in the stack, replace it with the start symbol and print a reduction action.

1. If the input buffer has more than one character:

Add the first character of the input buffer to the stack and shift it to the right.

1. If the stack is equal to the end-of-string symbol followed by the start symbol, check if the input buffer is also empty.

If the input buffer is empty, print "Accepted".

If the input buffer is not empty, print "Rejected" and break the loop.

## Program:

gram = {

"S": ["S+S", "S\*S",'S-S','(S)', "id"]

}

start = "S"

inp = "(id+id)$"

stack = "$"

print(f'{"Stack": <15}' + "|" + f'{"Input Buffer": <15}' + "|" + 'Parsing Action')

print(f'{"-":-<50}')

while True:

i = 0

for i in range (len(gram[start])):

if gram[start][i] in stack:

stack = stack.replace(gram[start][i], start)

print(f'{stack: <15}' + "|" + f'{inp: <15}' + "|" + f'Reduce > {gram[start][i]}')

if len(inp) > 1:

stack += inp[0]

inp = inp[1:]

print(f'{stack: <15}' + "|" + f'{inp: <15}' + "|" + 'Shift')

if stack == ("$" + start):

if inp == '$':

print(f'{stack: <15}' + "|" + f'{inp: <15}' + "|" + 'Accepted')

else:

print(f'{stack: <15}' + "|" + f'{inp: <15}' + "|" + 'Rejected')

break

**Output:**

Stack |Input Buffer |Parsing Action

--------------------------------------------------

$( |id+id)$ |Shift

$(i |d+id)$ |Shift

$(id |+id)$ |Shift

$(S |+id)$ |Reduce > id

$(S+ |id)$ |Shift

$(S+i |d)$ |Shift

$(S+id |)$ |Shift

$(S+S |)$ |Reduce > id

$(S+S) |$ |Shift

$(S) |$ |Reduce > S+S

$S |$ |Reduce > (S)

$S |$ |Accepted

**Result**:

Thus, the python program to implement the shift-reduce parsing algorithm is executed successfully and tested with various samples

|  |  |
| --- | --- |
| **EX.NO: 08**  **DATE:** | **Implementation of Intermediate Code Generator** |

## Aim:

To write a python program to implement Intermediate Code Generator

## Algorithm:

Intermediate code generation is a step in compiler optimization that involves translating high-level source code into an intermediate representation for further analysis and optimization. This intermediate representation, often in the form of assembly-like instructions, is easier to analyze and optimize than high-level source code.

1. Define the set of operators `OPERATORS` and the precedence dictionary `PRI`.
2. Implement the `infix\_to\_postfix` function that takes a string formula as input and returns a postfix string.
3. Initialize an empty stack `stack` and an empty output string `output`.
4. Iterate through each character `ch` in the formula.
   1. If `ch` is not an operator, append it to the output string.
   2. If `ch` is an opening parenthesis, push it onto the stack.
   3. If `ch` is a closing parenthesis, pop and output stack elements until an opening parenthesis is reached.
   4. If `ch` is an operator, pop and output stack elements with higher or equal precedence until an operator with lower precedence or an opening parenthesis is reached.
5. After the loop, output any remaining elements in the stack.
6. Implement the `generate3AC` function that takes a postfix string `pos` as input and generates three-address code.
   1. Initialize an empty expression stack `exp\_stack` and a temporary variable counter `t`.
   2. Iterate through each character `i` in the postfix string.
      1. If `i` is not an operator, push it onto the expression stack.
      2. If `i` is an operator, pop and output the top two elements from the expression stack, perform the operation, and push the result onto the expression stack.
   3. After the loop, the expression stack should contain only the final result.
7. Get the input expression from the user and convert it to postfix form using `infix\_to\_postfix`.
8. Generate three-address code using `generate3AC`.

## Program:

OPERATORS = set(['+', '-', '\*', '/', '(', ')'])

PRI = {'+':1, '-':1, '\*':2, '/':2}

def infix\_to\_postfix(formula):

stack = []

output = ''

for ch in formula:

if ch not in OPERATORS:

output += ch

elif ch == '(':

stack.append('(')

elif ch == ')':

while stack and stack[-1] != '(':

output += stack.pop()

stack.pop()

else:

while stack and stack[-1] != '(' and PRI[ch] <= PRI[stack[-1]]:

output += stack.pop()

stack.append(ch)

# leftover

while stack:

output += stack.pop()

print(f'POSTFIX: {output}')

return output

def generate3AC(pos):

print("### THREE ADDRESS CODE GENERATION ###")

exp\_stack = []

t = 1

for i in pos:

if i not in OPERATORS:

exp\_stack.append(i)

else:

print(f't{t} := {exp\_stack[-2]} {i} {exp\_stack[-1]}')

exp\_stack=exp\_stack[:-2]

exp\_stack.append(f't{t}')

t+=1

expres = input("INPUT THE EXPRESSION: ")

pos = infix\_to\_postfix(expres)

generate3AC(pos)

**Input and Output:**

INPUT THE EXPRESSION: a=3+4\*(8-7\*(c-b)+2)

POSTFIX: a=3487cb-\*-2+\*+

### THREE ADDRESS CODE GENERATION ###

t1 := c - b

t2 := 7 \* t1

t3 := 8 - t2

t4 := t3 + 2

t5 := 4 \* t4

t6 := 3 + t5

**Result**:

Thus, the python program to implement Intermediate Code Generator is executed successfully and tested with various samples