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## DEPARTMENT OF COMPUTER ENGINEERING

**VISION**

To create competent professionals in the field of Computer Engineering and promote research with a motive to serve as a valuable resource for the IT industry and society.

**MISSION**

1. To produce technically competent and ethically sound Computer Engineering professionals by imparting quality education, training, hands on experience and value based education.
2. To inculcate ethical attitude, sense of responsibility towards society and leadership ability required for a responsible professional computer engineer.
3. To pursue creative research, adapt to rapidly changing technologies and promote self-learning approach in Computer Engineering and across disciplines to serve the dynamic needs of industry, government and society.

## Program Educational Objectives (PEO):

**PEO1:** To provide the fundamentals of science, mathematics, electronics and computer science and engineering and skills necessary for a successful IT professional.

**PEO2:** To provide scope to learn, apply skills, techniques and competency to use modern engineering tools to solve computational problems.

**PEO3:** To enable young graduates to adapt to the challenges of evolving career opportunities in their chosen fields of career including higher studies, research avenues, entrepreneurial activities etc.

**PEO4:** To inculcate life-long learning aptitude, leadership qualities and teamwork ability with sense of ethics for a successful professional career in their chosen field.

**PROGRAM OUTCOMES (POs)**

**Engineering Graduates will be able to:**

1. **Engineering knowledge**: Apply the knowledge of mathematics, science, engineering fundamentals, and an engineering specialization to the solution of complex engineering problems.
2. **Problem analysis**: Identify, formulate, review research literature, and analyze complex engineering problems reaching substantiated conclusions using first principles of mathematics, natural sciences, and engineering sciences.
3. **Design/development of solutions**: Design solutions for complex engineering problems and design system components or processes that meet the specified needs with appropriate consideration for the public health and safety, and the cultural, societal, and environmental considerations.
4. **Conduct investigations of complex problems**: Use research-based knowledge and research methods including design of experiments, analysis and interpretation of data, and synthesis of the information to provide valid conclusions.
5. **Modern tool usage**: Create, select, and apply appropriate techniques, resources, and modern engineering and IT tools including prediction and modeling to complex engineering activities with an understanding of the limitations.
6. **The engineer and society**: Apply reasoning informed by the contextual knowledge to assess societal, health, safety, legal and cultural issues and the consequent responsibilities relevant to the professional engineering practice.
7. **Environment and sustainability**: Understand the impact of the professional engineering solutions in societal and environmental contexts, and demonstrate the knowledge of, and need for sustainable development.
8. **Ethics**: Apply ethical principles and commit to professional ethics and responsibilities and norms of the engineering practice.
9. **Individual and team work**: Function effectively as an individual, and as a member or leader in diverse teams, and in multidisciplinary settings.
10. **Communication**: Communicate effectively on complex engineering activities with the engineering community and with society at large, such as, being able to comprehend and write effective reports and design documentation, make effective presentations, and give and receive clear instructions.
11. **Project management and finance**: Demonstrate knowledge and understanding of the engineering and management principles and apply these to one’s own work, as a member and leader in a team, to manage projects and in multidisciplinary environments.
12. **Life-long learning**: Recognize the need for, and have the preparation and ability to engage in independent and life- long learning in the broadest context of technological change.

## PYTHON PROGRAMMING PRACTICAL BOOK DEPARTMENT OF COMPUTER ENGINEERING PREFACE

It gives us immense pleasure to present the second edition of Python Programming Practical Book for the B.E. 4th year students of Silver Oak College of Engineering and Technology.

The theory and laboratory course of Python Programming, at Silver Oak College of Engineering and Technology, Ahmedabad, is designed in such a manner that students can develop the basic understanding of the subject during theory classes and gain the hands-on practical experience during their laboratory sessions. Python Programming being one of the most prominent languages opens the door to much application development involving Functions, Scoping, Abstractions, Mutability, Testing, Assertions, Simple Data Structures and much more.

The Laboratory Manual presented here to you takes you onto learning journey of Python Programming, both at the basic and advanced levels. In this you will be exploring the wide range of topics from Functions, Scoping, Abstractions, Mutability, Testing, Assertions, Simple Data Structures and much more.
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## INSTRUCTIONS TO STUDENTS

* 1. Be prompt in arriving to the laboratory and always come well prepared for the experiment.
  2. Students need to maintain a proper decorum in the computer lab. Students must use the equipment with care. Any damage is caused is punishable.
  3. Students are instructed to come to lab in formal dresses only.
  4. Students are supposed to occupy the systems allotted to them and are not supposed to talk or make noise in the lab.
  5. Students are required to carry their observation book and lab records with completed exercises while entering the lab.
  6. Lab records need to be submitted every week.
  7. Students are not supposed to use pen drives in the lab.
  8. The grades for the PYTHON PROGRAMMING using PYTHON Practical course work will be awarded based on your performance in the laboratory, regularity, recording of experiments in the PYTHON PROGRAMMING using PYTHON practical Final Notebook, lab quiz, regular viva-voce and end-term examination.
  9. **Students needs to perform the experiments and paste the output or image in given space for output, while pasting the output make sure that student’s enrollment number is visible. (For that student’s needs to make folder of their enrollment number and set path up to that folder and then compile and run the program.)**
  10. Find the answers of all the questions mentioned under the section ‘Find the Answers’ at the end of each experiment in the PYTHON PROGRAMMING using PYTHON Practical Book.

**CERTIFICATE**

# This is to certify that Mr./Ms.......................................................................................................................

*with enrolment no. ................................................................from Semester*

*………Div has successfully completed his/her laboratory experiments in the*

***PYTHON PROGRAMMING (2180711)*** *from the department of*

# ...................................................................during the academic year ............... -........

Date of Submission: ......................... Staff Incharge: ...........................

Head of Department: ...........................................
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|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Sr. No** | **Experiment Title** | **Page No** | | **Date of Start** | **Date of Completion** | **Sign** | **Marks (out of 10)** |
| **To** | **From** |
| 1 | Write a program that asks the user to input 10 integers, and then prints the largest odd number that was entered. If no odd number was entered, it should print a message to that effect. | 1 | 3 |  |  |  |  |
| 2 | Write a program that asks the user to enter an integer and prints two integers, root and pwr, such that 0  <pwr< 6 and root\*\*pwr is equal  to the integer entered by the user. If no such pair of integers exists, it should print a message to that  effect. | 4 | 6 |  |  |  |  |
| 3 | Determine the greatest common  divisor and least common multiple of a pair of integers | 7 | 10 |  |  |  |  |
| 4 | Write a program to find maximum and minimum number from  a given list | 11 | 12 |  |  |  |  |
| 5 | Write a program that reads the words in words.txt and stores them as keys in a dictionary and count the frequency of it as a value and print 10 records with highest frequency. | 13 | 14 |  |  |  |  |
| 6 | Write a program that create two tuples and add them into third tuple. | 15 | 16 |  |  |  |  |
| 7 | Write a python script to find Fibonacci recursion. | 17 | 18 |  |  |  |  |
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| --- | --- | --- | --- | --- | --- | --- | --- |
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| 10 | Write a python program to show exception handling. | 23 | 24 |  |  |  |  |
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## PRACTICAL SET – 1

**Description:**

Variables are nothing but reserved memory locations to store values. This means that when you create a variable you reserve some space in memory.

Based on the data type of a variable, the interpreter allocates memory and decides what can be stored in the reserved memory. Therefore, by assigning different data types to variables, you can store integers, decimals or characters in these variables.

Python variables do not need explicit declaration to reserve memory space. The declaration happens automatically when you assign a value to a variable. The equal sign (=) is used to assign values to variables. The operand to the left of the = operator is the name of the variable and the operand to the right of the = operator is the value stored in the variable.

## References:

[1] <https://www.sanfoundry.com/python-questions-answers-variable-names>

**AIM:** Write a program that asks the user to input 10 integers, and then prints the largest odd number that was entered. If no odd number was entered, it should print a message to that effect.

## Code:

n=int(input("Enter the number of elements to be in the list:"))

b=[]

for i in range(0,n):

a=int(input("Element: "))

b.append(a)

c=[]

d=[]

for i in b:

if(i%2==0):

c.append(i)

else:

d.append(i)

c.sort()

d.sort()

count1=0

count2=0

for k in c:

count1=count1+1

for j in d:

count2=count2+1

print("Largest even number:",c[count1-1])

print("Largest odd number",d[count2-1])

## Output:

|  |  |
| --- | --- |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |

## Post Practical Questions:

1. Is Python case sensitive when dealing with identifiers?
2. **yes**
3. no
4. machine dependent
5. none of the mentioned
6. What is the maximum possible length of an identifier?
7. 31 characters
8. 63 characters
9. **79 characters**
10. none of the mentioned
11. Why are local variable names beginning with an underscore discouraged?
12. **they are used to indicate a private variables of a class**
13. they confuse the interpreter
14. they are used to indicate global variables
15. they slow down execution
16. Which of the following is not a keyword?
17. eval
18. assert
19. **nonlocal**
20. pass
21. All keywords in Python are in
22. lower case
23. UPPER CASE
24. Capitalized
25. **None of the mentioned**
26. Which of the following is true for variable names in Python?
27. **unlimited length**
28. all private members must have leading and trailing underscores
29. underscore and ampersand are the only two special characters allowed
30. none of the mentioned

## Conclusion:

We learned about some variable and identifiers of the python and it’s characteristics .

**PRACTICAL SET – 2**

**Description:**

The pow() method takes three parameters:

x - number which is to be powered

y - number which is to be powered with x

z (Optional) - number which is to be used for modulus operation. i.e. pow(x, y) % z.

The range() function is used to generate a sequence of numbers over time. At its simplest, it accepts an integer and returns a range object (a type of iterable). In Python 2, the range() returns a list which is not very efficient to handle large data.

## References:

1. https:/[/www](http://www.tutorialspoint.com/python/number_pow.htm).[tutorialspoint.com/python/number\_pow.htm](http://www.tutorialspoint.com/python/number_pow.htm)
2. <https://www.sanfoundry.com/python-questions-answers-variable-names>

**AIM:** Write a program that asks the user to enter an integer and prints two integers, root and pwr, such that 0 <pwr< 6 and root\*\*pwr is equal to the integer entered by the user. If no such pair of integers exists, it should print a message to that effect.

## Code:

x = int(input("Enter an integer: "))

pwr = 1

while pwr < 6 :

if x < 0:

root = x

else:

root = 0

while root \*\* pwr <= x:

if root \*\* pwr == x:

print(root, " \*\* ", pwr, "=", x)

else:

if x \*\* 1 != x:

print(x, "No such integer pair exists.")

root += 1

pwr += 1

## Output:

## 

## Post Practical Questions:

Write down the output of following code:

1. print(pow(2, 2))

4

1. print(pow(2, -2))

0.25

1. print(pow(-2, 2))

4

4) print(pow(-2, -2))

0.25

5) print (pow(3,4,10))

1

## Conclusion:

We learned about some power function how it’s working in python.

**PRACTICAL SET – 3**

**Description:**

Decision making is required when we want to execute a code only if a certain condition is satisfied.

## Syntax of if...else:

if test expression:

Body of if else:

Body of else

## While Loop:

In python, while loop is used to execute a block of statements repeatedly until a given a condition is satisfied. And when the condition becomes false, the line immediately after the loop in program is executed.

## Syntax :

while expression: statement(s)

## References:

[1] <https://www.sanfoundry.com/python-questions-answers-variable-names>

**AIM:** Determine the greatest common divisor and least common multiple of a pair of integers.

## Code:

def gcd(a,b):

if a == 0:

return b

return gcd(b % a, a)

# Function to return LCM of two numbers

def lcm(a,b):

return (a / gcd(a,b))\* b

# Driver program to test above function

a=int(input("Enter a:"))

b = int(input("Enter b:"))

print('LCM of', a, 'and', b, 'is', lcm(a, b))

print('GCD of', a, 'and', b, 'is', gcd(a, b))

**Output:**

![](data:image/png;base64,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)

## Post Practical Questions:

1. What is the output of the following? x = ['ab', 'cd']

for i in x: i.upper() print(x)

a) **[‘ab’, ‘cd’].**

b) [‘AB’, ‘CD’].

1. [None, None].
2. none of the mentioned
3. What is the output of the following? i = 1

while True:

if i%3 == 0: break print(i) i + = 1

a) 1 2

b) 1 2 3

1. **error**
2. none of the mentioned
3. What is the output of the following? i = 1

while False:

if i%2 == 0:

break print(i) i += 2

a) 1

**b) 1 3 5 7 …**

c) 1 2 3 4 …

d) none of the mentioned

1. What is the output of the following? True =

False while True: print(True)

break

1. **True**
2. False
3. None
4. none of the mentioned
5. What is the output of the following? i = 2

while True: if i%3 == 0: break print(i)

i += 2

a) 2 4 6 8 10 …

1. 2 4
2. 2 3
3. **error**

## Conclusion:

We learned about some function of python and GCD and LCM, True & Falase etc…..

**PRACTICAL SET – 4**

**Description:**

A for loop is used for iterating over a sequence (that is either a list, a tuple, a dictionary, a set, or a string).

This is less like the for keyword in other programming language, and works more like an iterator method as found in other object-oriented programming languages.

With the for loop we can execute a set of statements, once for each item in a list, tuple, set etc.

## References:

[1] <https://github.com/tudelft3d/Solar3Dcity/blob/master/polygon3dmodule.py>

**AIM:** Write a program to find maximum and minimum number position from a given list.

## Code:

## def maxminposition(A, n):

## # inbuilt function to find the position of minimum

## minposition = A.index(min(A))

## # inbuilt function to find the position of maximum

## maxposition = A.index(max(A))

## print ("The maximum is at position::", maxposition + 1)

## print ("The minimum is at position::", minposition + 1)

## # Driver code

## A=list()

## n=int(input("Enter the size of the List ::"))

## print("Enter the Element ::")

## for i in range(int(n)):

## k=int(input(""))

## A.append(k)

## maxminposition(A,n)

## Output:

## 

## Post Practical Questions:

1. What will to following code segment print? if (10 < 0) and (0 < -10): print("A")

elif (10 > 0) or False: print("B") else:

print("C")

1. A
2. **B**
3. C
4. B and C
5. The output of the snippet of code shown below? bool(‘False’)

bool()

1. True True
2. **False True**
3. False False
4. True False
5. What is the output of the code shown below? if (9 < 0) and (0 < -9):

print("hello")

elif (9 > 0) or False:

print("good") else:

print("bad")

1. error
2. hello
3. **good**
4. bad
5. What is the output of the code shown below? l=[1, 0, 2, 0, 'hello', '', []]

list(filter(bool, l))

a) **Error**

b) [1, 0, 2, 0, ‘hello’, ”, []]

c) [1, 0, 2, ‘hello’, ”, []]

d) [1, 2, ‘hello’]

## Conclusion:

We learned about some confitional function like if, else, and elseif(elif).

**PRACTICAL SET – 5**

**Description:**

The key function for working with files in Python is the open() function. The open() function takes two parameters; filename, and mode.

"r" - Read - Default value. Opens a file for reading, error if the file does not exist "a" -

Append - Opens a file for appending, creates the file if it does not exist

"w" - Write - Opens a file for writing, creates the file if it does not exist "x" - Create - Creates the specified file, returns an error if the file exists.

## References:

[1] https:/[/www](http://www.sanfoundry.com/python-questions-answers-variable-names).[sanfoundry.com/python-questions-answers-variable-names](http://www.sanfoundry.com/python-questions-answers-variable-names)

**AIM:** Write a program that reads the words in words.txt and stores them as keys in a dictionary and count the frequency of it as a value and print 10 records with highest frequency.

## Code:

import operator

def countWords(lines):

wordDict = {}

wordList = lines.split(' ') for word in wordList:

if word in wordDict: wordDict[word] += 1 else: wordDict[word] = 1

sorted\_wordDict = sorted(wordDict.items(), key=operator.itemgetter(1),reverse=True) return sorted\_wordDict

def main(): fp=open("words.txt") lines=fp.read() sorted\_wordDict=countWords(lines)

for i in range(1,11): print sorted\_wordDict[i] main()

## Output:

(‘is’,’4’)

(‘hi’,’3’)

(‘big’,’3’)

(‘a’,’2’)

(‘text’,’2’)

(‘this’,’1’)

(‘about’,’1’)

(‘for’,’1’)

(‘I’,’1’)

(‘ ‘,’1’)

## Post Practical Questions:

1. To open a file c:\scores.txt for reading, we use
2. **infile = open(“c:\scores.txt”, “r”)**
3. infile = open(“c:\\scores.txt”, “r”)
4. infile = open(file = “c:\scores.txt”, “r”)
5. infile = open(file = “c:\\scores.txt”, “r”)
6. To open a file c:\scores.txt for writing, we use
7. outfile = open(“c:\scores.txt”, “w”)
8. outfile = open(“c:\\scores.txt”, “w”)
9. **outfile = open(file = “c:\scores.txt”, “w”)**
10. outfile = open(file = “c:\\scores.txt”, “w”)
11. To open a file c:\scores.txt for appending data, we use
12. **outfile = open(“c:\\scores.txt”, “a”)**
13. outfile = open(“c:\\scores.txt”, “rw”)
14. outfile = open(file = “c:\scores.txt”, “w”)
15. outfile = open(file = “c:\\scores.txt”, “w”)
16. Which of the following statements are true?
17. When you open a file for reading, if the file does not exist, an error occurs
18. When you open a file for writing, if the file does not exist, a new file is created
19. When you open a file for writing, if the file exists, the existing file is overwritten with the new file
20. **All of the mentioned**
21. To read two characters from a file object in file, we use
22. **infile.read(2)**
23. infile.read()
24. infile.readline()
25. infile.readlines()
26. What is the output? f = None

for i in range (5):

with open("data.txt", "w") as f: if i > 2: break print(f.closed)

1. True
2. False
3. **None**
4. Error

## Conclusion:

## We learned about file management and it’s basic concept using python.

**PRACTICAL SET – 6**

**Description:**

A tuple is a sequence of immutable Python objects. Tuples are sequences, just like lists. The differences between tuples and lists are, the tuples cannot be changed unlike lists and tuples use parentheses, whereas lists use square brackets.

Creating a tuple is as simple as putting different comma-separated values. Optionally you can put these comma-separated values between parentheses also. For example −

tup1 = ('physics', 'chemistry', 1997, 2000);

tup2 = (1, 2, 3, 4, 5 );

tup3 = "a", "b", "c", "d";

The empty tuple is written as two parentheses containing nothing − tup1 = ();

To write a tuple containing a single value you have to include a comma, even though there is only one value −

tup1 = (50,);

## References:

[1] https:/[/www](http://www.sanfoundry.com/python-questions-answers-variable-names).[sanfoundry.com/python-questions-answers-variable-names](http://www.sanfoundry.com/python-questions-answers-variable-names)

**AIM:** Write a program that create two tuples and add them into third tuple.

## Code:

tup1 = (12, 34.56);

tup2 = ('abc', 'xyz');

# Following action is not valid for tuples # tup1[0] = 100; # So let's create a new tuple as follows

tup3 = tup1 + tup2;

print(tup3)

## Output:

(12, 34.56, 'abc', 'xyz')

## Post Practical Questions:

1. Which of the following is a Python tuple? a) [1, 2, 3].

b) **(1, 2, 3**)

c) {1, 2, 3}

d) {}

1. Suppose t = (1, 2, 4, 3), which of the following is incorrect?

a) print(t[3])

b) **t[3] = 45**

1. print(max(t))
2. print(len(t))
3. What is the data type of (1)?
4. Tuple
5. Integer
6. List
7. **Both tuple and integer**

4. What type of data is: a=[(1,1),(2,4),(3,9)]?

1. Array of tuples
2. **List of tuples**
3. Tuples of lists
4. Invalid type

5. What is the output of the following code?

>>> a=(1,2,(4,5))

>>> b=(1,2,(3,4))

>>> a<b

1. **False**
2. True
3. Error, < operator is not valid for tuples
4. Error, < operator is valid for tuples but not if there are sub-tuples

## Conclusion:

## We learned about tuples and it’s function like tuple type and tuple length etc….

**PRACTICAL SET -7**

**Description:**

A Fibonacci sequence is the integer sequence of 0, 1, 1, 2, 3, 5, 8....

The first two terms are 0 and 1. All other terms are obtained by adding the preceding two terms. This means to say the nth term is the sum of (n-1)th and (n-2)th term.

In Python, a [function](https://www.programiz.com/python-programming/function) can call other functions. It is even possible for the function to call itself. These type of construct are termed as recursive functions.

A recursive function is used to calculate the nth term of the sequence.

## References:

[1] h[ttp://www.programiz.com/python-programming/examples/fibonacci-sequence](https://www.programiz.com/python-programming/examples/fibonacci-sequence)

**AIM:** Write a python script to find Fibonacci sequence using recursion.

## Code:

## def fibonacci(n):

## if(n <= 1):

## return n

## else:

## return(fibonacci(n-1) + fibonacci(n-2))

## n = int(input("Enter number of terms:"))

## print("Fibonacci sequence:")

## for i in range(n):

## print(fibonacci(i))

## Output: Enter Number of term: 7

## Finonacci series is 0 1 1 2 3 5 8

## Post Practical Questions:

1. Suppose the first fibonnaci number is 0 and the second is 1. What is the sixth fibonnaci number?
2. **5**
3. 6
4. 7
5. 8
6. Which of the following is not a fibonnaci number?
7. 8
8. 21
9. 55
10. **14**
11. Which of the following methods can be used to find the nth fibonnaci number?
12. Dynamic programming
13. Recursion
14. Iteration
15. **All of the mentioned**
16. Which of the following recurrence relations can be used to find the nth fibonacci number? a) F(n) = F(n) + F(n – 1)

b) F(n) = F(n) + F(n + 1)

c) F(n) = F(n – 1)

d) **F(n) = F(n – 1) + F(n – 2)**

1. What is the space complexity of the above recursive implementation to find the nth fibonacci number?
2. **O(1)**
3. O(2\*n)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGoAAAAnCAYAAADn590lAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAjUlEQVR4nO3RsQ0CMRAAwQN9AfRfICkFODAlPJlZaaaClfax9x7+37XW+pyO4N41M6/TEdx7ng7gN0ZFGBVhVIRREUZFGBVhVIRREUZFGBVhVIRREUZFGBVhVIRREUZFGBVhVIRREUZFGBVhVIRREUZFGBVhVIRREUZFGBVhVIRREUZFGBVxzcz7dAT3vmYDCCfmiOcDAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGoAAAAkCAYAAABhc6+LAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAeUlEQVRoge3RQQ2AQBDAQA7/NjGxH5AAv6PJjIImXTNzHfzempl7dwTvzt0BfGNUhFERRkUYFWFUhFERRkUYFWFUhFERRkUYFWFUhFERRkUYFWFUhFERRkUYFWFUhFERRkUYFWFUhFERRkUYFWFUhFERRkUYFWFUxAMbuwgHQXBgIwAAAABJRU5ErkJggg==)

1. O(n2)
2. O(2n)

## Conclusion:

We Found Fibonacci series by python code.

**PRACTICAL SET -8**

**Description:**

Split() method returns a list of strings after breaking the given string by the specified separator. At some point, you may need to break a large string down into smaller chunks, or strings. This is the opposite of concatenation which merges or combines strings into one.

To do this, you use the split function. What it does is split or breakup a string and add the data to a string array using a defined separator.

If no separator is defined when you call upon the function, whitespace will be used by default. In simpler terms, the separator is a defined character that will be placed between each variable.

## References:

[1] https:/[/www](http://www.pythonforbeginners.com/dictionary/python-split).[pythonforbeginners.com/dictionary/python-split](http://www.pythonforbeginners.com/dictionary/python-split)

**AIM:** Write a program to open the file test.txt and read it line by line. For each line, split the line into a list of words using the split function. For each word, check to see if the word is already in a list. If the word is not in the list, add it to the list. When the program completes, sort and print the resulting words in alphabetical order.

## Code:

lst=[]

from sys import argv script,filename=argv fp=open(filename) txt=fp.read() word=txt.split(' ') for e in word:

if e in lst:

continue else:

lst+=[e] lst.sort()

print lst

## Output:

![](data:image/png;base64,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)

## Post Practical Questions:

1. Which module in Python supports regular expressions?
2. **re**
3. regex
4. pyregex
5. none of the mentioned
6. Which of the following creates a pattern object?
7. re.create(str)
8. re.regex(str)
9. **re.compile(str)**
10. re.assemble(str)
11. What does the function re.match do?
12. **matches a pattern at the start of the string**
13. matches a pattern at any position in the string
14. such a function does not exist
15. none of the mentioned
16. What does the function re.search do?
17. matches a pattern at the start of the string
18. **matches a pattern at any position in the string**
19. such a function does not exist
20. none of the mentioned
21. The character Dot (that is, ‘.’) in the default mode, matches any character other than
22. **caret**
23. ampersand
24. percentage symbol
25. newline

## Conclusion:

We learned to use list and for loop in python.

**PRACTICAL SET -9**

**Description:**

A palindrome is a string which is same read forward or backwards.

For example: "dad" is the same in forward or reverse direction. Another example is "aibohphobia" which literally means, an irritable fear of palindromes.

The program takes a string and checks if a string is a palindrome or not. Problem Solution. Take a string from the user and store it in a variable.

Program/Source Code. Here is source code of the Python Program to check if a string is a palindrome or not.

## References:

[1] <http://www.codequiz.in/python-program-to-check-whether-the-no-is-palindrome-or-not>

**AIM:** Write a python program to find whether the entered string is Palindrome or not.

## Code:

my\_str = 'naman'

rev\_str = reversed(my\_str)

if list(my\_str) == list(rev\_str):

print("It is palindrome")

else:

print("It is not palindrome")

## Output:

## Post Practical Questions:

1. Compare Java and Python:

Java is a compile language when python is a interpreted language. Java is a statically typed when python is dynamically typed. Java complex learning curve when python is easy to learn. Java programs runs slowly than python programs. Multiple inheritances is partially done with interface when python offers both single and multiple interface. Java has more lines programs compare to python.

1. What is Python?

Python is a interpreted, high-level and general purpose programming language.

1. What is the purpose of PYTHONPATH environment variable?

PYTHONPATH is an environment variable which you can set to add additional directories where python will look for modules and packages.

1. What are the supported data types in python?

Integer, float-point Number and complex numbers and strings are the supported data types in python.

1. What is the difference between list and tuples?

One of the most important differences between list and tuple is that list is mutable, whereas a tuple is immutable. This means that lists can be changed, and tuples cannot be changed.

## Conclusion:

We done palindrome program and some basic about python and difference between java and python.

**PRACTICAL SET -10**

**Description:**

Python has many built-in exceptions which forces your program to output an error when something in it goes wrong.

When these exceptions occur, it causes the current process to stop and passes it to the calling process until it is handled. If not handled, our program will crash.

In Python, exceptions can be handled using a try statement.

A critical operation which can raise exception is placed inside the try clause and the code that handles exception is written in except clause.

## References:

[1] https:/[/www](http://www.sanfoundry.com/python-questions-answers-exception-handling).[sanfoundry.com/python-questions-answers-exception-handling](http://www.sanfoundry.com/python-questions-answers-exception-handling)

**AIM:** Write a python program to show exception handling.

## Code:

import sys

randomList = ['a', 0, 2]

for entry in randomList:

try:

print("The entry is", entry)

r = 1/int(entry)

break

except:

print("Exception occured.")

print("Next entry.")

print()

print("The reciprocal of",entry,"is",r)

## Output:
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## Post Practical Questions:

1. How many except statements can a try-except block have?
2. zero
3. **one**
4. more than one
5. more than zero
6. When will the else part of try-except-else be executed?
7. always
8. when an exception occurs
9. **when no exception occurs**
10. when an exception occurs in to except block
11. Can one block of except statements handle multiple exception?
12. **yes, like except TypeError, SyntaxError [,…].**
13. yes, like except [TypeError, SyntaxError].
14. no
15. none of the mentioned
16. When is the finally block executed?
17. when there is no exception
18. when there is an exception
19. only if some condition that has been specified is satisfied
20. **always**
21. What happens when ‘1’ == 1 is executed?
22. we get a True
23. **we get a False**
24. an TypeError occurs
25. a ValueError occurs

## Conclusion:

We learned about exception handling.

**PRACTICAL SET -11**

**Description:**

Hash Table is a data structure where data are stored in an associative manner (in key, value format). The key/index is unique. This kind of storage makes it easier to find the data later on.

Hash Table stores data into an array format. It uses a hashing function that generates a slot or an index to store/insert any element or value.

This deals with generating slot or index to any “key” value. Perfect hashing or perfect hash function is the one which assigns a unique slot for every key value. Sometimes, there can be cases where the hash function generates the same index for multiple key values. The size of the hash table can be increased to improve the perfection of the hash function.

## References:

[1] https:/[/www](http://www.sanfoundry.com/data-structure-questions-answers-hash-tables/).[sanfoundry.com/data-structure-questions-answers-hash-tables/](http://www.sanfoundry.com/data-structure-questions-answers-hash-tables/)

**AIM:** Write a python script to implement Hash Table.

## Code:

#For this demonstration we use a simple hash function, using the modulus operator such that #h(x)=x mod k where k is the table size.

def hash\_function(x):

return x % 10

def insert(table,input,value):

table[hash\_function(input)] = value insert(table,41,'apple') insert(table,93,'banana') insert(table,78,'guava')

print table

## Output:

[0, 'apple', 0, 'banana', 0, 0, 0, 0, 'guava', 0]

## Post Practical Questions:

1. What is a hash table?
2. A structure that maps values to keys
3. **A structure that maps keys to values**
4. A structure used for storage
5. A structure used to implement stack and queue
6. If several elements are competing for the same bucket in the hash table, what is it called?
7. Diffusion
8. Replication
9. **Collision**
10. None of the mentioned
11. What is direct addressing?
12. **Distinct array position for every possible key**
13. Fewer array positions than keys
14. Fewer keys than array positions
15. None of the mentioned
16. What is the search complexity in direct addressing?
17. O(n)
18. O(logn)
19. O(nlogn)
20. **O(1)**
21. What is a hash function?
22. A function has allocated memory to keys
23. **A function that computes the location of the key in the array**
24. A function that creates an array
25. None of the mentioned

## Conclusion:

We learned to create hash table.

**PRACTICAL SET -12**

**Description:**

Assertions are statements that assert or state a fact confidently in your program. For example, while writing a division function, you're confident the divisor shouldn't be zero, you assert divisor is not equal to zero.

Assertions are simply boolean expressions that checks if the conditions return true or not. If it is true, the program does nothing and move to the next line of code. However, if it's false, the program stops and throws an error.

It is also a debugging tool as it brings the program on halt as soon as any error is occurred and shows on which point of the program error has occurred.

## References:

[1] https:/[/www](http://www.programiz.com/python-programming/assert-statement).[programiz.com/python-programming/assert-statement](http://www.programiz.com/python-programming/assert-statement)

**AIM:** Write a program for assertions in python.

## Code:

def avg(marks):

assert len(marks) != 0,"List is empty."

return sum(marks)/len(marks)

mark2 = [55,88,78,90,79]

print("Average of mark2:",avg(mark2))

mark1 = []

print("Average of mark1:",avg(mark1))

## Output:
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## Post Practical Questions:

1. What is assertion in python?

The assert keyword is used when debugging code. The **assert** keyword lets you test if a condition in your code returns True, if not, the program will raise an AssertionError.

1. Syntax of assert statement in python

Assert <condition>, <error message>.

1. What is assertion condition in python

Condition in the assertion is that is always supposed to be the truth in the code.

1. What is AssertionError?

When such an assert statement fails (i.e. returns a False-y value), an AssertionError is raised.

1. Can we use assert without error message.

No.

## Conclusion

We learned use of assertion command in python.

**PRACTICAL SET - 13**

**Description:**

Selection sort is a simple sorting algorithm. This sorting algorithm is an in-place comparison- based algorithm in which the list is divided into two parts, the sorted part at the left end and the unsorted part at the right end. Initially, the sorted part is empty and the unsorted part is the entire list.

The smallest element is selected from the unsorted array and swapped with the leftmost element, and that element becomes a part of the sorted array. This process continues moving unsorted array boundary by one element to the right.

This algorithm is not suitable for large data sets as its average and worst case complexities are of Ο(n2), where n is the number of items.

For Eg.

arr[] = 64 25 12 22 11

Find the minimum element in arr[0...4] and place it at beginning 11 25 12 22 64

Find the minimum element in arr[1...4] and place it at beginning of arr[1. 4] 11 12 25 22 64

Find the minimum element in arr[2...4] and place it at beginning of arr[2. 4] 11 12 22 25 64

Find the minimum element in arr[3...4] and place it at beginning of arr[3. 4] 11 12 22 25 64

**References:** [1]https:/[/www](http://www.tutorialspoint.com/data_structures_algorithms/selection_sort_algorithm.htm).[tutorialspoint.com/data\_structures\_algorithms/selection\_sort\_algorithm.htm](http://www.tutorialspoint.com/data_structures_algorithms/selection_sort_algorithm.htm) [2]<https://www.geeksforgeeks.org/selection-sort/>

**AIM:** Write a program to implement Selection Sort in python.

## Code:

# Selection sort in Python

def selectionSort(array, size):

for step in range(size):

min\_idx = step

for i in range(step + 1, size)

# to sort in descending order, change > to < in this line

# select the minimum element in each loop

if array[i] < array[min\_idx]:

min\_idx = i

# put min at the correct position

(array[step], array[min\_idx]) = (array[min\_idx], array[step])

data = [-2, 45, 0, 11, -9]

size = len(data)

selectionSort(data, size)

print('Sorted Array in Ascending Order:')

![](data:image/png;base64,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)print(data)

## Output:

## Post Practical Questions:

1. In the following scenarios, when will you use selection sort?
2. The input is already sorted
3. A large file has to be sorted
4. **Large values need to be sorted with small keys**
5. Small values need to be sorted with large keys
6. What is the worst case complexity of selection sort?
7. O(nlogn)
8. O(logn)
9. O(n)
10. **O(n2)**
11. What is the advantage of selection sort over other sorting techniques?
12. **It requires no additional storage space**
13. It is scalable
14. It works best for inputs which are already sorted
15. It is faster than any other sorting technique
16. What is the average case complexity of selection sort?
17. O(nlogn)
18. O(logn)
19. O(n)
20. **O(n2)**
21. What is the disadvantage of selection sort?
22. It requires auxiliary memory
23. **It is not scalable**
24. It can be used for small keys
25. None of the mentioned

## Conclusion:

We learned to implement of selection sort in python.

**PRACTICAL SET – 14**

**Description:**

Bubble sort is a simple sorting algorithm. This sorting algorithm is comparison-based algorithm in which each pair of adjacent elements is compared and the elements are swapped if they are not in order.

For Eg.

## First Pass:

( 5 1 4 2 8 ) –> ( 1 5 4 2 8 ), Here, algorithm compares the first two elements, swaps since 5 >

1.

( 1 5 4 2 8 ) –> ( 1 4 5 2 8 ), Swap since 5 > 4

( 1 4 5 2 8 ) –> ( 1 4 2 5 8 ), Swap since 5 > 2

( 1 4 2 5 8 ) –> ( 1 4 2 5 8 ), Now, since these elements are already in order (8 > 5), algorithm does not swap them.

## Second Pass:

( 1 4 2 5 8 ) –> ( 1 4 2 5 8 )

( 1 4 2 5 8 ) –> ( 1 2 4 5 8 ), Swap since 4 > 2

( 1 2 4 5 8 ) –> ( 1 2 4 5 8 )

( 1 2 4 5 8 ) –> ( 1 2 4 5 8 )

Now, the array is already sorted, but our algorithm does not know if it is completed. The algorithm needs one whole pass without any swap to know it is sorted.

## Third Pass:

( 1 2 4 5 8 ) –> ( 1 2 4 5 8 )

( 1 2 4 5 8 ) –> ( 1 2 4 5 8 )

( 1 2 4 5 8 ) –> ( 1 2 4 5 8 )

( 1 2 4 5 8 ) –> ( 1 2 4 5 8 )

**References:** [1]https:/[/www](http://www.tutorialspoint.com/data_structures_algorithms/selection_sort_algorithm.htm).[tutorialspoint.com/data\_structures\_algorithms/selection\_sort\_algorithm.htm](http://www.tutorialspoint.com/data_structures_algorithms/selection_sort_algorithm.htm) [2]https:/[/www](http://www.geeksforgeeks.org/bubble-sort/).[geeksforgeeks.org/bubble-sort/](http://www.geeksforgeeks.org/bubble-sort/)

**AIM:** Write a program to implement Bubble Sort in python.

## Code:

# Creating a bubble sort function

def bubble\_sort(list1):

    # Outer loop for traverse the entire list

    for i in range(0,len(list1)-1):

        for j in range(len(list1)-1):

            if(list1[j]**>**list1[j+1]):

                temp = list1[j]

                list1[j] = list1[j+1]

                list1[j+1] = temp

    return list1

list1 = [5, 3, 8, 6, 7, 2]

print("The unsorted list is: ", list1)

print("The sorted list is: ", bubble\_sort(list1))

## Output:

![](data:image/png;base64,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)

## Post Practical Questions:

1. What is the worst case complexity of bubble sort
2. O(nlogn)
3. O(logn)
4. O(n)
5. **O(n2)**
6. What is the advantage of bubble sort over other sorting techniques?
7. It is faster
8. Consumes less memory
9. **Detects whether the input is already sorted**
10. All of the mentioned
11. The given array is arr = {1,2,4,3}. Bubble sort is used to sort the array elements. How many iterations will be done to sort the array with improvised version?
12. **4**
13. 2
14. 1
15. 0
16. What is the average case complexity of bubble sort?
17. O(nlogn)
18. O(logn)
19. O(n)
20. **O(n2)**
21. What is the best case efficiency of bubble sort in the improvised version?
22. O(nlogn)
23. O(logn)
24. **O(n)**
25. O(n2)

## Conclusion:

We learned to implement of bubble short algorithm using python.

**PRACTICAL SET – 15**

**Description:**

Quick sort is a highly efficient sorting algorithm and is based on partitioning of array of data into smaller arrays. A large array is partitioned into two arrays one of which holds values smaller than the specified value, say pivot, based on which the partition is made and another array holds values greater than the pivot value.

Quick sort partitions an array and then calls itself recursively twice to sort the two resulting subarrays. This algorithm is quite efficient for large-sized data sets as its average and worst case complexity are of Ο(n2), where n is the number of items.

It is also called partition-exchange sort. This algorithm divides the list into three main parts:

1. Elements less than the Pivot element
2. Pivot element(Central element)
3. Elements greater than the pivot element

Pivot element can be any element from the array, it can be the first element, the last element or any random element. In this tutorial, we will take the rightmost element or the last element as pivot

For example: In the array {52, 37, 63, 14, 17, 8, 6, 25}, we take 25 as pivot. So after the first pass, the list will be changed like this.

{6 8 17 14 25 63 37 52}

Hence after the first pass, pivot will be set at its position, with all the elements smaller to it on its left and all the elements larger than to its right. Now 6 8 17 14 and 63 37 52 are considered as two separate sunarrays, and same recursive logic will be applied on them, and we will keep doing this until the complete array is sorted.

## References:

1. https:/[/www](http://www.tutorialspoint.com/data_structures_algorithms/quick_sort_algorithm.htm).[tutorialspoint.com/data\_structures\_algorithms/quick\_sort\_algorithm.htm](http://www.tutorialspoint.com/data_structures_algorithms/quick_sort_algorithm.htm)
2. https:/[/www](http://www.studytonight.com/data-structures/quick-sort).[studytonight.com/data-structures/quick-sort](http://www.studytonight.com/data-structures/quick-sort)

**AIM:** Write a program to implement Quick Sort in python.

## Code:

# divide function

def partition(arr,low,high):

i = ( low-1 )

pivot = arr[high] # pivot element

for j in range(low , high):

# If current element is smaller

if arr[j] <= pivot:

# increment

i = i+1

arr[i],arr[j] = arr[j],arr[i]

arr[i+1],arr[high] = arr[high],arr[i+1]

return ( i+1 )

# sort

def quickSort(arr,low,high):

if low < high:

# index

pi = partition(arr,low,high)

# sort the partitions

quickSort(arr, low, pi-1)

quickSort(arr, pi+1, high)

# main

arr = [2,5,3,8,6,5,4,7]

n = len(arr)

quickSort(arr,0,n-1)

print ("Sorted array is:")

for i in range(n):

print (arr[i],end=" ")

## Output:

![](data:image/png;base64,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)

## Post Practical Questions:

1. What is the Worst case time complexity in Quick Sort?
2. O(nlogn)
3. O(logn)
4. O(n)
5. **O(n2)**
6. Which of the following is not a stable sorting algorithm in its typical implementation.
7. Insertion Sort
8. **Quick Sort**
9. Bubble Sort
10. Merge Sort
11. Suppose we are sorting an array of eight integers using quicksort, and we have just finished the first partitioning with the array looking like this:

2 5 1 7 9 12 11 10

1. **The Pivot can be either 7 or 9.**
2. The pivot could be the 7, but it is not the 9
3. The pivot is not the 7, but it could be the 9
4. Neither the 7 nor the 9 is the pivot.
5. You have to sort 1 GB of data with only 100 MB of available main memory. Which sorting technique will be most appropriate?
6. Insertion Sort
7. Quick Sort
8. Bubble Sort
9. **Merge Sort**
10. n quick sort, for sorting n elements, the (n/4)th smallest element is selected as pivot using an O(n) time algorithm. What is the worst case time complexity of the quick sort?
11. O(nlogn)
12. O(logn)
13. **O(n)**
14. O(n2)

## Conclusion:

We learned to implement of quick sort using python.

**PRACTICAL SET – 16**

**Description:**

A regular expression is a special sequence of characters that helps you match or find other strings or sets of strings, using a specialized syntax held in a pattern. Regular expressions are widely used in UNIX world. The module re provides full support for Perl-like regular expressions in Python. The re module raises the exception re.error if an error occurs while compiling or using a regular expression.

There are various characters, which would have special meaning when they are used in regular expression. To avoid any confusion while dealing with regular expressions, we would use Raw Strings as expression'.

The match Function

This function attempts to match RE pattern to string with optional flags. Here is the syntax for this function − re.match(pattern, string, flags=0) Here is the description of the parameters−

|  |  |
| --- | --- |
| Sr.No  . | Parameter & Description |
| 1 | pattern - This is the regular expression to be matched. |
| 2 | string - This is the string, which would be searched to match the  pattern at the beginning of string. |
| 3 | flags - You can specify different flags using bitwise OR (|). These are  modifiers, which are listed in the table below. |

The re.match function returns a match object on success, None on failure. We usegroup(num) or groups() function of match object to get matched expression.

|  |  |
| --- | --- |
| Sr.No  . | Match Object Method & Description |
| 1 | group(num=0) - This method returns entire match (or specific subgroup num) |
| 2 | groups() - This method returns all matching subgroups in a tuple  (empty if there weren't any) |

## References:

[1] https:/[/www](http://www.tutorialspoint.com/python/python_reg_expressions.htm).[tutorialspoint.com/python/python\_reg\_expressions.htm](http://www.tutorialspoint.com/python/python_reg_expressions.htm)

**AIM:** Write a program to learn regular expression in python.

## Code:

import re

pattern = '^a...s$'

test\_string = 'abyss'

result = re.match(pattern, test\_string)

if result:

print("Search successful.")

else:

print("Search unsuccessful.")

## Output:

![](data:image/png;base64,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)

## Post Practical Questions:

1. Which module in Python supports regular expressions?
2. **re**
3. regex
4. pyregex
5. none of the mentioned
6. Which of the following creates a pattern object?
7. **re.create(str)**
8. re.regex(str
9. re.compile(str)
10. re.assemble(str)
11. What does the function re.match do?
12. matches a pattern at the start of the string
13. **matches a pattern at any position in the string**
14. such a function does not exist
15. none of the mentioned
16. What does the function re.search do?
17. matches a pattern at the start of the string
18. **matches a pattern at any position in the string**
19. such a function does not exist
20. none of the mentioned
21. What is the output of the following?

sentence matched = 'we are humans' sentence)

= re.match(r'(.\*) (.\*?) (.\*)', print(matched.groups())

1. **(‘we’, ‘are’, ‘humans’)**
2. (we, are, humans)
3. (‘we’, ‘humans’)
4. ‘we are humans’

## Conclusion:

We learn to use of regular expression in python.

**PRACTICAL SET - 17**

**Description:**

A Chat Application code uses the concept of Sockets and Threading.

## Socket programming

Sockets can be thought of as endpoints in a communication channel that is bi-directional, and establishes communication between a server and one or more clients. Here, we set up a socket on each end and allow a client to interact with other clients via the server. The socket on the server side associates itself with some hardware port on the server side. Any client that has a socket associated with the same port can communicate with the server socket.

## Multi-Threading

A thread is sub process that runs a set of commands individually of any other thread. So, every time a user connects to the server, a separate thread is created for that user and communication from server to client takes place along individual threads based on socket objects created for the sake of identity of each client.

We will require two scripts to establish this chat room. One to keep the serving running, and another that every client should run in order to connect to the server.

## References:

[1] https:/[/www](http://www.geeksforgeeks.org/simple-chat-room-using-python/).[geeksforgeeks.org/simple-chat-room-using-python/](http://www.geeksforgeeks.org/simple-chat-room-using-python/)

## AIM: Write a program to implement chat application in python.

**Code:**

**Server Side Code:**

import time, socket, sys

print('Setup Server...')

time.sleep(1)

#Get the hostname, IP Address from socket and set Port

soc = socket.socket()

host\_name = socket.gethostname()

ip = socket.gethostbyname(host\_name)

port = 1234

soc.bind((host\_name, port))

print(host\_name, '({})'.format(ip))

name = input('Enter name: ')

soc.listen(1) #Try to locate using socket

print('Waiting for incoming connections...')

connection, addr = soc.accept()

print("Received connection from ", addr[0], "(", addr[1], ")\n")

print('Connection Established. Connected From: {}, ({})'.format(addr[0], addr[0]))

#get a connection from client side

client\_name = connection.recv(1024)

client\_name = client\_name.decode()

print(client\_name + ' has connected.')

print('Press [bye] to leave the chat room')

connection.send(name.encode())

while(True):

message = input('Me > ')

if message == '[bye]':

message = 'Good Night...'

connection.send(message.encode())

print("\n")

breakconnection.send(message.encode())

message = connection.recv(1024)

message = message.decode()

print(client\_name, '>', message)

**Client Side Code:**

import time, socket, sys

print('Client Server...')

time.sleep(1)

#Get the hostname, IP Address from socket and set Port

soc = socket.socket()

shost = socket.gethostname()

ip = socket.gethostbyname(shost)

#get information to connect with the server

print(shost, '({})'.format(ip))

server\_host = input('Enter server\'s IP address:')

name = input('Enter Client\'s name: ')

port = 1234

print('Trying to connect to the server: {}, ({})'.format(server\_host, port))

time.sleep(1)

soc.connect((server\_host, port))

print("Connected...\n")

soc.send(name.encode())

server\_name = soc.recv(1024)

server\_name = server\_name.decode()

print('{} has joined...'.format(server\_name))

print('Enter [bye] to exit.')

while(True):

message = soc.recv(1024)

message = message.decode()

print(server\_name, ">", message)

message = input(str("Me > "))

if message == "[bye]":

message = "Leaving the Chat room"

soc.send(message.encode())

print("\n")

break

soc.send(message.encode())

## Output:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAYkAAACwCAYAAAD635JsAAAABGdBTUEAALGPC/xhBQAAAAlwSFlzAAAOwwAADsMBx2+oZAAAHQNJREFUeF7tnc+rLcdxxx9o44033hj8B3jzkq0XBgdvTDB5WgahRQgEgjZvp2UiMAQinkFI2CaOkziRkzzHkBghgUWCwVYQIpIdy5CN8jBk553+h0lX/5hTVV3dXT0z99xz7v0OfK7O7emprl9dNXPuO0cPnvuLVxcAAADAAk0CAABAEzQJAAAATdAkAAAANEGTAAAA0ARNAgAAQBM0CQAAAE3QJAAAADRBkwAAANAETQIAAEATV5P4+jdfPxRrDQAAAJeHq0m8/q3vLt//wQ+Xf/qXH7v49vd+sLz27b9b3vznf11efe2vl7/5hx/GsVdf+6soy1oDAADA5eFuEj97/6Plf/73/1z8449/urz+t/+2fPjrT5Y//+bfLz/52Udx7M/+8rtoEgAAcEW4m8R//PRnyy9/9WsXH3z4y+X9//po+cV/f7z85wcfLh/+4ldx7O2f/LurSXz5/U8XeTxbXhJz3l7eXT5d3vgeH0u89EmY/snb9vinHyxftsbz/Pi6WmuOqLux/s3R9kUh2cWOs+q3g7eeZYXT8Zv3v989f7Jr7JOb5vx5cGl8f3kjuODdt6xz9xfai1UeXzjuJvGHL7y4fOUrv7cLktFvEimxqkIdioFOtqazY+HQhb7I1YXj+ES+jeLQTrxst9LnpffrZjkF+dhouEfz0ic8jlT4eayCbZ9wHdL54ofb3oz3rklUOXH83roL3Okm8fB3fnd58ODBLkhGr0nEjeUtPt/7YPmNNZfGdTPIY7/RSWvN3cmtFIcZXxzBmZqEhjZYz7cif1o+ORNoEmgSFveiSXz+859fnn/++Qi91o3gS1/60vLFL36xGif6TULfKRqIotdKwjTOA1E2bFVkVGLLABb56b/pqAtulFmOIOslozjE9fnBzteFr/aDKDik83qMfNH3ab22KrTGWsJeOtj10k7pq+Tbt5kvs14xpuXov9WXZHQ2mIhnyycJHZMyb6uewi+NPOC0fJXGufycf04/b6X4VshWe6OVK29w2+mI83z7R9oSDrGGT0YXc78ERDzDwWwltuTById8Tvmd8MZzT4z42CxTTeKzn/3s8sILLyy//e1vI/Saxj7zmc/EhvHcc88t77zzzvKNb3xjvknEYPaLhGwS2QHKKdb4GhhRRGqnygCWxDytF+fr63kSlIRkMlNAO5te6WTJoHVOCcqS6K2wQT2+CIdOzIhee92U4XVnrfq6vE5lx8nu6CsduzhUrlF+0Sh5FnEN7fumT5isYOsbrEnM6unJA07fV0l+iZee2792O8luI/+LDbQOX5fnSud8GFx9qf1UxaHy7VhGl+5+eXYar9bdkQfhaPowz+F7cSaeQ/mjGG1kqkm8/PLLy49+9KPlC1/4QoRe09jXvva15eOPP46N4kabhCYmgXGNkEV30yXY+rV0oAxgcjAPqFyPyzoRA7kmhT1HyFGJTNe/+34YW4PNZLTsJYbn0iHs0fpVejXkVclo2SkTVPqFoGtUApty8yHGa+qCEzBtMNZlzOtp2W7JKVjz1WZe9dZzHdduxNQ36lHWU2tr31ax27Z/5JyRjAEzc5X+W/J17MM052TPXDx3x2gjU02Cij81gVL0y1tL1ByoUdATBZ1/9uzZ8sorr4gGQRzeJALkuNqhLKAikCwAhgNlAI1g8YA0AhCLVQlk0yYeTL4OjdN8dt7Qn47a5pYvGFGfcLBE4zYL3XtrCZ3y742jXCt9S6iELnK4XE70t5aRINmt3Kl8EnW15xLTenrygOPwFZFsCgeX4bz2BOnOjxm7CWk7n1PZV8VusH+aceBrDmSI6yz6+yXdWLCD6T+dB4FZH87Gc3eMNrKrSbz44ovLV7/61dgo6ImC3nqisZ///OdiXqHbJKaCz6iSM1GcpR1Vfo//VdfJIGxLcrGeayOwa0h+1ol0obXpXJUYUQ86lOyGLwTaz+s1hr3rfLWWXqdp54k6wcebrqJaJxeB3kaY1HVaz4Y8kQecwfqFeH04hC7Oa7dQ200o21e7jVzhPols2z9yzYEMcV2HKodpjXDovGC/b8lXjw/FnKYPbHbHaCNTTYIawHe+8531D9f0msboieLNN99cPve5z8VmUJoJPVnQEwbNpUbSbRKeDW9iBC8QN9mnz5Z3taNyYN41HC6DMEjQRrKSjNWGVkLHcZYc9HsILP2xUyTQJx90Ap30kzbYvpDQHC4zX/OW0kmg1lKbo2kno05wQ1ctV5NjV3QUvm6i1hnoOq1nQ15TN4ev0pxgp57ruXYjpr7K391cqWK3bf+stsffBzLKmAuWw2KNRKoXJ/235KvHh0LupC27Y7SRqSZBDYCKfvnDNb3mTwoFeqqgpkFvQ9HfKmgujfWbBEEGhkMXiuCImCgNp/bvtvX8vIYhRybGOEFj0LiuMWDhYIGMc0SwVMGNGDrRWp8Gu/i1xQ/xd0O/gPAFyVBJle5QZfJEu8NaIgF7a1WJ2bCTfY5B+pYYbbq3lzcMHwnbjBha6PyodA2y+B+u5/TM8np5YOVN01cyP6zi1fPzVpJcnk/K32xelStElRMqZwiPH5jtHhldgk5mDmsZ8fdwKD9vyoNw9Hyo5Zo+KPE0/bUjRhuZbhL0dFD+cE2vdYMg6G0neqqgf+1EjYLm0ti4SRApmOIogWglSBznjiayHL55M3VgTuNzCap0DUGJm1oFJxXm06GDSkSdhK5ZNpdVkjkflhzpi5RE8qjtNv3aXYvZzfQrSVwOfo30LTHadMq34RDXK/34IWK2zpV2S13lRpzTkxjkgeHflq/iuJBtFxp+SH23keyW/+RT53HEypWIzon0e3//jPaGT0aTOPd0cNliXfK3UfClLuM88PiwltuJp7J1f4y2Md0k9uBrElswkunessEXVdG7ayA/RljFy+TO58p23D7cyG3FyN0k/uiP/2T5/a//wS5Ixs00iXxnYHXVe8icL1IBvcnkvgSQH318Beh+5MpWLqNJHB8jV5P409e+dSjWGuD8UNI1H1nBvWJUgJArY267SdxUjFxNAgAAwP0ETQIAAEATNAkAAABN0CQAAAA0QZMAAADQBE0CAABAEzQJAAAATdAkAAAANEGTAAAA0ARNAgAAQJMH+kv4AAAAAIY5CAAAABDmIAAAAECYgwAAAABhDgIAAACEOQgAAAAQ5iAAAABAmIMAAAAAYQ4CAAAAhDkIAAAAEOYgAAAAQJiDAAAAAGEOAgAAAIQ5CAAAABDmIAAAAECYgwAAAABhDgIAAACEOQgAAAAQ5iAAAABAmIMAAAAAYQ4CAAAAhDkIAAAAEOYgAAAAQJiDAAAAAGEObuLh46fLe08fLw+Nc9fM+ex6uDx++t7y3pNHxrnjuavxAj3Om2NXyaMny3vvBR8V4KvyIifP6pyny+OHYqKDR8uTcO2TR9a5wMPHy1PrfAzKlvXOxcCuwzj3BvbFS2yYi47TDdDK2UumqzOahB/4KkM/UrGQd5XBQU/m7zIfPek49WqbxMCuwzh/Us7GKz59hLGnjx/KuXcVNIl7DHyVyYXiqLcdegX/ipvEeXS8haTcEK/UKJ4sj9jYneWIJhFlnDG/0SQOAr7KpKcI753h+E4yOdY8P9Mk4lgI0IpRlPQcHUw6H5tfflLK2OszOWYB7NhV1ily6HW2Vcsq/lsROp+SUsyzGvhRtm+JlzHet+tEvCFZ5/GY2xtSPOlM+Lnvn5PNLT9X9ggGaxn5U+TV/ie8+hiNhsXCp7M/xyp5kz6cYsKHK1wfV27M6nzyVX0u0M0xD8fEXYzfCJOLFWPIMOs8kebUQW6uFZ3NHOHRKV7D18jFUCcOjTFZlW4T9jftqhLz6fL0aZinZYd50m+6QeekLLLMOYGjbM9MxyuPF53q6w19ypjYkMHex2WOvSGrJlFkDPzc14f5eR0z/Ey0fOA9zyn6KxvtuGt/2PqZ7wJ0dbLWqmWPYzrhwxEeHwbfSblqLVduePzM6Zwb5pgHjz62Tw9992dIdq4ryd0kwyqZrWSIOrAmoX+vSI7UjqsS27ItJ5B/LU7DLr5OtjHp1pjPEEWwJIgKvjXnENtXJuMlErfnk9NazUa0ojdHwmoSca2mnz3+8fg50/RBZip/AlmeXNvWR/usLgyzcSM8tntiOuHDEbM+zGzNjZGfT+T5lT1pfLgHh/j0ccf9xuDONSdsw0yWVvJWSZKdF+bayZOclM5rWJCi3FHQRmtJTLu4/sLGOpjx+lXXzCrPTkq55pG2n5iKF9+EVezknHKtKV/gsN3lZ49/PH7OtHywMpc/iaJjX5/Kt1qXVoy7Ok/6mc2Rcid8OMTnwyg7zmFYOjdzw+nnlcZ87x4c4tTHG/cbIyugu+JuolzleG1sYRSk6Hx+nge+w5QzfYlq2sX1FzZKPVOSS33kprKTRs65CdsD0/HK463YiWtbm43jsN3lZ49/PH7OtHxQMZM/YY64M2z4p/KtnEf6mvu2q/Okn9kcT0xNH7pp+zDK7e0dV254/VxozPfuwSFefeS8ZtxvjqyAeuTZT5IrjUnO1QaOH9O0MxvO1URnTxTKyEi2YZcrQdNrLVduKnttz5yKadsNuxrFJupT8qVVkNT68ZqpGBtjLj97/GPPkX7OtOxr0lk/6m+ds68x98XqV7K54c+uzg7bXTGd8OE0WrZj7+zIja1vN9Xjs0zo44n7zRF+ZKdKZYMBxuckkgG+TmYZWxeLFMS+vHpO0aO7eUVSexnrU9k1k6CsGSdfcL/bSaM33k3ZXtllFIukM7/Lcca0lWPrH671+tkX/BqXnz3+8fk5kWTX4y3s/OnrZOiT7avzMOvT1amns8/2cUxnfDhLY63e3pnZg1y/pp8J20bCtQczla4rM/p44n5jlBdMiYgsBIXiHNupGh6gE6vTMlpWWaM3pzVPONBRKL1rSZRdzuJVzvF14vqrzv6Nd4TtNX19I40nzlFME6Mcy/YzGcI/Xj8H+v7x+zlS+eHkV1f+xOvt/ZSQdhe4PZy0Zk9eoKmz3/Z+TCd92MHvQ3l+Pjd8fjZzJyJ9bs6rbGdr9s4xdsX9ZjAHDyMmzeFvZd0+sAsch11wW8RigRhtYM7PN8/VxN0cPI7hXdSVArvAYUwUC37HbJ0HHa64Sdxu3M1BAMDZGBeL01s/aBDbub4mcSFxNwcBAAAAwhwEAAAACHMQAAAAIMxBAAAAgDAHAQAAAMIcBAAAAIj0Qn96sPrEoxfxacfb5zC7AADgflL+La78d7hUXDcV+gtqEofaBQAA95P03SaH3WFfTJM42C4AALif5C9dc380/PTWDb9Gv60jmflysTRn/QKvImP6O0uOsWs9H9fPMjNrI2x9ZD43TNGo9q4FAADnhRf4zke/Y3Hj3yraKMLdJwl/k4j6rI1h/PF1i8PsYoW92JVkl+tsX8g5gUPWAgCAs5Jf5OJeCpR8m+Z0d38aaxSvo5qEenLYXCiPsCsXbmFTlHtqPrV+2tbj1gIAgDOiB3JxEwVVvvUhuaEmoeak4rmnUO6wq3oCMNB2V4X9wLUAAOB8mIP5XwaVYpUKnF34FRfbJBKb7HIWbm5HfEIQT0PHrgUAAGfCHFRvgzQKt8V0k9Bj9lr12znb2GSXt3Cv85Jc6YOD1wIAgLNARV0Xrlzo+fvnqbg67oTL2yqNYmgWaTHfKKaGPkOOtMtduPPTwmNap55/7Frlqajta+KoOQCAe0v4EQtTLhQZq5CVIiewCksuxqd5vOixxhCggh3lrnLk+cK4ORkcZddE4S6yWg3tuLWsBntTcwAA9xhz8BbJRQsFCwAALgFz8BZBkwAAgAvCHLxF0CQAAOCCMAcBAAAAwhwEAAAACHMQAAAAIMxBAAAAgDAHAQAAAMIcBGA7Ex8+BNfMxHe6gSum+nQ0YXyRnvHp5Yj5ld6n8/KTx/Y/by1fC0HJZn4imSHkKZ3Mtdj5yPQ/rc1fM6KLXly7+Mleq/rUdcOH6ybzxqKg5BU5x/lwA8ZXn3BW3Rpx0LpbBWj9GpHOHC8jfSINPxcqf6s9Mc26npVzbJ0DvvCyuVbAE4syZ08MwKWTNzUPcgl8XUz6d4dp88rEJVkn2UaTyElqJlnUzd4ISUd+Tn9nlLFWKcK9glCR5D59+tTwR1m/vdaUD72xCCRf9+MR2eXDWTrXr/54VPsqU9kkfMzm8Gt7+dPDoQ8x8nPyIT+/14f8hqMf3zp+s7TX8sSiUPsA3C2MwkRUgR8VuFJMG3eQCV1MB9c0C1zjOpHIRuEOzG+stFb80j5+hzhcyxgb+fCwWDB2+XCOdrGgtfpxWf0sbG/N5XjmaDz6BIZ+tq/dUzTXa10xtnzmp73WbCzS/LkYgOuhUZiq8WHSehKFJ5pjc7cKXLOQ8eRuyG9e26LIJHnsOiHHWssYG/nQGQu6y+s3Y8YuH86Qrhvr1YhLQ89YyLpv3zTkuWlf7/FzvONW+lljPpgPR7lCtPLFRWetDbHY0xjBpdNKtDy+bhJH0qZECRvELD7EaUOON3+gl6ymLkl+0tne/PPJzIom+aDIE0XWWEuc52PknxPC765YFH3Sf1dZLV/u8qE+18Gy18SOS8v2cbxYsTPPj2jo4/Vz1ruMJ309fqgRzSX6s5+n25vRYK0tsWhcA+4CzeCqzWcUuEhjs5fzcvPmDRnPOTZSlNUocObm4AXO2PxZt7mCUopFeZ03iSiK3K4To3XSpmPzXLEoRYtv1lahC+zyoT7XpltABC1d8zjXac2lttxY7DYW5URLnxk/5/GBrl107FtNQuzDjXYP19oSi3TNbN6Aa0AnTCGPr0FvJW2T08Y5Jc5pk6XNPZAXdWgUOPNanqin9Tl1Abbm8TV5k0hFKb62moQoHrnIVAWFk68rm9EVC6nPitCHscuH+lybdtPRWL4qlMKcCfIedeSmHJrXVdLSx+lntU+26WTo4Nlvam0f3rXmYtGPK7huWoUpJg4b9yStgWwGPJHy615haRS4ti58Yx+VtKpYkE6kc9Sh1yR8d9fRP8UHrlgkfarCIPRh7PKhn/1PEjbRP8bctN7eBkG09PH42b5W5rwDK3bN+EhE/njYu1YzbskX++MBLo9GYaqSz5lIGlk81KbKazcTr1XgusW0sdZmdNEkuUGnx3yz2WuNC2eSrf3Rj8XkWrt8OIFVfExm4tJoWHEtr4wRLX08frYbSZrj8UUiNZUe7XjMNontazViUWjlE7gDGMFNiaSSfFQ8SI7eaFn2aRMZGy9vePMOJF5vb7ZKR89am6g3BxUB+txEv0nYBYSTbGA+nYoFH+ustcuHM4ztTTjj0tJlokEk+0ZzO/oM/ZyvFfsizbEKt0+fzGi/EdkXVmE+dC1HXoxviMD1khMgJlTBujMpm7M315gjE9jekCnBjCTsFDiiXDez1jxp00vZuRCsupViIdGbV+tb6eaNRUDLam7gXT6cIxUmu1CsRavipJvUxdLZ9nPBjD+dM3LAow8x9rOhk5lzfX0qjMJd69wqyvvXGseCk9fzrAWuEXMQgA3k5olica9IDQVPEXcYcxCAbTjemgB3iPgUMnrSAFeOOQjAdoy3L8BdxHorFtxBzEEAAACAMAcBAAAAwhwEAAAACHMQAAAAIMxBAAAAgDAHATgW/UFLfJYCgGsh/NAbuDDxnTAr+d/J45/F3RT2p1vLp3Ev3+/4dC4AV0b4ceS/a0eTuGGMIpub/HX4HE0CgCsj/ECTuCJ0kU0faLqeTzijSQBwZYQfwyaRNjYVIvHFX+ztKP1FaBIlW7+9pQsGnY+yyxfpJeYaz1jnQqW7vkuna4rO9Do3wmm7MmW9bYWdF9lOwR360L42vm21jh3kQ0FHZwDAJRJ+xOI2bhJy8zfuYEdPEtVauYjxosGKbZGTilBPR41T57CWtEHNKbqszYG+Jjzooe302JU5qklEOUbBjgx9aBdrq0ns9qHAXhcAcLGEH6ygCHSxUAVJFpRMt0kkObp4VA0g6yNk5ALt/yKxCZ0VYg7XJduW9E+FMOnotOsQsl1h7e4Xqw19mOUoX5hNYq8PBfa6AICLJfyIBaVXzDwFJdNtEvnu2kQ3ib3F1a9zHNP6lDlRl1xYhW28STjtOoSTXUnvhvxDYnqQDwW2TADAxRJ+nLlJ2OcYZ2wSqbjJtcSciSYxtOsQuF35tfWW0xmbxNCHAlsmAOBiCT/O1iScBeJsTSI/AfTmuJrEOQufWivrVK29KaZ67CAfCs7pKwDAAYQfRzaJRtEolD/adu+6z9Yk8hx2Jx7Pc/1dTcJpV6bMtf+wO8KwK+qo5Dl8KP9mkuUGOZV/9vpQYMsEAFws4UcuMhXrxvcUC0a5u12RxaoUSQGXc7YmEVC6UqGN+pU5ziZBDO1S8w5rEoFKpsuHWVbWtbL9KB8GTN9Esm+LLADApWEOAgAAAIQ5CAAAABDmIAAAAECYgwAAAABhDgIAAACEOQgAAAAQ5iAAAABAmIMAAAAAYQ7uYv3glPoQ1ixHyTkS/aEwzyesb4pL9M+Ia9T5roJYABfx07PWF8QFmp+oHlCSr/mJYvHJ5TZDOeeGf/raOn9mLs4/Dq5R56vjWvcXuExiohzcJIY4k/jS6DVUAC6GK91f4EJpN4n0vT03cpdxzU0Cj+bg0kGTAEeSHjmtL4Krm0R5PF3RBVN/UaA6X10vYDoM5HDdhEyj2cXCzmVltjS/UZNw+SfqmL8pNzO9mQ/0DyF9VL+d1rWr2FR0ote5SF1NTFcZk7a7dJ6IxdBHiZbOla6CmVgk9tue0esNv3gSXBYxgCVoVLxK0qUkWAtYmCc3YSp09sZM17aSz3+n05KTxynh1nO1Pil5680xVZSrBGewDVGtVRoB153JKjrU182wzz+rjrqoPT7JG9pVbCIZMa6N/wf4ygXENHKA7S6dfXYlO3prsbGOzpHd++so2wNuXcDlwpMzb7gU5BTwXnDbd9bt5Isc1STEZtH6WNemMZHEE7Ttbfgq+pPdnVoFLRdWfQfrY49/PA3KYRe3Kce1nz97dLauTWOzMT3E9hmdHXO0DVrHsc6Z3fvrKNv1NeA6YUXq0ZPw38chqDHIdaLEBAhjgirBiFbyZY5qEmpcJ2i1qXhBK2MTVBug0NoI2s44z7HJ3ezzT9OegscuPkfYu7FJDHQ+KqaH2O7S2TMn+Ursq5WTrUOdC3v312G2s3nRFkMmuAJi4Cl4FExKSErY8t9TUGPwVYFrJ20j+Qp7k9iZoKmghDHGbDHhNO11bapAnCd9uI89/hnEiPDYxecIe2+ySYQxxnxMD7J9h5/lnJavOA6dC3v312G2c/L8cL0pG1wwMfAhaI/Cf3NwKdBPHvEmkZJ4OiHMc4G9SexK0DRnvIafpr0te3RT0L/vZo9/8u89fTx28YIi5t9EkzgupofYPqHzljmaoc6FvfvrMNstfLaCiyI3gEB5T/R0t6YSgr3/mBK2FexRIthNp6Ylx5OgxydjbwPUGzjZKN5nvrAmUYqBnBeuZX8IHdp1C02ivnYDR9i+Q2cdi7LnuoXdoXNi7/46ynYLLedEWrN//VFzwBQ5ofgjYElGniTrWIKCHBObBcJ6KyDBZDfk8bXGcpwJGgsYvz6zMXlGG2BNzky1EQ5qEof5J1Lir2Wc6NrlbBKXGdOdtrt09sfC9FFl11jnyK79ldhvu71WtS8iWR7NqWw+eg6YxBy8fvImqRJSFDJwVSCmANwG5uD10ygo6c6mcfcFLhvEFIDbwBy8G5hvTaCYXDWIKQDnxhwEAAAACHMQAAAAIMxBAAAAgDAHAQAAAMIcBAAAAAhzEAAAACDMQQAAAIAwBwEAAADCHAQAAAAIcxAAAAAgzEEAAACAMAcBAAAAwhwEAAAACHMQAAAAIMxBAAAAgDAHAQAAgOXB4jjMCwEAANx9ch/oHuaFAAAA7j65D3QP80IAAAB3n9wHuod5IQAAgDvOg+X/AV8UW2r3/V1wAAAAAElFTkSuQmCC)

**Post Practical Questions:**

1. Which methods are commonly used in Server Socket class?
2. Public Output Stream get Output Stream ()
3. Public Socket accept ()
4. Public synchronized void close ()
5. None of the mentioned
6. Which constructor of Datagram Socket class is used to create a datagram socket and binds it with the given Port Number?
7. Datagram Socket(int port)
8. Datagram Socket(int port, Int Address address)
9. Datagram Socket()
10. None of the mentioned
11. The client in socket programming must know which information?
12. IP address of Server
13. Port number
14. Both IP address of Server & Port number
15. None of the mentioned
16. What is multithreaded programming?
17. It’s a process in which two different processes run simultaneously
18. It’s a process in which two or more parts of same process run simultaneously
19. It’s a process in which many different process are able to access same information
20. It’s a process in which a single process can access information from manysources
21. Which of these are types of multitasking?
22. Process based
23. Thread based
24. Process and Thread based
25. None of the mentioned

## Conclusion:

We learned to built chat application in python.

**PRACTICAL SET-18**

**Description:**

The Caesar Cipher technique is one of the earliest and simplest method of encryption technique. It’s simply a type of substitution cipher, i.e., each letter of a given text is replaced by a letter some fixed number of positions down the alphabet. For example with a shift of 1, A would be replaced by B, B would become C, and so on. The method is apparently named after Julius Caesar, who apparently used it to communicate with his officials.Thus to cipher a given text we need an integer value, known as shift which indicates the number of position each letter of the text has been moved down.

The encryption can be represented using modular arithmetic by first transforming the letters into numbers, according to the scheme, A = 0, B = 1,…, Z = 25. Encryption of a letter by a shift n can be described mathematically as.

En(x) = (x+n)mod26 (Encryption Phase with shift n) Dn(x)= (x-n)mod26(Decryption Phase with shift n)
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## References :

[1]https:/[/www](http://www.tutorialspoint.com/cryptography_with_python/cryptography_with_python_ca).[tutorialspoint.com/cryptography\_with\_python/cryptography\_with\_python\_ca](http://www.tutorialspoint.com/cryptography_with_python/cryptography_with_python_ca) esa r\_cipher.htm

**AIM 18.1. :** Write a program to implement Caesar cipher in python.

## Code:

def encrypt(text,s):

result = ""

# transverse the plain text

for i in range(len(text)):

char = text[i]

# Encrypt uppercase characters in plain text

if (char.isupper()):

result += chr((ord(char) + s-65) % 26 + 65)

# Encrypt lowercase characters in plain text

else:

result += chr((ord(char) + s - 97) % 26 + 97)

return result

#check the above function

text = "CEASER CIPHER DEMO"

s = 4

print( "Plain Text : " + text)

print ("Shift pattern : " + str(s))

print ("Cipher: " + encrypt(text,s))

**Output:**

![](data:image/png;base64,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)

## TRANSPOSITION CYPHER

Transposition Cipher is a cryptographic algorithm where the order of alphabets in the plaintext is rearranged to form a cipher text. In this process, the actual plain text alphabets are not included.

## Example :

A simple example for a transposition cipher is columnar transposition cipher where each character in the plain text is written horizontally with specified alphabet width. The cipher is written vertically, which creates an entirely different cipher text.

Consider the plain text hello world, and let us apply the simple columnar transposition technique as shown below

The plain text characters are placed horizontally and the cipher text is created with vertical format as : holewdlo lr. Now, the receiver has to use the same table to decrypt the cipher text to plain text.

**References:** [1][https://www.tutorialspoint.com/cryptography\_with\_python/cryptography\_with\_python\_tra](https://www.tutorialspoint.com/cryptography_with_python/cryptography_with_python_trans%20position_cipher.htm) [ns position\_cipher.htm](https://www.tutorialspoint.com/cryptography_with_python/cryptography_with_python_trans%20position_cipher.htm)

**AIM 18.2** Write a program to implement Transposition cipher in python

## Code:

![](data:image/png;base64,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)

**Post Practical Questions:**

1. The is the message after transformation.
2. **ciphertext**
3. plaintext
4. secret-text
5. none of the above
6. The is the message after transformation.
7. **ciphertext**
8. plaintext
9. secret-text
10. none of the above
11. The attack can endanger the security of the Diffie-Hellman method if two parties are not authenticated to each other.
12. **man-in-the-middle**
13. ciphertext attack
14. plaintext attack
15. none of the above
16. A combination of an encryption algorithm and a decryption algorithm is called a .
17. **cipher**
18. secret
19. key
20. none of the above
21. In an asymmetric-key cipher, the receiver uses the key.
22. **private**
23. public
24. either a or b
25. neither (a) nor (b)

## Conclusion:

We learned to implement ceaser cipher and transposition cipher using python.

**PRACTICAL SET - 19**

**Description:**

TURTLE IN PYTHON

* “Turtle” is a Python feature like a drawing board, which lets us command a turtle to draw all over it! We can use functions like turtle.forward(…) and turtle.right(…) which can move the turtle around.

**AIM :** Write a program to draw graphics using Turtle in python.

## Code :

import turtle turtle.forward(100) turtle.left(90) turtle.forward(50) turtle.left(90) turtle.forward(100) turtle.left(90) turtle.forward(50) turtle.left(90)

## Output :

**Post Practical Work:**

1. What is the output shape of the code shown? import turtle

t=turtle.Pen()

for i in range(0,4):

t.forward(100) t.left(120)

1. square
2. rectangle
3. **triangle**
4. kite
5. The command which helps us to reset the pen (turtle):
6. **turtle.reset**
7. turtle.penreset
8. turtle.penreset()
9. turtle.reset()
10. What will be the output shape of the code shown below? import turtle

t=turtle.Pen()

for i in range(1,4):

t.forward(60) t.left(90)

1. Rectangle
2. **Trapezium**
3. Triangle
4. Square
5. Which of the following functions can be used to make the arrow black?
6. turtle.color(0,1,0)
7. turtle.color(1,0,0)
8. turtle.color(0,0,1)
9. **turtle.color(0,0,0)**
10. In which direction is the turtle pointed by default?
11. **North**
12. South
13. East
14. West
15. The command used to set only the x coordinate of the turtle at 45 units is:
16. reset(45)
17. **setx(45)**
18. xset(45)
19. xreset(45)
20. Which of the following functions returns a value in degrees, counterclockwise from the horizontal right?
21. **heading()**
22. degrees()
23. position()
24. window\_height()

## Conclusion:

We learned turtle in python.

**PRACTICAL SET - 20**

**Description:**

**TKINTER PROGRAMMING**

Tkinter is the standard GUI library for Python. Python when combined with Tkinter provides a fast and easy way to create GUI applications. Tkinter provides a powerful object-oriented interface to the Tk GUI toolkit.

Creating a GUI application using Tkinter is an easy task. All you need to do is perform the following steps −

* Import the Tkinter module.
* Create the GUI application main window.
* Add one or more of the above-mentioned widgets to the GUI application.
* Enter the main event loop to take action against each event triggered by the user.

## References :

[1] https:/[/www](http://www.tutorialspoint.com/python/python_gui_programming.htm).[tutorialspoint.com/python/python\_gui\_programming.htm](http://www.tutorialspoint.com/python/python_gui_programming.htm)

**AIM :** Write a program to learn GUI programming using Tkinter in python.

## Code :

## import tkinter

## top = tkinter.Tk()

## C = tkinter.Canvas(top, bg="blue", height=250, width=300)

## coord = 10, 50, 240, 210

## arc = C.create\_arc(coord, start=0, extent=150, fill="red")

## C.pack()

## top.mainloop()

## Output:

**Post Practical Questions:**

1. How do you create a window?
2. window = newWindow()
3. window = Window()
4. window = Frame()
5. **window = Tk()**
6. How do you create a frame?
7. window = newWindow()
8. window = Window()
9. **window = Frame()**
10. window = Tk()
11. How do you create an event loop?
12. window.loop()
13. window.main()
14. window.mainloop()
15. **window.eventloop()**
16. To create a label under parent window, use .
17. label = Label(text = "Welcome to Python")
18. **label = Label(window, text = "Welcome to Python")**
19. label = Label(text = "Welcome to Python", fg = " red")
20. label = Label(text = "Welcome to Python", fg = " red", bg = "white")
21. To create a button under parent window with command processButton, use .
22. **Button(text = "OK", fg = "red", command = processButton)**
23. Button(window, text = "OK", fg = "red")
24. Button(window, text = "OK", fg = "red")
25. Button(window, text = "OK", command = processButton)

## Conclusion:

We learned to implement GUI programming using tkinter using python.

**PRACTICAL SET - 21**

**Description:**

Merge Sort is a Divide and Conquer algorithm. It divides input array in two halves, calls itself for the two halves and then merges the two sorted halves. The merge() function is used for merging two halves. The merge(arr, l, m, r) is key process that assumes that arr[l..m] and arr[m+1..r] are sorted and merges the two sorted sub-arrays into one.

## References:

[1] <http://interactivepython.org/courselib/static/pythonds/SortSearch/TheMergeSort.html>

**AIM:** Write a program to implement Merge sort in python.

## Code:

# funtion to divide the lists in the two sublists

def merge\_sort(list1, left\_index, right\_index):

if left\_index >= right\_index:

return

middle = (left\_index + right\_index)//2

merge\_sort(list1, left\_index, middle)

merge\_sort(list1, middle + 1, right\_index)

merge(list1, left\_index, right\_index, middle)

# Defining a function for merge the list

def merge(list1, left\_index, right\_index, middle):

# Creating subparts of a lists

left\_sublist = list1[left\_index:middle + 1]

right\_sublist = list1[middle+1:right\_index+1]

# Initial values for variables that we use to keep

# track of where we are in each list1

left\_sublist\_index = 0

right\_sublist\_index = 0

sorted\_index = left\_index

# traverse both copies until we get run out one element

while left\_sublist\_index < len(left\_sublist) and right\_sublist\_index < len(right\_sublist):

# If our left\_sublist has the smaller element, put it in the sorted

# part and then move forward in left\_sublist (by increasing the pointer)

if left\_sublist[left\_sublist\_index] <= right\_sublist[right\_sublist\_index]:

list1[sorted\_index] = left\_sublist[left\_sublist\_index]

left\_sublist\_index = left\_sublist\_index + 1

# Otherwise add it into the right sublist

else:

list1[sorted\_index] = right\_sublist[right\_sublist\_index]

right\_sublist\_index = right\_sublist\_index + 1

# move forward in the sorted part

sorted\_index = sorted\_index + 1

# we will go through the remaining elements and add them

while left\_sublist\_index < len(left\_sublist):

list1[sorted\_index] = left\_sublist[left\_sublist\_index]

left\_sublist\_index = left\_sublist\_index + 1

sorted\_index = sorted\_index + 1

while right\_sublist\_index < len(right\_sublist):

list1[sorted\_index] = right\_sublist[right\_sublist\_index]

right\_sublist\_index = right\_sublist\_index + 1

sorted\_index = sorted\_index + 1

list1 = [44, 65, 2, 3, 58, 14, 57, 23, 10, 1, 7, 74, 48]

merge\_sort(list1, 0, len(list1) -1)

print(list1)

**Output:**
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## Post Practical Questions:

1. Which of the following is not a stable sorting algorithm in its typical implementation.
2. Insertion Sort
3. **Merge Sort**
4. Quick Sort
5. Bubble Sort
6. Consider a situation where swap operation is very costly. Which of the following sorting algorithms should be preferred so that the number of swap operations are minimized in general?
7. Insertion Sort
8. **Merge Sort**
9. Quick Sort
10. Bubble Sort
11. You have to sort 1 GB of data with only 100 MB of available main memory. Which sorting technique will be most appropriate?
12. Insertion Sort
13. **Merge Sort**
14. Quick Sort
15. Bubble Sort
16. In a modified merge sort, the input array is splitted at a position one-third of the length(N) of the array. What is the worst case time complexity of this merge sort?

a) N(logN base 3) b)N(logN base 2/3) c)**N(logN base 1/3)** d)N(logN base 3/2)

1. Which sorting algorithm will take least time when all elements of input array are identical? Consider typical implementations of sorting algorithms.
2. Insertion Sort
3. **Merge Sort**
4. Quick Sort
5. Bubble Sort

1. Which of the following sorting algorithms has the lowest worst-case complexity?
2. Insertion Sort
3. **Merge Sort**
4. Quick Sort
5. Bubble Sort

## Conclusion:

We learned to implement merge sort using python.