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1. Introduction to array. Create an array to perform the following operation.

1. Find the second largest element in the array.

#include <stdio.h>

int main() {

intarr[]={12,33,34,67,7,89,56},i,j,temp,n;

clrscr();

n=sizeof(arr)/sizeof(arr[0]);

for(i=0;i<7;i++){

for(j=1;j<=n-i-1;j++){

if(arr[j-1]>arr[j]){

temp=arr[j-1];

arr[j-1]=arr[j];

arr[j =temp;

}

}

}

printf("Second Largest is : %d",arr[n-2]);

getch()

return 0;

}

1. Reverse the array elements.

#include <stdio.h>

void arrrev(intarr[],intrevarr[],int n){

inti,j;

j=0;

for(i=n-1;i>=0;i--){

revarr[j]=arr[i];

j++;

}

}

int main() {

int arr[]={12,33,34,67,7,89,56},i,n;

clrscr();

n=sizeof(arr)/sizeof(arr[0]);

intrevarr[n];

arrrev(arr,revarr,n);

for(i=0;i<n;i++){

printf("%d ",revarr[i]);

}

getch();

return 0;

}

2. Introduction to string. Perform the following operation on string.

(a) Check if the string is palindrome.

#include<stdio.h>

#include<string.h>

int isPalindrome(char n[],int len){

int j=len-1,i;

int flag=1;

for(i=0;i<len/2;i++){

if(n[i]!=n[j]){

flag=0;

break;

}

j--;

}

return flag;

}

void main()

{

char name[20];

clrscr();

printf("Enter a name:");

gets(name);

printf("String Palindrome status is: %d",isPalindrome(name,strlen(name)));

getch();

}

(b) Convert string into uppercase & lowercase.

#include<stdio.h>

#include<string.h>

void uppLow(char name[]){

int i,ichar;

char upper[50],lower[50];

for(i=0;i<strlen(name);i++){

ichar=(int)name[i];

if(ichar>64 &&ichar<91){

upper[i]=name[i];

lower[i]=(char)ichar+32;

}

else if(ichar>96 &&ichar<123){

lower[i]=name[i];

upper[i]=(char)ichar-32;

}

else{

lower[i]=upper[i]=name[i];

}

}

upper[i]=lower[i]='\0';

printf("Name in Uppercase: %s",upper);

printf("Name in Lowercase: %s",lower);

}

void main()

{

char name[20];

clrscr();

printf("Enter a name:");

gets(name);

uppLow(name);

getch();

}

1. Copy one string to another.

#include<stdio.h>

void strcpy(char des[],char source[]){

int i=0;

while(source[i]!='\0'){

des[i]=source[i];

i++;

}

des[i]='\0';

}

void main()

{

char name[20],copyName[20];

clrscr();

printf("Enter a name:");

gets(name);

strcpy(copyName,name);

printf("Copied name: %s",copyName);

getch();

}

(d) Calculate the length of the string.

#include<stdio.h>

int strlen(char n[]){

int c=0;

while (n[c]!='\0'){

c++;

}

return c;

}

void main()

{

char name[20];

clrscr();

printf("Enter a name:");

gets(name);

printf("length of your name is: %d",strlen(name));

getch();

}

3. Implement a program for stack that performs following operations using arrays.

(a) PUSH (b) POP (c) PEEK (d) DISPLAY

#include <stdio.h>

#define MAX 15

int top=-1;

int stack[MAX];

int isEmpty(){

return top == -1;

}

int isFull(){

return top == MAX-1;

}

int peek(){

if(!isEmpty()){

printf("Peek Element is : %d.\n",stack[top]);

return stack[top];

}

else{

printf("Stack is Empty!!!\n");

return -1;

}

}

void push(){

if(!isFull()){

int data;

printf("Enter data:");

scanf("%d",&data);

stack[++top]=data;

printf("Inserted Successfully.\n");

}

else

printf("Stack is Full(overflow)!!!\n");

}

int pop(){

if(!isEmpty()){

printf("%d Deleted Successfully.\n",stack[top]);

return stack[top--];

}

else{

printf("Stack is Empty(underflow)!!!\n");

return -1;

}

}

void printStack(){

if(!isEmpty()){

int temp=top;

for(;temp>=0;temp--){

printf("%d ",stack[temp]);

}

}

else

printf("Stack is Empty!!!");

printf("\n");

}

void main(){

int data;

int choice;

while(1){

printf("Enter your choice:\n");

printf("1 : Peek Element.\n");

printf("2 : Push Operation.\n");

printf("3 : Pop Operation.\n");

printf("4 : Print Stack.\n");

printf("5 : Exit.\n");

scanf("%d",&choice);

clrscr();

switch(choice){

case 1:

peek();

break;

case 2:

push();

break;

case 3:

pop();

break;

case 4:

printStack();

break;

case 5:

exit(0);

default:

printf("Invalid Choice!!!\n");

getch();

exit(0);

}

}

}

4. Implement a program to convert infix notation to postfix notation using stack.

#include <stdio.h>

#include <string.h>

#define MAX 15

int top=-1;

char stack[MAX];

int isEmpty(){

return top == -1;

}

int isFull(){

return top == MAX-1;

}

void push(char item){

if(!isFull())

stack[++top]=item;

}

char pop(){

if(!isEmpty())

return stack[top--];

}

char peek(){

return stack[top];

}

int precedence(char item){

switch(item){

case '+':

case '-':

return 1;

case '\*':

case '/':

case '%':

return 2;

case '^':

return 3;

}

return -1;

}

void infixToPostfix(char exp[]){

char prefix[100];

int i=0,j=-1;

while(exp[i]!='\0'){

if((exp[i]>='A' && exp[i]<='Z') || (exp[i]>='a' && exp[i]<='z'))

prefix[++j]=exp[i];

else if('('==exp[i])

push(exp[i]);

else if(')'==exp[i]){

while(!isEmpty() && '('!=peek())

prefix[++j]=pop();

pop(); //remove left bracket

}

else{ // if an opertor

while (!isEmpty() && precedence(exp[i]) <= precedence(peek()) ){

if(precedence(peek())==precedence(exp[i])==3)

break;

prefix[++j] = pop();

}

push(exp[i]);

}

i++;

}

while(!isEmpty())

prefix[++j] = pop();

prefix[++j]='\0';

strcpy(exp,prefix);

}

void main(){

int i;

char exp[]="A^B\*C/(D\*E-F)";

clrscr();

printf("Infix Expression:\n");

printf("%s\n",exp);

infixToPostfix(exp);

printf("Postfix Expression:\n");

printf("%s\n",exp);

getch();

}

5. Write a program to implement Queue using arrays that performs following operations.

(a) INSERT (b) DELETE (c) DISPLAY

#include <stdio.h>

#define MAX 15

int front=-1;

int rear=-1;

int queue[MAX];

int isEmpty(){

return front == -1;

}

int isFull(){

return rear==(MAX-1);

}

void enqueue(){

if(!isFull()){

int data;

printf("Enter data:");

scanf("%d",&data);

if(isEmpty()){

front++;

queue[++rear]=data;

}

else{

queue[++rear]=data;

}

printf("Inserted Successfully.\n");

}

else

printf("Queue is Full!!!\n");

}

int dequeue(){

if(!isEmpty()){

printf("%d Deleted Successfully.\n",queue[front]);

if(front==rear){

int temp=front;

front=rear=-1;

return queue[temp];

}

else

return queue[front++];

}

else{

printf("Queue is Empty!!!\n");

return -1;

}

}

void printQueue(){

if(!isEmpty()){

int temp=front;

for(;temp<=rear;temp++){

printf("%d ",queue[temp]);

}

}

else

printf("Queue is Empty!!!");

printf("\n");

}

void main(){

int data;

int choice;

while(1){

printf("Enter your choice:\n");

printf("1 : Enqueue Operation.\n");

printf("2 : Dequeue Operation.\n");

printf("3 : Print Queue.\n");

printf(“4 : Exit.\n”);

scanf("%d",&choice);

clrscr();

switch(choice){

case 1:

enqueue();

break;

case 2:

dequeue();

break;

case 3:

printQueue();

break;

case 4:

exit(0);

default:

printf("Invalid Choice!!!\n");

getch();

exit(0);

}

}

}

6. Write a program to implement Circular Queue using arrays that performs following operations.

(a) INSERT(b) DELETE(c) DISPLAY

#include <stdio.h>

#define MAX 15

int front=-1;

int rear=-1;

int queue[MAX];

int isEmpty(){

if(front==-1){

printf("Queue is Empty!!!\n");

return 1;

}

else

return 0;

}

int isFull(){

if((rear+1)%MAX==front){

printf("Queue is Full!!!\n");

return 1;

}

else

return 0;

}

void enqueue(){

if(!isFull()){

int data;

printf("Enter data:");

scanf("%d",&data);

if(isEmpty()){

front++;

queue[++rear]=data;

}

else{

rear=(rear+1)%MAX;

queue[rear]=data;

}

printf("Inserted Successfully.\n");

}

}

int dequeue(){

if(!isEmpty()){

int temp=front;

printf("%d Deleted Successfully.\n",queue[front]);

if(front==rear){

front=rear=-1;

return queue[temp];

}

else{

front=(front+1)%MAX;

return queue[temp];

}

}

else

return -1;

}

void printQueue(){

if(!isEmpty()){

int temp=front;

while(temp!=rear){

printf("%d ",queue[temp]);

temp=(temp+1)%MAX;

}

printf("%d ",queue[temp]);

}

printf("\n");

}

void main(){

int data;

int choice;

while(1){

printf("Enter your choice:\n");

printf("1 : Enqueue Operation.\n");

printf("2 : Dequeue Operation.\n");

printf("3 : Print Queue.\n");

printf("4 : Exit.\n");

scanf("%d",&choice);

clrscr();

switch(choice){

case 1:

enqueue();

break;

case 2:

dequeue();

break;

case 3:

printQueue();

break;

case 4:

exit(0);

default:

printf("Invalid Choice!!!\n");

getch();

exit(0);

}

}

}

7. Write a menu driven program to implement following operations on the singly linked list.

(a) Insert a node at the front of the linked list.

(b) Insert a node at the end of the linked list.

(c) Insert a node such that the linked list is in ascending order.

(d) Delete the First node of the linked list.

(e) Delete a node before specified position.

(f) Delete a node after specified position.

#include <stdio.h>

#include <stdlib.h>

struct list{

int data;

struct list \*next;

}\*head;

void insInEmpty(int data){

head = (struct list \*)malloc(sizeof(struct list));

head->data=data;

head->next=NULL;

printf("Inserted successfully.\n");

}

void insAtBeg(int data){

if(isEmpty()){

insInEmpty(data);

}

else{

struct list \*temp=(struct list \*)malloc(sizeof(struct list));

temp->data=data;

temp->next=head;

head=temp;

printf("Inserted successfully.\n");

}

}

void insAtEnd(int data){

if(isEmpty()){

insInEmpty(data);

}

else{

struct list \*temp=(struct list \*)malloc(sizeof(struct list));

struct list \*temp1=(struct list \*)malloc(sizeof(struct list));

temp=head;

while(temp->next!=NULL)

temp=temp->next;

temp1->data=data;

temp1->next=NULL;

temp->next=temp1;

printf("Inserted successfully.\n");

}

}

void insAtPos(int pos,int data){

if(pos==1)

insAtBeg(data);

else{

int c=1;

struct list \*tempData=(struct list \*)malloc(sizeof(struct list));

struct list \*temp=(struct list \*)malloc(sizeof(struct list));

struct list \*prev=(struct list \*)malloc(sizeof(struct list));

tempData->data=data;

temp=head;

while(temp!=NULL){

prev=temp;

temp=temp->next;

c++;

if(c==pos)

break;

}

tempData->next=(temp!=NULL?temp:NULL);

prev->next=tempData;

printf("Inserted successfully.\n");

}

}

void delAtBeg(){

if(isEmpty())

printf("List is empty!!!\n");

else{

struct list \*temp=(struct list \*)malloc(sizeof(struct list));

if(head->next==NULL){

printf("%d Deleted successfully\n",head->data);

free(head);

head=NULL;

}

else{

temp=head;

head=head->next;

printf("%d Deleted successfully\n",temp->data);

free(temp);

temp=NULL;

}

}

}

void delAtEnd(){

if(isEmpty())

printf("List is empty!!!\n");

else{

struct list \*temp=(struct list \*)malloc(sizeof(struct list));

struct list \*prev=(struct list \*)malloc(sizeof(struct list));

if(head->next==NULL){

printf("%d Deleted successfully\n",head->data);

free(head);

head=NULL;

}

else{

temp=head;

while(temp->next!=NULL){

prev=temp;

temp=temp->next;

}

prev->next=NULL;

printf("%d Deleted successfully\n",temp->data);

free(temp);

temp=NULL;

}

}

}

void delAtPos(int pos){

if(pos==1)

delAtBeg();

else{

int c=1;

struct list \*temp=(struct list \*)malloc(sizeof(struct list));

struct list \*prev=(struct list \*)malloc(sizeof(struct list));

temp=head;

while(temp!=NULL && c!=pos){

prev=temp;

temp=temp->next;

c++;

}

if(c==pos){

if(temp->next==NULL)

prev->next=NULL;

else

prev->next=temp->next;

printf("%d Deleted Successfully.\n",temp->data);

free(temp);

temp=NULL;

}

}

}

int count(){

int c=1;

struct list \*temp=(struct list \*)malloc(sizeof(struct list));

temp=head;

while(temp->next!=NULL){

temp=temp->next;

c++;

}

return c;

}

int isEmpty(){

if(head==NULL)

return 1;

else

return 0;

}

void main(){

int choice,data,pos;

while(1){

printf("Enter your choice:\n");

printf("1 : insert at beg\n");

printf("2 : insert at end\n");

printf("3 : insert at pos\n");

printf("4 : delete at beg\n");

printf("5 : delete at end\n");

printf("6 : delete at pos\n");

printf("7 : Exit\n");

scanf("%d",&choice);

clrscr();

switch(choice){

case 1:

printf("Enter data:");

scanf("%d",&data);

insAtBeg(data);

break;

case 2:

printf("Enter data:");

scanf("%d",&data);

insAtEnd(data);

break;

case 3:

printf("Enter Position:");

scanf("%d",&pos);

if(isEmpty() && pos>1)

printf("List is Empty and Invalid Positon!!!\n");

else if(pos<1 || pos>count()+1)

printf("Invalid position!!!\n");

else{

printf("Enter data:");

scanf("%d",&data);

insAtPos(pos,data);

}

break;

case 4:

delAtBeg();

break;

case 5:

delAtEnd();

break;

case 6:

if(isEmpty())

printf("List is Empty!!!\n");

else{

printf("Enter Position:");

scanf("%d",&pos);

if(pos<1 || pos>count())

printf("Invalid position!!!\n");

else

delAtPos(pos);

}

break;

case 7:

exit(0);

break;

default:

printf("Invalid Choice!!!\n");

getch();

exit(0);

}

}

}

8. Write a program to implement following operations on the doubly linked list.

(a) Insert a node at the front of the linked list.

(b) Insert a node at the end of the linked list.

(c) Delete the last node of the linked list.

(d) Delete a node before specified position.

#include <stdio.h>

#include <stdlib.h>

struct list{

int data;

struct list \*prev;

struct list \*next;

}\*head;

void insInEmpty(int data){

head = (struct list \*)malloc(sizeof(struct list));

if(head==NULL)

printf("List is Full!!!(overflow)\n");

else{

head->data=data;

head->prev=NULL;

head->next=NULL;

printf("Inserted successfully.\n");

}

}

void insAtBeg(int data){

if(isEmpty()){

insInEmpty(data);

}

else{

struct list \*temp=(struct list \*)malloc(sizeof(struct list));

if(temp==NULL)

printf("List is Full!!!(overflow)\n");

else{

temp->data=data;

temp->prev=NULL;

temp->next=head;

head->prev=temp;

head=temp;

printf("Inserted successfully.\n");

}

}

}

void insAtEnd(int data){

if(isEmpty()){

insInEmpty(data);

}

else{

struct list \*temp=(struct list \*)malloc(sizeof(struct list));

struct list \*tempData=(struct list \*)malloc(sizeof(struct list));

if(temp==NULL || tempData==NULL)

printf("List is Full!!!(overflow)\n");

else{

temp=head;

while(temp->next!=NULL)

temp=temp->next;

tempData->data=data;

tempData->prev=temp;

tempData->next=NULL;

temp->next=tempData;

printf("Inserted successfully.\n");

}

}

}

void delAtBeg(){

if(isEmpty())

printf("List is empty!!!\n");

else{

struct list \*temp=(struct list \*)malloc(sizeof(struct list));

if(head->next==NULL){

printf("%d Deleted successfully\n",head->data);

free(head);

head=NULL;

}

else{

temp=head;

head=head->next;

head->prev=NULL;

printf("%d Deleted successfully\n",temp->data);

free(temp);

temp=NULL;

}

}

}

void delAtEnd(){

if(isEmpty())

printf("List is empty!!!\n");

else{

struct list \*temp=(struct list \*)malloc(sizeof(struct list));

struct list \*prev=(struct list \*)malloc(sizeof(struct list));

if(head->next==NULL){

printf("%d Deleted successfully\n",head->data);

free(head);

head=NULL;

}

else{

temp=head;

while(temp->next!=NULL){

prev=temp;

temp=temp->next;

}

prev->next=NULL;

printf("%d Deleted successfully\n",temp->data);

free(temp);

temp=NULL;

}

}

}

int isEmpty(){

if(head==NULL)

return 1;

else

return 0;

}

void main(){

int choice,data,pos;

while(1){

printf("Enter your choice:\n");

printf("1 : insert at beg\n");

printf("2 : insert at end\n");

printf("3 : delete at beg\n");

printf("4 : delete at end\n");

printf("5 : Exit\n");

scanf("%d",&choice);

clrscr();

switch(choice){

case 1:

printf("Enter data:");

scanf("%d",&data);

insAtBeg(data);

break;

case 2:

printf("Enter data:");

scanf("%d",&data);

insAtEnd(data);

break;

case 3:

delAtBeg();

break;

case 4:

delAtEnd();

break;

case 5:

exit(0);

default:

printf("Invalid Choice!!!\n");

getch();

exit(0);

}

}

}

9. Write a program to create a Binary search tree.

10. Implement recursive and non-recursive tree traversing methods in-order,pre-order and post-order traversal.

11. Implement AVL tree.

12. Implement heap sort.

13. Create an one dimensional array with values22,4,67,34,12,87,89,2656,9. Perform the following sorting operation on an array to sort the data in ascending order.

(a) Bubble sort

#include <stdio.h>

void bubbleSort(int arr[]){

int i,j,temp;

for(i=0;i<10;i++){

for(j=0;j<9-i;j++){

if(arr[j]>arr[j+1]){

temp=arr[j];

arr[j]=arr[j+1];

arr[j+1]=temp;

}

}

}

}

void main(){

int i,arr[10];

clrscr();

arr={22,4,67,34,12,87,89,2656,9};

bubbleSort(arr);

printf("Sorted array is: ");

for(i=0;i<10;i++){

printf("%d ",arr[i])

}

getch();

}

(b) Insertion

#include <stdio.h>

void insertionSort(int arr[]){

int i,j,key;

for(i=1;i<9;i++){

key=arr[i];

j=i-1;

while(j>=0 &&arr[j]>key){

arr[j+1]=arr[j];

j--;

}

arr[j+1]=key;

}

}

void main(){

int i,arr[10];

clrscr();

arr={22,4,67,34,12,87,89,2656,9};

insertionSort(arr);

printf("Sorted array is: ");

for(i=0;i<10;i++){

printf("%d ",arr[i]);

}

getch();

}

(c) Quick sort

#include <stdio.h>

int partition(int arr[],int beg,int end){

int pivot = arr[beg];

int i= beg+1;

int j=end;

int temp;

do{

while(arr[i]<=pivot){

i++;

}

while(arr[j]>pivot){

j--;

}

if(i<j){

temp=arr[i];

arr[i]=arr[j];

arr[j]=temp;

}

}while(i<j);

temp=arr[beg];

arr[beg]=arr[j];

arr[j]=temp;

return j;

}

void quickSort(int arr[],int beg,int end){

if(beg<end){

int p = partition(arr,beg,end);

quickSort(arr,beg,p-1);

quickSort(arr,p+1,end);

}

}

void main(){

int i,arr[10],n;

clrscr();

arr={22,4,67,34,12,87,89,2656,9};

quickSort(arr,0,9);

printf("Sorted array is: ");

for(i=0;i<10;i++){

printf("%d ",arr[i]);

}

getch();

}

(d) Merge sort

#include <stdio.h>

void merge(int arr[],int beg,intmid,int end){

int l,r,i,temp[10];

for(l=beg,r=mid+1,i=beg; l<=mid && r<=end;i++){

if(arr[l]<=arr[r])

temp[i]=arr[l++];

else

temp[i]=arr[r++];

}

while(l<=mid)

temp[i++]=arr[l++];

while(r<=end)

temp[i++]=arr[r++];

for(i=beg;i<=end;i++)

arr[i]=temp[i];

}

void mergeSort(int arr[],int beg,int end){

int mid;

if(beg<end){

mid=(beg+end)/2;

mergeSort(arr,beg,mid);

mergeSort(arr,mid+1,end);

merge(arr,beg,mid,end);

}

}

void main(){

int i,arr[10],n;

clrscr();

arr={22,4,67,34,12,87,89,2656,9};

mergeSort(arr,0,9);

printf("Sorted array is: ");

for(i=0;i<10;i++){

printf("%d ",arr[i]);

}

getch();

}

14. Write a program to implement Binary Search.

#include <stdio.h>

int i;

void binarySearch(int arr[],int low,int high){

int mid,temp;

printf("Enter item to search:\n");

scanf("%d",&temp);

while(low<=high){

mid=(low+high)/2;

if(temp==arr[mid]){

printf("found at index %d",mid);

return ;

}

else if(temp<arr[mid])

high=mid-1;

else

low=mid+1;

}

printf("Not found!!!");

}

int main(){

int arr[10];

clrscr();

printf("Enter array item only in sorted manner!!!\n");

for(i=0;i<10;i++){

printf("Enter an item:\n");

scanf("%d",&arr[i]);

}

binarySearch(arr,0,9);

getch();

return 0;

}

15. Write a C program to implement DFS traversal using Adjacency Matrix in a Graph.